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Abstract—This work presents the EUREQA approach for end-user development. The purpose of the tool is to narrow the cognitive gap between the end-user developer’s mental model and the software model. The tool uses design patterns as building blocks allowing end-users to create UML class diagram models that capture their domain knowledge. The EUREQA tool hides from view the complexity of code thereby reducing the cognitive load on end-user developers. EUREQA makes non-functional quality issues a first-class concern allowing end-user developers to consider both functional and non-functional aspects of design alternatives. The tool uses visualization techniques to aid in non-functional quality assessment. The purpose of this paper is to evaluate and assess the opportunities and challenges of EUREQA. A qualitative, pilot evaluation of EUREQA shows that the visualization techniques work well, whereas there are issues with the abstraction gap between the visualization and class diagram.
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I. INTRODUCTION

End-user development (EUD) is defined as the activity of an end-user of a software system being partially or completely in involved in the development effort. Moreover, end-user development is a growing domain. Numbers from [1] estimate that there in 2012 will be more than 55 million end-users in American workplaces, with 13 million of these performing programming activities. This is in contrast to the expected 3 million professional software developers in the US. It is evident that end-user development is an important and ubiquitous domain.

In spite of these numbers most software development tools are designed with software professionals in mind. However, the fundamental design of professional software development tools is incongruent with the needs of an end-user developer. First of all, professional development tools have a high skill threshold and assume a high degree of knowledge of its users in order to be used productively. Secondly, professional development tools require the user to think in terms of the computer model and some paradigm such as object-orientation. These are concepts that are alien to an end-user developer, and give rise to an issue identified as the cognitive gap defined as the distance between the end-user developer's mental model and the computer model [2]. A similar concept is the communications gap, defined as the difference in mental models between end-users and software professionals [3].

We argue that among the expected 13 million end-user programmers, many will be working with mobile technology. An increasing number of businesses are using mobile technology to improve work processes for professionals who perform their work tasks away from a desk with a desktop computer. This can be observed in public transport with for instance trains where ticket conductors print tickets and find schedules on a mobile device. In the medical domain, doctors can use mobile devices to retrieve real-time patient journal data [4], and mobile computing can be highly effective in logistics [5] and aircraft maintenance [6]. However the introduction of mobile work also introduces new challenges as new requirements may only emerge after deployment and use “in the wild” [7]. Thus the introduction of mobile technology will further increase the need for end-user development tools, techniques and methods.

Developing software solutions that support mobile work requires domain knowledge and work process knowledge. The professionals using mobile solutions are the people best equipped to contribute in the area. Traditional approaches may involve consultancy companies or third parties performing software development beginning with requirements elicitation through to design and on to coding, testing and deployment. Even with agile methods it is arguably a time consuming effort involving also management planning and approval processes that create further overhead. Principally end-user development inverses this approach. Instead of software consultants learning about the domain from users, end-user developers become familiar with software design. End-user development is defined as “a set of methods, techniques and tools” [8] (p.2) which allow users of software systems to “at some point create, modify or extend a software artifact” [8] (p.2).

In a mobile setting the domain knowledge becomes even more important, because the context in which the work is conducted will more strongly affect requirements. For example, a home healthcare worker filling in data on a stationary computer will have no environmental distractions, whereas someone performing the same task
on-site during a visit will simultaneously have to be aware of and tend to the needs of the patient. Thus a different context arises than if the person was working at a stationary computer. EUREQA is not designed specifically to deal with end-user development of mobile systems, but is motivated in part by the growing need through mobile technology to involve end-users in the development process.

This work is part of the M3W project focusing on model-driven support for multi-channel mobile work. EUREQA is part of the model-driven area of the project and uses design patterns as foundational building blocks from which UML class diagram models can be constructed. In this work, we present EUREQA with results from a qualitative pilot evaluation.

II. THEORETICAL FOUNDATIONS OF EUREQA

The benefits of end-user development are multifaceted. Firstly, the end-users get a sense of system ownership. Reporting on first hand experience Wagner and Picolli show that it is imperative that developers listen to end-users, accommodate participatory design and that user participation can be most valuable and powerful after they have started using the system [9].

Wagner and Picolli [9] along with Klaus, Wingreen and Blanton [10] report that end-users can topple multimillion dollar projects through adoption resistance. The root of adoption resistance has been investigated for decades. A survey by Hirschheim and Newman indicated that resistance is inherently complex, but a few aspects in their work seem equally relevant today as they did twenty years ago [11]. Firstly, they identified lack of involvement in the change and lack of felt need as concerns. These are issues that pervade software development to this day. Similarly they state that organizational invalidity is a contributor to user resistance. Organizational invalidity equates to process re-engineering in order to accommodate the changes induced by introducing information technology. If the changes made to work processes feel in some way awkward for the user then this could raise tensions and spur adoption resistance.

The second salient benefit is a reduced cost of development. Development efforts that are reliant on external suppliers and consultants who do not have any tie-in to the day-to-day operations will produce administrative and managerial overhead. Thus, any post-deployment development effort run by an external supplier will increase the time between a requirement is identified from field use until it is functionally resolved. Moreover, there may be cost issues related to the exclusive use of external suppliers and consultants compared to relying on in-house end-user development efforts.

Given the aforementioned benefits of end-user driven development, there are a few challenges in end-user development that EUREQA attempts to resolve. Fischer, Giaccardi, Ye, Sutcliffe and Mehandjiev report that encouraging end-user development is from a managerial point of view risky or even outright hazardous as it could lead to the introduction of unreliable and unmanageable software [12]. Costabile et al. proposed that “there is a high level of errors in applications developed by end-users” [3] (p. 6). Segal tenders that a major problem in end-user development effort is the narrow focus on achieving the functional goal(s) and ignoring everything else, such as non-functional qualities (NFQ) [13]. This claim is supported by Chung and Leite who describe it as a top-sided emphasis on functional requirements [14]. When even professional developers tend to ignore non-functional requirements there is little hope that end-user developers will pay any attention to them either as they are primarily occupied with creating a solution that satisfies their functional needs. However there are strong reasons for focusing on non-functional requirements, with numerous examples of the significant costs of ignoring them. Projects such as the London Ambulance System, the Mars Climate Orbiter and a licensing system for the New Jersey Department of Motor Vehicles were all scrapped or deemed failures due to non-meeting non-functional requirements according to Kassab [15].

The non-functional requirement failures described above may not all be equally pertinent to end-user development as some may have failed due to performance-related non-functional requirements. Mehandjiev, Sutcliffe, and Lee report that security, data accuracy, maintainability and reliability of software developed by end-user developers are all major concerns from an organizational point of view [16].

Morch, et al. state that from an EUD perspective, professional development tools and IDEs (for example Visual Studio or Eclipse) lack certain qualities that must be present in an EUD tool [17]. They state that an EUD tool should a) offer “metaphors that provide meaningful abstractions for end-users, allowing them to break up applications into suitable components and assemblies” [17], (p. 60) and b) offer the possibility for end-user developers to gradually learn to build or modify software components. This is referred to as the gentle slope theory, a design heuristic which stipulates that moving from one level of abstraction or activity to the next should not incur a sharp increase in the environment's complexity or in the skills required of the user [8]. End-user development is an increasingly important domain and currently most software development tools are designed with professional developers in mind. A major challenge is providing an environment that does not cognitively overload the end-user developer. This can be achieved through limiting a tool to only dealing with a portion of the software development life-cycle. End-user development environments should provide a gentle slope.

Another design goal of end-user development tools is reducing the cognitive gap, that is providing a development environment which aligns with the end-user developer's mental model. A final concern is making end-user developers aware of the non-functional aspect of software artifacts.

The domain of end-user development is rich with various techniques, methods and approaches. A discussion and summary of the various techniques is
offered in [8]. A common distinction in end-user development is made between tools for use during design-time and use-time. Design-time tools encourage the end-user to partake or perform development before the software solution is implemented. Use-time tools are more often aimed at what is known as end-user tailoring, where an end-user adopts an existing artifact during use. Another dimension along which end-user development tools are separated is their level of abstraction. At the lowest level of abstraction are techniques such as scripting in spreadsheets, the most widespread technique currently in use. The benefits are that it is quick with little overhead and allows for immediate execution. The obvious drawbacks are a) that it requires the end-user developer to have a basic understanding of programming concepts such as variables and variable scope, along with learning script syntax and b) scripting does not scale well to larger solutions.

At the intermediate level of abstraction, one finds model-based and component-based approaches. Morch et al. have done work on the components-based approach within end-user tailoring [17]. The principle is that an end-user developer can combine various components to create a software solution. The components act as containers of a pre-defined functional behavior. They can be combined through connections according to a set of rules. Won, Stiemerling and Wulf provide an implementation where they dub these connections ports with rule-based checking of connections [18]. A major benefit of the components-based approach is that it hides from view the inner workings and software complexity of each component. The end-user works at a higher level of abstraction relating only to descriptions of what the component does at a high functional level. Moreover the rule-enforced connections between components stops the end-user from making any syntactical errors. However a limitation of the component-based approach is the black box nature of the components and that end-user developers cannot natively express their domain knowledge in the environment. Another issue identified by Morch et al. relates to how end-user developers deal with situations where the application framework does not provide the component they need [17]. This would require them to develop the component themselves.

At the highest level of abstraction are tools such as Hands [19]. High abstraction level environments are often domain-oriented and use modeling notation that are direct representations of the specific domain. This removes any issues caused by closeness of mapping [20] and aligns with an end-user developer's mental model. However the most obvious issue with such environments are their narrow scope and lack of flexibility. Moreover, if the tool is aimed for high-level model-based application development, it would further require a potentially complex, proprietary model tranformation engine for forward-engineering.

The three levels of abstraction described above are only a sample, with other approaches existing inbetween these. Within each level of abstraction are a plethora of techniques that enable end-user development. We will not go into details here as [8] provide a good descriptive coverage but some of the key techniques are visual languages, model-based development, programming-by-example, parameterization and annotation.

All of the three approaches above have their relative strengths and weaknesses, however a common denominator among all of them is that none of them deal explicitly with non-functional requirements. Again the non-functional aspect is treated as an inevitable consequence which one can do nothing about. Exceptions to this are few and far between. One example is the State of Oregon who uses an information system named Oregon Public Employees Retirement System (PERS). The system is used to manage pension payouts to former state employees. In their IS development guidelines, they provide a separate end-user standard development guidelines documentation that highlights non-functional requirements as a separate section [21].

Design patterns are an industry-wide approach to software design reuse. They also exist at an intermediate level of abstraction. Design pattern solutions are represented in UML class diagram form that requires little to no model transformation in order to be forward-engineered. At the same time they are presented in a higher level form using metaphors and analogies to real-world situations making them more understandable and focus on overall solution properties rather than specific technical details. Surprisingly design patterns have, to the best of our knowledge, not previously been used in an end-user development setting.

We propose the EUREQA tool for end-user development which aims to resolve some of the issues with the aforementioned tools and make non-functional requirements a first-class concern in end-user development. EUREQA uses design patterns as foundational building blocks from which an end-user developer can construct a UML model solution. The following section will outline the theoretical framework upon which EUREQA is built.

A. Design Patterns

Design patterns were introduced to the domain of software in 1994 through the seminal work of Gamma, Helm, Johnson and Vlissides [22] A design pattern is a solution to a problem within a certain context. We consider design patterns to be a strong candidate to resolve the issues presented earlier for three reasons. First of all, a key feature of design patterns is the use of metaphors and analogies in describing the technical solutions. They are not exact blueprints of implemented code but rather abstracted models based on object-oriented software principles. As such, they exist at a higher level of abstraction than UML models. Design patterns are often presented in the form of UML class diagrams wherein each class has a specific role within the overall behavior of the design pattern. The classes can be renamed to closer align with the domain the design pattern is being used in. Finally, the solution portion of a design pattern is often tried and tested, as such design patterns contain a certain level of quality assurance.
notable trait of design patterns is that they expose the non-functional result of applying them. These are described through textual descriptions titled consequences. Design patterns therefore natively elucidate non-functional requirements and bring them to the forefront of consideration in design decisions. In EUREQA, we leverage design patterns because of these traits and use them as building blocks for UML class diagram model construction.

B. Non-functional requirements

As discussed, non-functional requirements are important in any non-trivial software solution, and if neglected can have disastrous consequences. They are also a challenge on a conceptual level. There is no mutual agreement on what they are although many definitions have been proposed. Although standard definitions have been proposed by bodies such as ISO [23] but there is still contention in the research community as to whether they are accurate and complete. Chung and Leite deliberate the various definitions and tender that the most precise one is “NFRs constitute the justifications of design decisions and constrain the way in which the required functionality may be realized” [14] (p. 366).

One of the reasons non-functional requirements are neglected is because they are hard to measure and quantify. Therefore one often aims to satisfice non-functional requirements rather than objectively satisfy them through metrics. Glinz discusses the complexity of non-functional requirements and proposes a taxonomy separating between various types of non-functional requirements [24]. One group is what he dubs “quality attribute requirements”. A non-functional quality attribute requirement, often known as “ilities”, is “a requirement that pertains to a quality concern other than the quality of meeting the functional requirements” (p. 4). This is a somewhat ambiguous definition, but it only highlights the inherent ambiguity of quality attributes. They cannot be directly operationalized the same way performance requirements can. Performance requirements can be quantitatively measured through CPU cycles or data throughput. Quality attributes on the other hand can be qualitatively assessed. Glinz states that for qualitative verification “no direct verification [is possible]. May be done by subjective stakeholder judgment of deployed system, by prototypes or indirectly by goal refinement or derived metrics” [24] (p. 4). The non-functional requirements identified by Mehndjiev et al. as major issues in end-user development all belong to the category of non-functional quality attributes [16].

EUREQA aims to deal specifically with quality attribute non-functional requirements. First of all, this is because most of the projects mentioned earlier failed due to quality attribute neglect. This highlights the importance of dealing with them to sustain a software solution long-term. Secondly, and as the next section will show, previous work has investigated the use of design patterns as a way of dealing with these types of non-functional requirements.

C. Using design patterns to satisfice and trace non-functional requirements

Gross and Yu [25] explored the use of design patterns as a means of satisficing non-functional requirements. Specifically they proposed systematic treatment of non-functional requirements in design pattern descriptions and analyzing them using the NFR-Framework [26]. Cleland-Huang [27] proposes design patterns as a means of achieving non-functional traceability in software solutions. Hsueh and Shen [28] propose a “pattern-aided approach to handling non-functional requirements and assisting the resolution of conflicting requirements” (p. 614), whereas Cleland-Huang and Schmelzer [29] elaborated on their approach by using design patterns as trace artifacts between a soft goal interdependency graph and the underlying object-oriented model. The approach was based on creating user-defined links between classes, or class clusters, and non-functional requirements. The class clusters are the group of classes belonging to a design pattern. The underlying theory is that “if an NFR is implemented through a design pattern, and if that design pattern can be detected, then finely grained traceability links can be generated” [29] (p. 6). Fletcher and Cleland-Huang [30] propose using design patterns within a soft-goal framework as design solution candidates. The design pattern is then “contextualized” according to the given constraints and context of the specific problem. As such the generated UML class diagram operationalizes the softgoals.

As we can see, some work has been done showing how design patterns can be used to deal with non-functional requirements. Simultaneously design patterns exhibit many traits which are desirable in an end-user development setting. However, no work has been done which uses design patterns and deals with non-functional requirements in an end-user development setting.

III. Method

This work employs design science [31][32] as its main research methodology. The reason for choosing design research as the method is because it is a widely applied research approach when dealing with novel and new technologies / techniques and allows the focus to be on the designed artifact. The development effort itself is part of the epistemological basis of design science research. The development of the tool has been driven by specifications and requirements emerging through extensive literary review.

March and Smith [33] propose four artifacts that can result from design research in information systems, namely constructs, models, methods, instantiations, wherein the EUREQA tool is an instantiation. The literature research that has been conducted provides the theoretical framework on which the instantiation is built. Vaishnavi and Kuechler [34] present design science as an iterative research effort with each iteration involving five steps. The steps are awareness of problem, suggestion, development, evaluation and conclusions. Our awareness of problem, as discussed above, stems from...
IV. Development of EUREQA

During the development of the EUREQA tool requirements have emerged through internal testing and evaluation, thus these have spurred further literature review and development of new functionality creating a cyclic process, as described by Vaishnavi and Kuechler [34]. Functional requirements have also emerged through discussions and feedback from other researchers and colleagues.

Although design patterns explicate the non-functional consequences of their use and apply metaphors to make the underpinning software design principles more accessible, end-users may still find it challenging to assess the appropriateness of a given design pattern. This is because end-user developers will find it hard to decide on whether a given design pattern disqualifies itself due to its non-functional consequences. For inexperienced end-user developers, this is a major issue. They will not have the background knowledge required to select a design pattern given their non-functional requirements. To relieve this, a non-functional requirements-driven design pattern-based tool was developed to assist end-user developers in making coherent design choices reflecting the context and non-functional requirements of a system. The tool forces the end-user developer to consider the non-functional consequences of using a specific design, and provides advice and guidance until they have a complete design model from which code can be generated. The end-user developer creates a non-functional profile for the application reflecting the context of the domain in which the application will be used. This profile forms the basis upon which solutions in the form of design patterns are selected. The tool utilizes visualisation with radar charts and Goal-oriented Requirements Language (GRL) [37] models to show the non-functional consequences and appropriateness of various design patterns chosen from a design pattern repository.

The second approach is the use of EUD project history. When a user or a group of users work with the tool, they first have to define the project on which they are working. All design solutions they generate during their work session will be saved and appended to that specific project along with a log of all design decisions (as recorded in audio) they made. EUREQA encourages cross-project learning and knowledge distribution, since it also allows users to share design solutions and design decisions in the form of attached audio recordings.

EUREQA is based on a step-by-step approach wherein the user is required to perform certain tasks before progressing to the next step. This is to a) limit the amount of information shown in one screen and b) provide a gentle slope of increasing complexity by the user performing the easier tasks first before moving on to the more complex tasks. In EUREQA, this is implemented through a tab-based environment.

A. Step 1 in EUREQA – define a non-functional profile

The first tab the user works in is the Main Tab. In this tab the user performs one, or optionally two tasks. The
main task is defining their non-functional profile. The tool allows for the definition of a non-functional profile by quantifying each non-functional quality on an ordinal scale ranging from 0-10. This is done in the area with a white border in Fig. 1. The lowest value of 0 indicates that the non-functional quality is of no importance, and thus does not need to be supported by the design. Conversely, a value of 10 indicates that the non-functional quality is extremely important. An issue with this can be that users assign high values for all of the non-functional qualities, however this would lead to few, if any, design patterns satisficing their requirements. The set of non-functional qualities cannot be extended by the end-user. However, the end-user can modify and reduce the set through the Setup tab.

Figure 1. Main tab in the EUREQA tool.

The design patterns are retrieved from a repository (database) where their non-functional qualities also are quantified, indicating how well the given design pattern resolves each non-functional quality. The design pattern are listed in a library shown on the left-hand side of Fig. 1 with a grey border. The non-functional quality attribute values are presented in a radar chart where an overlay of the selected design pattern(s) show how well they match the user-defined non-functional profile. Below this is a table detailing the degree of support of each non-functional quality of the design pattern given the user-defined profile. The table uses the nomenclature of the GRL language [37] and allows for degrees of support through use of fuzzy sets. The radar chart and GRL fuzzy table are shown in the black border in Fig. 1.

B. Step 2 in EUREQA – Selecting a design pattern

The second step in the EUREQA approach is selecting a design pattern. In the pilot evaluation version of EUREQA we only allow for the selection of one pattern that can be manually augmented at a later stage on a class-by-class basis. Selecting a design pattern can be done in one of two places. The first is through the Main tab with the radar chart information as the foundation for making a decision. However, it is not guaranteed that end-user developers can manually do the mapping between the functional task that they wish to solve and the appropriate design pattern(s). Often several design patterns may resolve the same functional requirement(s) with the variation existing at the non-functional level. Martin [38] for instance shows the different approaches that can be used to solve the following problem “...a need to add a new method to a hierarchy of classes, but the act of adding it will be painful or damaging to the design.” [38] (p.525). This can be solved by various patterns, collectively known as the Visitor family of patterns [38]. But most end-user developers will not know that this functional problem statement can be solved using the aforementioned Visitor family of patterns.
Thus EUREQA provides a second approach to choosing a design pattern and way of mapping from the functional description to appropriate patterns in the Common Cases tab (see Fig. 2). Here, a selection of common functional tasks are shown in use case form. They are shown on the left in the white-bordered area of Fig. 2. When selecting one of the common cases, the tool will search the database for patterns that are related to the chosen common case and present a table containing the patterns. It will also match the profile of each design pattern against the current user-defined profile and indicate how the various patterns align with the profile. This is shown in the grey bordered area of Fig. 2. The user can also click on the name of a pattern and retrieve additional information such as the intent and purpose of the pattern, as shown in the black bordered area of Fig. 2. As such, the second step of the EUREQA approach is doable in two separate tabs.

C. Step 3 in EUREQA – Class diagram

The final step in EUREQA is working with the chosen design pattern at the class diagram level. This is done by selecting the tab with the name of the pattern the user has selected. Here the end-user developer can access the structural details of it through a Visio model (Fig. 3) and use domain specific naming to replace the standard naming of the design pattern classes. The user can read information about the specific classes in the class diagram by clicking a class name contained in the black-bordered section on the right-side of Fig. 3. The tool offers support for audio recording of design rationale and decisions as they are made, for instance every time the end-user developer moves or changes an element in the model (s)he can record a short oral note on the why and how. The toolbar at the top of Fig. 3 shows the audio recording controls. This is all stored for future reference in a database linked to the specific session.

As mentioned, the tool currently does not provide for automated integration of other design patterns. In the pilot evaluation version, a UML toolbox is available providing the user with model elements to further work on the diagram by manually adding UML elements. The section on the left-hand side with a white border in Fig. 3 shows the UML toolbox. The grey bordered section in the middle is the class diagram canvas. Obviously there are inherent problems with manual UML manipulation. First of all, it is unlikely that end-user developers will have the required skillset to successfully manually add UML diagram elements with incurring syntactic and semantic errors. Secondly, manually adding UML elements, even if they are syntactically and semantically correct, can cause model inconsistencies in relation to the overall
solution satisfying non-functional requirements. However, for our prototype evaluation, we are mainly interested in the novel functional aspects of the tool such as defining a non-functional profile, the radar chart, Common Cases and their use of design patterns. Offering the users the possibility to manually add to the design patterns in the class diagram can give us a gauge of their confidence in the design pattern model solution.

D. GRL Tab and Model

EUREQA provides a GRL view model in a separate tab using a subset of the GRL ontology [37]. It provides a different perspective on the non-functional effects of the selected design pattern by using elements from the GRL language such as Task, Softgoal and Contribution relationships to indicate how the pattern affects the various non-functional characteristics relative to the user-defined profile.

The use of GRL is motivated by its semantic simplicity furthered by the use of a subset of its ontology. The GRL model allows for a larger perspective, providing a holistic view of how the pattern affects the various non-functional requirements. End-users can utilize the GRL map of the design pattern they have selected to see if any non-functional requirement is becoming overly burdened.

E. Fuzzy set support in the tool

When working with software design, every design decision is a trade-off. Rarely do you encounter cases where it is either completely apparent to either use or discard a solution. Most of the time there are some benefits and some drawbacks to using a design solution, often in the form of non-functional conflicts. Moreover a design solution may provide some support for a given non-functional requirement, but one is dealing with degrees of support rather than an either/or scenario. To remedy this, the tool applies fuzzy set theory to aid with the inherent vagueness and ambiguity of non-functional quality attributes that may confuse the novice. Fig. 4 shows the five fuzzy sets for the Reliability Operational non-functional attribute of the Observer pattern.

![Fuzzy set configuration tab](image_url)

In Fig. 4 a screenshot of the fuzzy set setup is shown. The EUREQA tool allows for complete customization of the fuzzy sets which constitute the basis for recommendations on specific non-functional characteristics of individual patterns in case the end-user developers desire to customize the fuzzy sets at the micro level. However, it is unlikely that an end-user would feel comfortable altering these values. We would consider a feasible approach to be an end-user developer/domain expert altering the values in collaboration with a software professional. This can be considered tuning the fuzzy sets to reflect the specific domain it is going to be used in. A caveat with this is the difficulty of fine-tuning a fuzzy set, we consider it to be an incremental process performed over time with only small adjustments made after an initial broad-stroke tuning. We have not evaluated the tuning of fuzzy sets by end-user developers in our pilot evaluation. The fuzzy sets reflect by default a standard setup for a generic domain. The fuzzy sets are used as follows. When a user selects a design pattern, from the design pattern library or common cases, EUREQA performs a simple calculation for each non-functional quality attribute. It subtracts the design pattern’s value for the given non-functional quality attribute from the user-defined value for the same attribute. The difference is then used in the fuzzy set membership degree calculation.

Currently the tool supports design pattern selection and deals with presenting the non-functional effects of choosing a design pattern. The tool builds on the promise of model-driven development (MDD), wherein the end-
user can generate UML class diagrams and sequence diagrams along with other platform independent models (PIM) that can then be used as a basis for further refinement in other tools or as the source for code-generation in an MDD environment.

V. Evaluation

This section presents the evaluation phase of the design science process. The next section will describe the data collection. This is followed by the analysis section and finally the results section.

A. Data collection and evaluation method

We recruited three master level information science students to participate in this pilot evaluation. The evaluation was set up with 40-50 minute sessions for each of the three participants, with a final open group discussion lasting approximately 20 minutes. Each participant was initially given a quick demonstration of the tool along with a brief user guide describing the tool’s main functions and the problem case. The user guide was to be used for reference when using the tool if the participant at any time felt uncertain or unsure of what to do.

Data capture was done through audio- and screen-recording. We used the think-aloud protocol [39] encouraging participants to talk about their experiences as they were working with the tool. This technique provides “a valuable source of the data about the sequence of events that occur whilst a human subject is solving a problem or performing a cognitive task” [40] (p. 10). Ericsson and Simon [41] have shown that the think-aloud protocol does not disturb or detract the participant from the problem-solving task. However, with the think-aloud protocol “there is no room left for reflecting” according to van Someren et al. [39] (p. 26). The observer sat 3 meters behind the participant at a slight angle in order to see the screen. The participants could, if they felt completely at a loss, ask questions. Each participant used the tool for approximately 30 minutes, this was then directly followed by a semi-structured interview with each participant. The same broad topics were discussed with all three participants thus making it possible to synthesize laterally. The evaluation was concluded with a final group discussion. This was to allow the participants to discuss openly in a more reflected manner, something which is not directly supported in the think-aloud protocol. The data has been analyzed using an emergent open coding procedure [39] [42].

B. Analysis

We have previously discussed the concept of a priori constructs and emergent constructs. In Table 1, we show the most important constructs, both a priori and emergent. Constructs marked with a * symbol were defined a priori. Some a priori defined constructs were adjusted during coding, these are marked with a ** symbol. From Table 1 we can see that many of the constructs which were a priori constructs were adjusted. During the coding, we discovered that our descriptive feature constructs were being discussed in relation to how the users understood them. This is reflected in the high number of adjusted a priori sub-constructs in the Understanding and Comprehension construct group.

Thus, we had a set of descriptive constructs prior to the data analysis, specifically constructs which were of interest to us, such as design patterns, user-defined non-functional profile and radar chart. During initial transcribing, raw data analysis and open coding several other central constructs become apparent. We call these emergent constructs, an example of how an emergent construct was created is as follows. For instance the following topically similar statements were all the foundations of emergent constructs.

“I haven’t worked with the UML for like three or four years, so please bear with me if I am making a lot of mistakes understanding it” - Participant 1

“I am not quite up to scratch on my UML and didn’t really understand how the boxes were related” - Participant 2

“I just lacked the upfront knowledge about UML diagrams” - Participant 2

“I really feel I need some help here. Because I can't grasp this diagram. Like these arrows, what do they mean?” - Participant 3

The four statements were among the foundations of the emergent construct background knowledge and UML model understanding. That these became important constructs was interesting since the hypothesis was that using design patterns would allow one to abstract away the details of the UML models, thus reducing the amount of background knowledge required in order to develop a UML model solution.

The first phase of the analysis was counting how many times each construct was used in the coding effort. After the open coding was completed the various a priori and emergent constructs were assembled in exclusive sets. In total there are seven main construct that contain 28 sub-constructs with a reference count from 1 to 53. The results are presented in Table 1.


Table 1 provides a high number of coding occurrences for some of the negative experience sub-constructs and similarly for the understanding and comprehension sub-constructs. We used NVIVO 8 for our qualitative analysis. A feature of the analysis tool is what is called a matrix coding query. It allows us to analyze the relations between the negative experience sub-constructs and the understanding and comprehension sub-constructs. A relation exists whenever coding of both a construct from the negative experience constructs AND a construct from the understanding and comprehension constructs exists.

C. Results

We present the results along two dimensions by using a dichotomous separation between negative and positive coded constructs. The following section presents the negative constructs and their relations to other constructs. Fig. 5 shows the results in a 3-axis column chart.

In Fig. 5, we can see that there are few negative experiences associated with the Radarchart understanding for displaying the fit between the user-defined non-functional profile and design pattern’s non-functional profile. The most obvious negatively coded issues relate to Design Pattern understanding and UML model understanding. There exists a relation between the sub-constructs sense of being lost or uninformed along with confusion and the sub-constructs UML model understanding and Design Pattern understanding. There is a parallel between these two spikes in Fig. 5, the purpose of design patterns was to abstract away the need for detailed knowledge of the semantics of UML and class diagram modeling. However when this abstraction fails it requires the end-user developer to rely more on the UML model which causes increased confusion or sense of being lost or uninformed. Moreover it became clear that from a task process progression point of view the participants struggled when they reached the class diagram phase. Participant 3 upon reaching the class diagram phase (Fig. 3) commented that “I really do not know where to even start” and during the semi-structured interview debriefing stated that “when I got to this step here [the class diagram] I didn’t know what to do at all” and “I didn't feel I could get much help at all. I tried reading the description but it wasn’t very useful”. Participant 1 echoed the sentiment of Participant 3 stating that “If I had been more familiar with UML this would have gone much quicker. It is such a long time since I have worked with this”. This reveals that they both immediately started focusing on the semantics and syntax of the UML which ideally would not be a focal area if they could continue thinking at the abstract level of design patterns and the various design pattern roles.

<table>
<thead>
<tr>
<th>Construct</th>
<th>Sub-constructs</th>
<th>Construct frequency and percentage</th>
</tr>
</thead>
<tbody>
<tr>
<td>Decision Making</td>
<td>Non-functional value tweaking**</td>
<td>10</td>
</tr>
<tr>
<td></td>
<td>Design Pattern Selection*</td>
<td>12</td>
</tr>
<tr>
<td>Rationale</td>
<td>Class Diagram changes reasoning</td>
<td>14</td>
</tr>
<tr>
<td></td>
<td>Design Pattern selection reasoning</td>
<td>16</td>
</tr>
<tr>
<td></td>
<td>Non-functional quality value tweaking reasoning</td>
<td>18</td>
</tr>
<tr>
<td>Understanding and comprehension</td>
<td>Case problem understanding**</td>
<td>18</td>
</tr>
<tr>
<td></td>
<td>Design pattern understanding**</td>
<td>47</td>
</tr>
<tr>
<td></td>
<td>GUI understanding**</td>
<td>15</td>
</tr>
<tr>
<td></td>
<td>Non-functional qualities understanding**</td>
<td>24</td>
</tr>
<tr>
<td></td>
<td>RadarChart understanding**</td>
<td>10</td>
</tr>
<tr>
<td></td>
<td>UML model understanding**</td>
<td>35</td>
</tr>
<tr>
<td>Negative Experience</td>
<td>Cognitive Overload</td>
<td>7</td>
</tr>
<tr>
<td></td>
<td>Confusion</td>
<td>32</td>
</tr>
<tr>
<td></td>
<td>Feeling of being restricted</td>
<td>2</td>
</tr>
<tr>
<td></td>
<td>Forced Fit</td>
<td>4</td>
</tr>
<tr>
<td></td>
<td>Sense of being lost or uninformed</td>
<td>18</td>
</tr>
<tr>
<td></td>
<td>Time consuming</td>
<td>3</td>
</tr>
<tr>
<td></td>
<td>Unfamiliar action, not the normal way of doing things</td>
<td>3</td>
</tr>
<tr>
<td></td>
<td>Unintended use of tool</td>
<td>2</td>
</tr>
<tr>
<td>Positive Experience</td>
<td>Positive experience</td>
<td>3</td>
</tr>
<tr>
<td></td>
<td>Sense of control</td>
<td>12</td>
</tr>
<tr>
<td></td>
<td>Well reasoned decision</td>
<td>9</td>
</tr>
<tr>
<td>Retrospective</td>
<td>Personal preference</td>
<td>5</td>
</tr>
<tr>
<td></td>
<td>Preferred approach</td>
<td>27</td>
</tr>
<tr>
<td></td>
<td>Reflection</td>
<td>53</td>
</tr>
<tr>
<td></td>
<td>Supporting different user profiles</td>
<td>2</td>
</tr>
<tr>
<td></td>
<td>Background knowledge</td>
<td>1</td>
</tr>
<tr>
<td>Tool functionality</td>
<td>Audio recording*</td>
<td>5</td>
</tr>
<tr>
<td></td>
<td>Common Cases*</td>
<td>1</td>
</tr>
</tbody>
</table>
In regards to the design pattern understanding, one participant noted that the design pattern descriptions came across as “a wall of text” rendering the participant overwhelmed. This view was not shared among all participants. Another participant stated that the design pattern text was quite helpful once he had read it thoroughly. But the participant did note that briefer “at a glance” descriptions would be useful. The disposition of the text descriptions could to a certain extent explain why the anticipated level of abstraction through design patterns was not achieved.

If we consider a similar diagram for the set of positive experiences with the set of understanding and comprehension, in Fig. 6, then we see that the two constructs of NFQ-understanding and RadarChart understanding sustain spikes. During both the think-aloud part of the evaluation and the following interview, all the participants noted the intuitive approach accommodated by the radar chart.

VI. DISCUSSION

Our results suggest that some of the features such as the radar chart and use of fuzzy sets can be useful. Granted this was only a pilot evaluation with few participants, but as early results they are encouraging. Similarly the participants acknowledged that non-functional requirements were not something they considered in their day-to-day development efforts. They also commented that they liked the concept of being able to numerically create a cohesive profile that acts as constraints on their design choices.

EUREQA is an environment that combines both visual/pictorial and textual information. However, the programming form in EUREQA is visual. The debate as to whether or not visual programming is by default a superior form of programming has been ongoing for decades [43]. An issue is the lack of empirical evidence by those who claim natural superiority of visual languages [44]. Visual programming can be beneficial depending on the context. Arguably the use of the radar chart to create a coherent visual profile of the non-functional requirements and allowing overlays is valuable. The radar chart is used in the tool to make it cognitively easier to comprehend how a design pattern relates to the user-defined non-functional profile. It allows for an immediate impact assessment of n selected design patterns versus the user-defined profile, and thus acts as a high-level primitive in the modeling space. In our results the participants were positive to the radar chart visualizations.

Beringer [45] identifies several issues that need to be addressed in order to realize EUD such as “Intelligent System, High-level semantic building blocks” and “Metaphors” [45] (p. 40). The tool offers support for all these aspects through the use of fuzzy sets, radar charts accompanied by GRL models and Design Patterns respectively. The fuzzy sets give a sense of intelligence in the form of soft computing by allowing for vagueness and degrees of appropriateness when selecting design patterns and matching them against the non-functional profile. Work by Mussbacher, Weiss, and Amyot [46] investigated using URN (which the GRL is a part of) as a means of formalising design patterns and assisting in selecting between design pattern-based solutions.
Moreover their work allows for depiction of the system-wide impact design patterns have on non-functional qualities. Our work uses the same epistemological foundation, but rather than formalizing design patterns using URN we leverage the GRL as a view of how the design pattern selection affects the non-functional constraints. Our evaluation showed that the participants did not find much value in the GRL view, and preferred using the radar chart to assess the fit between their selected design pattern and non-functional profile. However, we believe the value of GRL might only become apparent for users when they can combine multiple patterns. This is because the GRL view can show in more detail the overall impact each pattern has on the non-functional quality attributes of the system.

The most interesting finding was that they struggled with the UML class diagram. One reason for this can be due to the participants not having created the diagram from scratch, as they are used to. This creates a gap in their mental mapping of domain concepts to class diagram elements. Our findings are congruent with findings of Jalil and Noah [47], who observed that novices had trouble mapping from domain pattern roles to class diagram elements. The users did manage to produce partially correct mappings after a while but they were not certain about them. Moreover, gentle slope has been promoted as pivotal in end-user development environments. If EUREQA provided this, we should expect an even distribution of negative experiences across all steps, however instead we see that most of the negative experiences are clustered around activities that take place in the last step. As such EUREQA does not provide a gentle slope through all the steps by introducing a gap in complexity moving from the second to the third, and final, step.

As such, concerns may be raised against the use of UML as the only abstraction level for working with design patterns. Although, in this pilot evaluation version the participants could only create one design pattern in model instantiated form and augment it by manually adding new classes, the question of scalability is pertinent. Burnett et al. [48] discuss the issue of scaling up visual languages. A concern in EUREQA would be the cognitive overload which would occur as a class diagram grows over time during further development. Research by Yusuf, Kagdi and Maletic [49] used eye-tracking equipment to show that providing additional semantic information could aid in understanding growing class diagrams. Currently EUREQA does not provide that visually, but the user can add audio annotations. These could be incorporated as visual cues in the class diagram elements showing which classes have audio annotations attached.

Comparing our results to some of the properties of the cognitive dimensions framework of Green and Petre [20] for visual languages we observe that EUREQA provides an environment supporting closeness of mapping. This property delineates the effort of mapping from the problem world to the computer world. However we expected the closeness of mapping to be even more efficient. Although the participants did after a while manage to map the design pattern roles to the classes, it required a lot of effort and they leveraged their previous experience from similar tasks to accomplish it. This is against the design goal of EUREQA allowing even novices to perform this task with relative ease. Another property of Green and Petre [20] is error-proneness, how easy it is to make mistakes in the visual language. The radar chart was useful in the sense that it makes it impossible to make any errors, along with floor and ceiling limits to the acceptable values when defining the user’s non-functional profile. However, in the UML class diagram – even if exclusively using generated design patterns to erradicate any syntactical errors, the participants struggled with both the class and connector notational semantics. In EUREQA they should not really be of a concern as the primary task in the class diagram is mapping of roles to classes, but we found the participants fretting over the semantics of the UML at a very basic level. This is a concern because, as one participant mentioned, he couldn’t even grasp what the boxes represented. As such there is a high degree of error-proneness if the basic conceptual understanding of how a class relates to the design pattern is lost. This continues on to the next property discussed by Green and Petre [20], namely role-expressiveness which pertains to how difficult is it to answer “what is this bit for?” (p. 31). The results suggested that the users felt it was clear to them what they were supposed to do in the Main and Common Cases tab. They understood the logic of the activities in those two tabs. However, this faded at the class diagram tab. Arguably a lack of additional information, or what Green and Petre [20] call secondary notation and escape from formalism, augmented the issue. Both comparing our results to other empirical results and to theoretical frameworks we see that EUREQA is promising with design patterns existing at a fruitful level of abstraction and the visualization with the RadarChart being considered informative. But there is an issue with lack of information supporting the transition to the class diagram tab.

Of other current end-user development approaches, the component-based one is the most similar to EUREQA’s use of design patterns. They both exist at an intermediate level of abstraction and provide finished templates in the form of components and design patterns respectively. A benefit of the component-based approach is that the user works in a strictly managed environment terms of the component repository and connectivity between components. Moreover component compositions are directly executable allowing the end-user to test a running solution immediately. In EUREQA the user works at a lower level by being given access to the individual classes of the design patterns. It does not sustain the same black-box quality as the component-based approach. This allows end-user developers to incorporate their domain knowledge. However, EUREQA does not allow for immediate execution of a designed artifact. This can be considered both a positive and a negative issue. On one hand being able to create a
running artifact is important in end-user development. Won, et al. found that a barrier to end-user development was that end-user developers were afraid of making changes that would break a run-time solution [18]. In EUREQA this can be managed since a) the end-user only creates models that need to be forward-engineered to create a running solution, and b) during forward-engineering, professional developers can be involved for quality assurance purposes.

We argue our use of a priori constructs coupled with the user guide strengthened the internal validity of the results. The user guide used the same terms to present the features of the EUREQA tool as the a priori constructs. The user guide served two purposes. The first purpose was being a guide and reference for the participant. The second purpose was to establish a feature-specific vocabulary with the participant. The user guide used terminology derived from a priori constructs. This led to very precise feature-specific statements from the participants increasing the validity of the analysis results. We could have further improved the validity of the results by introducing questionnaires to control for any bias introduced in the semi-structured interviews. However, with such a small sample the questionnaires would not have yielded any valuable statistical results.

One obvious limitation of this work is the small number of participants in the evaluation. This reduces the external validity and generalizability of the results. Another external validity threat is that the participants were not actual end-user developers. First of all they are more experienced than an average end-user developer. Secondly since they do not work in an organization related to the case problem they have no vested interest in the case problem or domain knowledge. However this is a pilot evaluation and our research goal at this stage is to assess opportunities and challenges with EUREQA rather than empirical generalizable results.

VII. Conclusions And Further Work

End-user development has been touted as the “holy grail for tool developers” by Sutcliffe, Lee and Mehandjiev [50] and there is little doubt that end-user development will become a more important and feasible software development approach as more and more companies move towards frameworks and middleware solutions for increased flexibility and extendability. One of the main barriers to end-user development is the cognitive complexity of entering into the realm of coding and software development [51]. Although we have come along way with 4th generation programming languages we are still short of delivering on the promise of accessible model driven development. End-user developers need to work at the model level with a high level of abstraction closely tied to their real-world domain [19]. This paper has introduced a first version of the EUREQA tool for EUD using design patterns as the point of departure from which UML model design solutions are built. The tool was evaluated using a qualitative approach based upon the think-aloud protocol as participants attempted to solve a real-world case using the tool. The evaluation disclosed that at the tool level there are several usability issues that need attention. However, of greater interest, the evaluation also indicated that the concepts and premise of using novel graphical presentation techniques for design solution choices focusing on non-functional qualities worked well, and design patterns proved, although less than expected, to provide abstraction and suffice as a plateau from which end-user developers could select viable solutions.

The challenge of producing end-user developed quality software that precisely meets business requirements is still not resolved. This work shows that using visualization techniques can help end-user developers in dealing with non-functional requirements. The results also show that design patterns can aid in reducing the cognitive gap between the domain- and computer-model. But this requires high-level descriptions besides the problem-, solution-, context-, and intent descriptions of design patterns.

Further work on EUREQA will involve additional evaluations with a higher number of participants, and incorporate a wider range of data collection techniques, such as questionnaires. Our findings and data from this evaluation will be used as valuable input to redesign in accordance with the design science method. The most urgent issue is improving the transition and work in the final class diagram modeling step. As stated in the previous section, EUREQA must also be extended to handle automated composition of multiple design patterns.

A different area is investigating the use of analytic hierarchy process (AHP) as a means of comparing and selecting between design patterns that only differ in their non-functional profile. An AHP approach would be robust in that it would allow us to capture both objective and subjective evaluation measurements.

Currently, EUREQA only allows for a single-stakeholder view, where the GRL allows modeling of multiple stakeholders. This is a feature we envisage could be valuable in an EUD-setting and will be investigated in our further work.

A final aspect are the values set for the non-functional properties of the design patterns. Currently, they are derived through subjective consideration. This does detract from their validity. In a pure pilot evaluation for usability testing, we argue this is acceptable, however if used for real-world development, it would be necessary to use a formal and verifiable approach to set the design pattern non-functional profile values such as the techniques proposed by Hsueh and Shen [28] or Fletcher and Cleland-Huang [30].
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