ABSTRACT

Stakeholder requirements for health care information systems cannot be defined purely objectively. Instead they are influenced by personal and social factors. In this paper, we present preliminary insights into one such factor, namely personal values. Based on work from psychology, we have developed first instruments to elicit personal values and their relationships to software requirements by interviewing nurses and physicians. We report on these instruments and the results of applying them in two small case studies.
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1. Introduction

This paper represents one of the early results of our research project. In this section, we describe the motivation, goals and benefits of the research project and indicate the part that is covered in this paper.

1.1 The motivation of our research

A software project is only successful if the requirements of all stakeholders are met [1]. While software in the health care sector is written for the use of organizations, usual stakeholder models like the onion model [2] show that many important stakeholders are in fact individuals, including the users of the system. As individuals, they are motivated not only by the organizational goals, but also by individual factors like emotions, beliefs, values, attitudes [3].

We consider the health care domain a prime example for a situation where individual factors matter. While economic conduct is increasingly expected from health care professionals, their foremost goal remains improving the patients’ state of health by providing a cure, supporting treatments, or palliative care. Consequently, clinical outcomes in terms of effective treatment are emotionally appreciated, while economic outcomes are perceived only marginally. Moreover, health care professionals are highly educated individuals, who do not adhere to predetermined work scenarios, but are expected and trusted to make decisions on/decide on individual situations, often under time pressure. Practice shows that market leaders for business information systems who adapt their business software for use in clinical environments typically suffer from low user acceptance of their products [4]. Therefore, we expect that the effect of individual factors on user expectations will be especially pronounced/clear in health care.

1.2 The scientific goals of our research project

Our research focuses on personal values as one important factor which influences the goals of individuals. Our project aims at:

a) developing a method to elicit values and related information such as attitudes, needed to define value-based requirements;

b) developing a systematic method to derive requirements from the elicited information;

c) creating a reference model, which maps the personal values commonly found with health care specialists to typical value-based requirements for health care systems.

This paper reflects the current status of our research. We have already developed the elicitation method and an early version of the derivation method. The reference model is, at the moment, an early stage prototype. In this paper we describe the values and attitudes elicitation method and the requirements derivation method, as well as the case studies which were used to verify the existing version of the methods and to provide insights we used to refine the methods.

1.3 The practical benefits of our research

Our research provides methods suitable for practical use during requirements engineering (RE) in software projects. The information eliciting method can be used on its own to provide
information about values and attitudes towards tasks. If a requirements analyst does not wish to commit resources to a systematic value-based requirements derivation, it is still possible to use this information in the requirements specification phase. The value-related information can be used to create a deeper intuitive understanding of the users and their needs, and it can be used to enhance classic techniques that rely on information about the users and their needs, like personas and goal models.

The requirements derivation method can be used to systematically generate new requirements or enhance existing requirements. This method is not meant as an alternative to traditional requirement engineering techniques, but rather as an additional approach, which is used together with other techniques to create a better, more complete requirements specification.

The requirements discovered by a personal values-based method only take into account the users’ personal preferences, but not the organizational objectives. Thus, after the values-based requirements have been derived, the existing business constraints and stakeholder goals (elicited by a traditional RE method) have to be considered. If a value-based requirement is in conflict with these, the conflict should be resolved using standard techniques, such as described in [2]. A low-effort option would be to decide that value-based requirements always have a lower priority than requirements derived from business goals and to drop value-based requirements in the final specification if they are in conflict with business-goals-derived requirements.

The requirements created by the derivation method are intended to be value-specific, as in “Users with [value] would like the system to support [feature]”. We are aware of the fact that it is economically impossible to create different systems for users exhibiting different personal values. Other research suggests however, that users of a specific system share common values: Eliason at al. [5] report a profession-specific distribution of values while Mumford et al. [6] show that employees of a given organization (in which a software system is in use) have similar values. This enables a requirements engineer to prioritize requirements so that requirements important for the values predominant in a given profession and organization get a higher priority. Requirements that are important to rarer values and thus to a small proportion of users, can then be implemented as configurable options or left out, depending on the resources available.

1.4 Structure of the paper

In the following section, we give some background information, including the definitions for personal values and attitudes as well as their influence on a person’s decisions. It also contains an overview of related work.

In Section 3 we describe a personal values elicitation method together with an early version of a method for requirements derivation. This includes two interchangeable versions, one of them based on personal values and another one based on attitudes. In Section 4 we present the case studies we conducted and explain how we gathered the data and how we evaluated it.

Section 5 contains a discussion of our results. We conclude the paper with an outlook describing the future direction of our research.

2. Background and related work

In this section we give some background information on the psychological research we use in our method (Section 2.1) and discuss related work dealing with the users’ personal qualities (Section 2.2).

2.1 Personal values and attitudes

Personal values are a common object of study in psychology. In our research we are using the personal values theory as developed by Shalom Schwartz [7]. He used wide reaching empirical data to determine the personal values exhibited by individuals from different cultures around the world and to create an instrument suitable for capturing these values.

Table 1 lists the values determined by Schwartz with short explanations. Schwartz found that values expressed by individuals are constant over time and are present in individuals of different races, nationalities and social or cultural backgrounds. Tasks individuals perform are normally aimed at achieving these values if no other behavioral determinants, such as biological needs or ideological demands, are predominant.

<table>
<thead>
<tr>
<th>Value</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Achievement</td>
<td>Personal success through demonstrating competence according to social standards.</td>
</tr>
<tr>
<td>Benevolence</td>
<td>Preservation and enhancement of the welfare of people with whom one is in frequent personal contact.</td>
</tr>
<tr>
<td>Conformity</td>
<td>Restriction of actions, inclinations and impulses likely to accept or harm others and violate social norms or standards.</td>
</tr>
<tr>
<td>Hedonism</td>
<td>Pleasure and sensuous gratification to oneself.</td>
</tr>
<tr>
<td>Power</td>
<td>Social status and prestige, control and dominance over people and resources.</td>
</tr>
<tr>
<td>Self-direction</td>
<td>Independent thought and action-choosing, creating, exploring.</td>
</tr>
<tr>
<td>Stimulation</td>
<td>Excitement, novelty and challenge in life.</td>
</tr>
<tr>
<td>Tradition</td>
<td>Respect, commitment and acceptance of the customs and ideas that traditional culture or religion provide the self.</td>
</tr>
<tr>
<td>Universalism</td>
<td>Understanding, appreciation, tolerance and protection for the welfare of all people and for nature.</td>
</tr>
</tbody>
</table>

Although Schwartz defines values as “desirable, trans-situational goals” [7], this connotation of “goal” is different from the one typically used in RE literature. While goals in RE are limited to a single purpose, Schwartz’ personal values function on a much higher level and include aspects such as social recognition and freedom of choice.

Values influence behavior not directly, but through attitudes. An attitude is the sentiment “I like [object]” or “I do not like [object]”, where the object is virtually anything which fits in this form of expression. When making decisions, people tend to choose options they like and the like/dislike attitude towards the options is based on values among other factors [8].

Schwartz also made the important observation that all people have all ten values – a person who values benevolence very high might also think that the goals associated with achievement, like a high social status, are desirable. But given a situation where he or she must decide between an alternative promoting achievement and another alternative promoting benevolence, he or she is likely to prefer the alternative promoting his or her higher-ranked value, in this example benevolence.
2.2 Related work

Studies of user acceptance of software systems often find that approval depends strongly, among other factors, on the users’ personality [9]. However, a study of existing RE literature did not reveal systematic advice as to how to integrate knowledge about user personality into the software engineering process.

Among the more prominent studies in this area are the publications of Isabel Ramos et al. [10], [11]. They focus mainly on emotions, but consider values and beliefs of individual users to be also an important basis for requirements elicitation. They describe a constructionist RE process, where the knowledge about personal issues is elicited, managed and used alongside with other, more traditional parts of RE knowledge. They also propose that the individual stakeholder representatives should be selected ensuring an accurate representation of all work aspects of the organization, including aspects which depend on the personality of the individuals.

Ramos et al. provide a valuable framework which shows the role of knowledge of the users’ personality within the requirements engineering process. However, it does not attempt to propose specific methods for eliciting, documenting and using this kind of knowledge.

Sarah Thew et al. [12] also research the role of “soft issues” in the requirements process. They give a list of possible soft issues and their impact on the elicitation process itself, should the stakeholders exhibit these soft issues. The emphasis of their publications is on the need to shape the communication with stakeholders according to their values, emotions and beliefs. They do not directly address the possibility of requirements being different between stakeholders with different values.

In the field of Human Computer Interactions there is also the concept of value sensitive design (VSD). This concept does not use the psychological definition of personal values, instead it sees human values as an element of moral and it promotes systems design which encourages responsible computer use [13].

The term value-based software engineering has also been used before in a different connotation [14]. In this context, “value” does not denote the personal values of the users, but mostly the monetary value of the software product.

In an earlier publication [15] we proposed a link between personality, especially personal values, and software requirements. This was a vision paper, based on literature studies. The present article builds on this first formulation of our theory and uses empirical data from two case studies to uncover links between specific attitudes, values and requirements.

3. Deriving software requirements from personal values and attitudes

In order to create a method for requirements elicitation, we started with a literature study to determine the information we will need to gather from the users. Then we conducted two case studies, which served a double purpose. First, they were used to validate the information gathering step of our method. Second, the information collected was used to substantiate the method itself.

The method we propose is intended to be based on information on personal values. However, some users regard such information as sensitive and may refuse to participate on privacy grounds. As attitudes are strongly influenced by values, the method can be based on attitudes instead. We describe both variants in the following two sections.

Figure 1 displays the information which is used in our method. Each rectangle represents an information type. The arrows between the rectangles represent the relationship between the information types. The comments indicate which information type is discovered in which step of our method.

3.1 The personal values-based method

In this method version we rely on the assumed causative relationship between personal values and the users’ evaluation of software features. We gather the information on personal values and then, in a reference model, look up the general features that a user with values likes. We then derive project-specific features from the proposed general ones. From this we create project-specific requirements. After a validation step based on feedback from the appropriate stakeholders, we include these requirements in the requirements specification.

3.1.1 Step 1: Collecting information

This step consists of administering a standard questionnaire called the Schwartz Value Survey [7]. This survey is easily conducted with a large number of users, as the time effort for the individual user is limited to about 15 minutes and the data can be processed automatically. It consists of 57 items, for which the study subject is asked to indicate how much they conform to his or her views using a 9-point Likert scale.

To calculate a value ranking for an individual, we average the score on the Likert scale for the items correlated with each of the ten personal values. We then rank these average scores. As the higher ranked values are the ones most likely to influence a decision, we do not use all ten values in the ranking (in this case, all users would be the same), but only the two highest ranked values of each user. For the remainder of this paper, we do not write “This user ranks [value] at the first or second position in the ranked value list”, but instead use the shorter formulation “This user has [value].
3.1.2 Step 2: Matching against a reference model
In this step a reference model is needed. This is a domain specific model which maps personal values to possible software features, ranked by the users' evaluation of these features. The reference model contains information of the type “Users with [value] think that [feature] is [type]”, where [type] is an evaluation of the feature describing its desirability. So the requirements engineer can use this model to select features according to the values elicited in the first step.

A reference model as described here needs to be based on extensive empirical data. We are currently gathering this data and will then publish the model itself. An early prototype, described in Section 4.4, was created in the case studies.

3.1.3 Step 3: Deriving requirements
The features identified in Step 2 need to be converted to requirements. The features included in the reference model are too abstract, as they need to apply to a wide range of systems. Thus, the requirements engineer has to infer a requirement suited to the specific project. If, for example, in Step 1 a prevalence of the value self direction was discovered among the users, and the reference model states that “Self direction users think that additional information about treatments is a must-be feature”, the requirements engineer (alone or with the help of domain experts) has to find out where in the system additional information about treatments can be included, and has to formulate a requirement like “On the prescription screen, there should be a link to external information sources about the prescribed treatment”. This does not mean that the requirements engineer is supposed to create new requirements from scratch; as our method is used as an addition to traditional methods, the requirements engineer can use the information from the reference model in conjunction with information gathered with other RE techniques to arrive at new requirements.

3.1.4 Step 4: Validating requirements
The requirements derived in Step 3 are a combination of general domain information reflected in the reference model and a creative effort of the requirements engineer. As they were not based on information from stakeholders other than the personal values of users, they should only be included in the requirements specification after they have been approved by the relevant stakeholders. They should be validated like any other requirement.

3.2 Alternative version of Step 1 and 2: The attitude-based method
In our research we sometimes met users wary to provide information about their personal values. While this is not a problem if only a few users hold this sentiment, this might also be an issue for a union of work force advocates and thus hinder the gathering of personal values information for RE purposes. In such situations our method can be used with information about attitudes towards work tasks instead.

This is made possible by the fact that the users’ evaluation of features is closely connected to their attitudes to a feature. Theory predicts that personal values (and other factors) will have similar influence on attitudes to different objects, so the users’ attitudes towards software features should exhibit a correlation to their attitudes towards the tasks supported by the software [8].

The value-based method should still be preferred, because it requires less time and effort. Also, we expect it to provide better results, as the connection between personal values and feature evaluation is less likely to be skewed by additional factors than the task attitudes-feature connection.

In the following we only describe the first two steps of the method, as Steps 3 and 4 are equivalent to the corresponding steps in the value-based version.

3.2.1 Step 1: Collecting information
The goal in this step is to gather information about the users’ attitudes towards their tasks. This is done by a questionnaire consisting of a list of the tasks which the system will support. An example for a task would be “Document a patient’s illness history”. The tasks can be identified using standard RE techniques, as described in textbooks [2], [16], [17]. Participants are then asked to indicate for each task how much they like doing it, using a 9-point Likert scale ranging from “I dislike performing this task” to “This task is among my favorites”. There is a separate item on the scale marked as X, which is labeled as “This task does not apply to my work”. The questionnaire data analysis consists of creating three categories of tasks – the tasks the user likes, the tasks he or she dislikes, and the neutral ones for each participant. To evaluate the study, we just divided the scale in three equal intervals.

3.2.2 Step 2a): Assigning tasks to categories
A reference model is needed again for this step, this time mapping attitudes towards task categories to features. Given the high number of possible tasks, creating a reference model containing correlations for all possible tasks is not practical. Instead, we include categories of tasks in the reference model, e. g. “tasks involving direct communication with the patient”. So before the requirements engineer can start matching the users’ attitudes towards tasks to the reference model, he or she needs to assign each task to one or more categories included in the reference model. For each category, the prevalent attitude is determined by the attitude towards the majority of tasks in that group. If there is no clear prevalence of one attitude within a category, the mapping in step 2b) should be done for both the “like” and “dislike” users for this category.

3.2.3 Step 2b): Matching against a reference model
This step is similar to Step 2 of the value-based version. The requirements engineer uses an attitude-based reference model provided by our research which contains information like “Users who [like/dislike] [task category] think that [feature] is [type]”, where [type] is an evaluation category for software features. Depending on the attitudes exhibited by the users in his or her project, he or she then chooses the features likely to be preferred by the users. Then he or she continues with Steps 3 and 4 as described in Section 3.1.

The task questionnaire is not a validated instrument for eliciting personal values. With this method, there is no guarantee that the attitudes towards the tasks in our list cover all ten values. However, personal values and attitudes are only a small subset of the reasons which compel a user to want a given feature. Thus, neither approach allows us to build an exhaustive catalogue of liked and disliked features. While the attitudes-based method will probably not uncover some of the feature evaluations which would have been discoverable with the value-based method, this is only a drawback that has to be weighed against its advantages and does not invalidate the use of attitudes per se.

4. Case studies
We developed first versions of the methods described above based on literature. To validate the methods’ feasibility and gauge their performance and the usefulness of the resulting requirements, we
applied the methods in two small case studies, one with physicians and one with nurses.

In these studies we adhered to the methods as far as possible. We could not conduct the matching against the reference model, because we did not have one. Instead, we used the data gathered in the first steps, together with information on the users’ Kano evaluation of software features, which we collected specifically for the case study, to create an early prototype of the reference model.

In the next section we give some background information on the participants in our study. After that, we describe the case study conduction step by step, together with any deviations from the method described in the previous section and list the data gathered in this step.

4.1 Participants of the study
The physician case study included three physicians from the University Hospital in Heidelberg. They varied in seniority from resident to a member of clinic management. The application on which we focused was a drug database for managing medication prescriptions. The application was developed by a third party as an off-the-shelf solution for clinics.

The nurse case study was conducted in a clinic in the University of Freiburg. The interviews were conducted with six nurses from two wards, and four of them completed the questionnaire, resulting in a 67% response rate. The responding nurses ranged in seniority from registered nurse to nurse manager. We focused on their use of an application for patient management and documentation, developed in-house.

4.2 Step 1: Information collection
In practice, we expect a requirements engineer to use either the value-based or the attitudes-based version of our method. We needed to assess both collection instruments, so we collected data on both personal values and attitudes.

For a task list, we studied literature from the medical domain and performed preliminary observations at the clinics where the studies were conducted, arriving at 43 tasks for physicians and 45 tasks for nurses.

Figure 3 is a histogram of the relative frequency of attitudes towards tasks. For example, a value of 23% for physicians at point 7 means that the average physician participant rated 23% of the tasks as a 7 on the Likert scale.

The skewing to the right is typical for self-administered preference questionnaires [18]. However, even with the small participant number we can discern that the distribution is trimodal (has three local maxima). This means that the method is well suited for capturing the difference between tasks the user likes, tasks the user dislikes and tasks to which the user is indifferent.

4.3 Step 2a) Task categorization
We did not yet have defined task categories. Instead, for each profession (physicians and nurses) we made a collection of task category proposals, with each author contributing a list of proposals based on his or her knowledge of the medical domain and of information systems. This was performed separately for the physicians’ and nurses’ tasks. We then assigned each task to one or more categories.

In order to determine which of our category proposals are in fact connected to attitudes, we performed a binomial test on the attitudes data. For each study participant, we tested for the zero hypothesis that he or she likes (or, in a second test, dislikes) no more tasks from the proposed category as tasks not assigned to the proposed category, with hypothesis rejection. If we could reject the hypothesis, we accepted the proposal as a category of tasks towards which users have a clear-cut attitude.

To create a reference model prototype, we accepted a category proposal even if its existence was confirmed by the data of a single study participant. For the final version of the reference model, category proposals will only be included if they pass the binomial test for a sufficient number of users.

For example, the task category “Documentation” consisted of the four tasks “Create an epicrisis”, “Enter diagnostic codes”, “Enter patient’s illness history into the system” and “Do special documentation, e.g. for a research study”. Physician C disliked three of these four tasks. Out of the complete set of 43 tasks, he only disliked five. So we concluded that Physician C has a specifically strong dislike for documentation related tasks. The binomial test confirmed that finding at a 5% significance level. This result confirmed that “Documentation” is, indeed, a category of tasks towards which users have a consistent attitude, and as
such, it is included in the list of categories used to create the reference model prototype.

4.4 Step 2b) Creating a reference model prototype

We used these studies to construct the first prototype of the reference model. Therefore, matching against a reference model was not possible. Instead, we directly elicited feature evaluations from users and correlated these once to the personal values and once to the attitudes towards tasks.

We created a list of features present in the current software systems of our study participants. We used information from direct user observation, manufacturer provided demonstration materials, and also the use of a test account for the physicians’ system and a personal conversation with a leading developer of the nurses’ system. We then presented the study participants with the list of features (14 features for the physicians and 8 for the nurses) and asked them to evaluate each feature using the Kano model [19]. For this model, the user has to imagine the product in two versions, both with and without the feature in question, and then indicate how much he or she likes this product version on a scale of five predefined answers. Based on the answers for both versions, a feature is evaluated either indifferent, must-be, performance, excitement or reverse (reverse meaning that the customer does not want the feature to be included in the product).

Table 2 lists the evaluation the three physicians gave to the software features of the medication database. It refers to each Kano type using its first letter, so a line containing the description of a feature followed by the letters p, i and m means that the feature was evaluated as performance by physician A, indifferent by physician B and must-be by physician C. The letters “r” and “c” indicate reverse and excitement features, respectively.

Table 2 Kano evaluation of software features from the physician study

<table>
<thead>
<tr>
<th>Features ↓</th>
<th>Physicians →</th>
<th>A</th>
<th>B</th>
<th>C</th>
</tr>
</thead>
<tbody>
<tr>
<td>Displaying current prescription</td>
<td>m</td>
<td>m</td>
<td>m</td>
<td></td>
</tr>
<tr>
<td>Displaying potential interactions</td>
<td>p</td>
<td>p</td>
<td>p</td>
<td></td>
</tr>
<tr>
<td>Medication search</td>
<td>m</td>
<td>m</td>
<td>m</td>
<td></td>
</tr>
<tr>
<td>Displaying detailed information about a drug</td>
<td>p</td>
<td>m</td>
<td>m</td>
<td></td>
</tr>
<tr>
<td>Adding a medication to the patient’s prescription</td>
<td>m</td>
<td>m</td>
<td>m</td>
<td></td>
</tr>
<tr>
<td>Loading patient data from administrative system</td>
<td>m</td>
<td>m</td>
<td>m</td>
<td></td>
</tr>
<tr>
<td>Dosage choice, including the creation of an individual dosage schedule</td>
<td>m</td>
<td>m</td>
<td>m</td>
<td></td>
</tr>
<tr>
<td>Possibility to document the rationale behind the prescription</td>
<td>p</td>
<td>p</td>
<td>r</td>
<td></td>
</tr>
<tr>
<td>Possibility to add arbitrary text to the prescription document, e.g. notes</td>
<td>p</td>
<td>i</td>
<td>m</td>
<td></td>
</tr>
<tr>
<td>Print a prescription</td>
<td>m</td>
<td>p</td>
<td>m</td>
<td></td>
</tr>
<tr>
<td>Integration of information from external systems, e.g. a catalogue of diagnostic codes</td>
<td>i</td>
<td>i</td>
<td>i</td>
<td></td>
</tr>
<tr>
<td>Possibility to open official guidelines from within the system</td>
<td>i</td>
<td>r</td>
<td>i</td>
<td></td>
</tr>
<tr>
<td>Additional information about dosage adjustment for patients with kidney/liver malfunction</td>
<td>p</td>
<td>p</td>
<td>p</td>
<td></td>
</tr>
<tr>
<td>Access to a clinic-specific knowledge base for medication administering considerations</td>
<td>i</td>
<td>i</td>
<td>i</td>
<td></td>
</tr>
</tbody>
</table>

For most features, there is no difference between the participants; they are always assigned to the same Kano type. But there are still some features which participants with different values assign to different categories. We used this subset of value-differing features to compile prototypes of the reference model.

To create a reference model prototype for values, we correlated the personal values to each feature evaluation category. For the prototype for a reference model for attitudes, we correlated the attitudes towards the task categories to the software features. These correlations were present only for a part of the data. For example, the feature “print a prescription” is described as “performance” by physician B and “must-be” by physicians A and C. Physician B was the only participant exhibiting the value hedonism at the first or second position in the value ranking, so the fact that hedonism users evaluate printing a prescription as a performance feature was added to the reference model prototype. As physicians A and C share the value self direction, the correlation between self direction and evaluating printing as a must-be feature is also entered in the reference model.

Table 3 and Table 4 contain all the correlations we found in our case studies. An example for reading the first row of the physicians table would be “A physician who has the value benevolence thinks that displaying detailed information about a drug is a must-be feature”.

The abbreviations used to indicate Kano types are the same as in the previous table.

Table 3 Reference model prototype for physicians

<table>
<thead>
<tr>
<th>Physicians – personal value correlated to features</th>
<th>Feature (The system supports...)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Value</td>
<td>Feature</td>
</tr>
<tr>
<td>Benevolence</td>
<td>Displaying detailed information about a drug (m)</td>
</tr>
<tr>
<td>Stimulation</td>
<td>Displaying detailed information about a drug (p), Possibility to add arbitrary text to the prescription document (p)</td>
</tr>
<tr>
<td>Hedonism</td>
<td>Possibility to add arbitrary text to the prescription document (l), Print a prescription (p), Possibility to open official guidelines from within the system (r)</td>
</tr>
<tr>
<td>Self direction</td>
<td>Print a prescription (m), Possibility to open official guidelines from within the system (l)</td>
</tr>
</tbody>
</table>

Table 4 Reference model prototype for physicians

<table>
<thead>
<tr>
<th>Physicians – attitudes towards tasks correlated to features</th>
<th>Feature (The system supports...)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Task group attitude</td>
<td>Feature</td>
</tr>
<tr>
<td>Information search – liked</td>
<td>Displaying detailed information about a drug (p), Possibility to add arbitrary text to the prescription document (p)</td>
</tr>
<tr>
<td>Communication with coworkers – liked</td>
<td>Displaying detailed information about a drug (p), Possibility to add arbitrary text to the prescription document (p)</td>
</tr>
<tr>
<td>Patient contact – liked</td>
<td>Displaying detailed information about a drug (m)</td>
</tr>
<tr>
<td>Documentation – disliked</td>
<td>Displaying detailed information about a drug (m)</td>
</tr>
<tr>
<td>Administration – disliked</td>
<td>Possibility to document the rationale behind the prescription (r), Possibility to add arbitrary text to the prescription document (m)</td>
</tr>
<tr>
<td>Treating a patient – disliked</td>
<td>Possibility to document the rationale behind the prescription (r), Possibility to add arbitrary text to the prescription document (r)</td>
</tr>
</tbody>
</table>
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medications on the prescription?” This lead to results that did not discriminate well between values. For the future, we intend to change the granularity asking not about which use case step should be supported, but how it should be supported, e.g. “When you are creating a prescription, should the system offer a search for alternatives to a medication already on the prescription?” while still maintaining a detail level well above HCI design decisions.

Another consideration to improve the quality of our results would be to use new features in the questionnaire. The questionnaire used in the case study asked the users to evaluate features they were already familiar with. However, this can skew the results due to the familiarity bias (individuals who use a tool often become attached to it and value it higher than comparable tools [20]). Our future questionnaire will ask the users to imagine a new system being built and will include features not present in their current systems.

6. Conclusion and outlook
Our research shows that it is possible to elicit value-related information and correlate it to software features. We have developed an early version of an elicitation method geared towards easy integration with established RE techniques. Specifically, we aimed at the reuse of information gathered in classic RE, like tasks, and we also provided a second, attitude-based version of our method, which can be applied if users object to reveal their values. Based on the experience gathered in empirical studies, we are currently working on a finalized version of the method which is better suited for use in real life projects.

The derivation method in its current form is dependent on the existence of a domain specific reference model mapping feature types to personal values. We are currently conducting a large empirical study which will allow us to create this model for the medical domain. In parallel, we are working on a variant of the derivation method, which will not require a reference model. A requirements engineer will need some prior knowledge about values in order to use this version, but it will be usable in domains for which a reference model does not exist.

We are also refining our elicitation method to provide higher quality features by addressing the issues of granularity and evaluation scale we discussed in the previous section. This will allow for the discovery of “hidden” requirements and for their classification according to both the usefulness for the business process the software will support and their appeal to the users, resulting in requirements for software the users will be glad to use.
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