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Abstract—Over the last years a number of Crosscutting Frameworks (CFs) have been developed employing white-box strategies. This strategy requires significant technical knowledge to reuse these frameworks, such as, knowledge in specific programming languages, architectural details and also about the framework nomenclature. Besides, the reuse process can only be initiated when the development reaches the implementation phase, avoiding starting the reuse process in early development phases. In this paper we present a model-based approach for reusing CFs that improves the productivity by allowing the application engineer to concentrate on what is really important during the reuse process. We present the foundations of our approach and also the result of two experiments that uses two versions of a Persistence CF; the original and the model-based. The results were promising regarding the effort employed to conduct the reuse process, but almost no difference was noticed concerning the effort in conducting maintenance activities.

I. INTRODUCTION

Model-Driven Development (MDD) consists of the combination of generative programming, domain-specific languages and model transformations. MDD aims to reduce the semantic gap between the program domain and the implementation, using high-level models that shield software developers from complexities of the underlying implementation platform [1].

On the other hand, Aspect-Oriented Programming (AOP) is a programming paradigm that overcomes the limitations of Object-Orientation by providing abstractions able to modularize crosscutting concerns (CC) such as persistence, security and distribution. Among these abstractions, Pointcuts are expressions used to capture join-points of an application, e.g., method calls and executions and variable accesses. By capturing these join-points, it is possible to write code to be executed upon a Pointcut occurrence in a modular fashion. AspectJ is one of the AOP languages that implement these abstractions [2]. It is also the language employed in our work.

Since the advent of AOP, several researchers have investigated how its abstractions and concepts impact reuse methodologies, like product lines [3] and frameworks [4]. Many of these researchers investigated how to design a CC in a generic way to enhance their reusability [5]–[15]. Several terms are used to represent this kind of design, e.g., reusable aspects [5], aspect-oriented frameworks and aspect libraries [12]. Because the absence of a taxonomy for this kind of design, we have defined and employed the term “Crosscutting Framework” (CF) to represent a specific kind of abstract aspect-oriented framework implementation of a single CC [9].

Most of the CFs found in literature apply white-box reuse strategies in their instantiation process, relying on writing source code to reuse the framework [5]–[15]. White-box strategy makes application engineers to worry about low level implementation details during the reuse process, leading to the following problems: (i) to get know coding details regarding the programming paradigm employed in the framework, making the learning curve steeper; (ii) coding mistakes are more likely to happen when the reuse code is created manually; (iii) several lines of code must be written for the definitions of small number of hooks, impacting development productivity and (iv) reuse process can only be started during implementation phase, as there is no source code in earlier phases.

To overcome these problems, in this paper, we present an approach for supporting the reuse of CFs. The approach is based on two models: Reuse Requirements Model (RRM) and Reuse Model (RM). The RRM documents all the features and variabilities of a CF and is a partial replacement for cookbooks. Based on the RRM, the application engineer can then select just the desired features, building a more specific model, referred as RM. The application engineer has the opportunity to conduct the reuse process in our model-driven approach by filling the fields of this model, which is also used for code generation.

We also present the results of two experiments. In both experiments we have used the same Persistence CF [9]. Our approach showed benefits for the instantiation time, however, no differences were identified regarding the maintenance effort. Therefore, the main contributions of this paper are: (i) presenting a model-based approach for CFs, (ii) presenting the results of two experiments and (iii) the problems of the presented approach can be generalized to other model-based framework reuse processes.
In Section II the notion related to CF, their details and a CF’s description that is used in this paper are showed; both the proposed approach and an example of instantiation related to a member of persistence CF are presented in Section III; in Section IV, an empirical evaluation is presented; in Section V, there are related works and in Section VI, there are the conclusions.

II. CROSSCUTTING FRAMEWORKS

Crosscutting Frameworks (CF) encapsulate the generic behavior of a single crosscutting concern [9], [13]–[15]. There are CFs developed for persistence [7], [9], security [6], cryptography [10], distribution [7] and other concerns [5]. Their main objective is to make the reuse of such concerns easier during the development of an application.

As well as other types of frameworks, CFs also need information regarding the base application in order to be reused correctly and work properly. We named these information “Reuse Requirements” (RR). For instance, the RR for an Access Control CF includes: 1) the application methods that need to have their access controlled; 2) which are the roles played by users; 3) how many times a user is allowed get an incorrect password. This information is commonly documented in manuals known as “Cookbooks”.

Unlike application frameworks, which are used to generate a whole new application, a CF needs to be coupled to a base application in order to become functional. The standard process to reuse a CF is composed by two activities: instantiation and composition. The instantiation is when the application engineer is choosing variabilities and implementing hooks, while the coupling is when he/she is providing composition rules to couple the chosen variabilities to a base code. During the composition activity, pointcuts and composition rules are defined, unifying the chosen variabilities and the base code.

Applications developed with CFs are composed by three types of code modules: base, reuse and framework. The “base code” represents code of the base application. In the “framework code” there is the code of the CF, which is untouched during the reuse process. The “reuse module” is the connection between the base application and a framework. Each final application can be composed by several CFs, each one coupled by a reuse module. The code that was created specifically to reuse an CF is referred here as “reuse code” and applications which were developed based on CFs is referred here as CF-based Applications.

In a previous work we have developed a Persistence CF [16], which is used as case study in this paper. This CF has some features, for instance, both “Persistence” and “Connection” are mandatory features. The first one, aims to introduce a set of persistence operations (e.g., store, remove, update, etc) into applications persistence classes. The second feature, is related to the database connection and identifies points in the application code where the connection should be opened and closed. This feature has variabilities, as for example, the Database Management System (e.g., MySQL, SyBase, Native and Interbase). The CF also has a set of optional features such as “Caching”, which is used to improve performance by keeping copies of the data in local memory, and “Pooling” which represents a number of active database connections.

III. MODEL-BASED REUSE APPROACH

In order to assist the instantiation and composition of members of a CF we have put forward two new models, “Reuse Requirements Model” (RRM) and “Reuse Model” (RM). These models have been devised on top of Eclipse Modeling Framework and Graphical Modeling Framework [17]. The formal definition of both models is specified by a single metamodel, which is shown in Figure 1. This metamodel is a set of enumerations and metaclasses, which are either concrete or abstract.

The metamodel was built based on the vocabulary commonly used in the context of CFs. Among these concepts, there are pointcuts, classifier extensions, method overriding to return values and variabilities selections. These concepts were then mapped into concrete metaclasses, which are visible under the dashed line in Figure 1.

Above the dashed line in Figure 1, there are also the following enumerations: “Visibility”, “SuperType” and “CompositionType”, which are sets of literals used as properties of the metaclasses. The other elements above the line are abstract metaclasses. They were created after performing an analysis to generalize the properties of the concrete metaclasses. These abstract metaclasses can be applied in similar approaches and

![Fig. 1. Metamodel of the proposed models](image-url)
are also important to improve modularity and avoid code replication of the reuse code generator.

In Figure 2 there is an overview of our tool which is used to edit both of our proposed models. On the right of Figure 2, there is a “Palette” with the possible elements that can be inserted into these models. These elements are instances of the concrete metaclasses of the metamodel, visible under the dashed line in Figure 1. Their uses are: (I) “Group”: an element to group any element visible in the models, including child groups; (II) “Pointcut”: employed to override abstract pointcuts which represent join-points of the base application code that should be affected by the CF; (III) “TypeExtension”: elements used to represent types found in the base application that must extend or implement classes, aspects or interfaces found in the CF; (IV) “Value”: elements used to override methods to return any numeric or textual values that must be informed while reusing the CF; (V) “Option”: defines a selectable variability of the framework and (VI) “OptionGroup”: group selectable variabilities of the framework. The last two elements are used to represent the variabilities provided by the CF that may be chosen by the application engineer. The “Group” element is also employed to support feature hierarchy, however, details on feature selection are not shown on this paper. Nevertheless, more details related to both feature selection and the tool can be seen in another paper [18]. This tool provides fully computational environment to the approach herein described.

Both of our proposed models have identical appearance, however, they are employed in different moments. The first proposed model, the RRM, is a graphical documentation regarding the Reuse Requirements, which are related to the information needed to couple the CF to a base application, which is conventionally part of “cookbook”. This model contains all of information regarding all CF features and should be provided by a framework engineer. The second model, the RM, is a subset of the RRM that only contains the features selected for reuse. Since both models share the same metamodel, it is possible to employ a direct model transformation to instantiate a RM from a RRM by selecting a valid set of features. Both of our models are represented as forms that contain boxes, as seen in Figure 2. Each box is an instance of a concrete metaclass element and represent a reuse requirement. They also contain three lines, the first line contains a icon of the element type, which is the same type visible in the “Palette”, and a name for the reuse requirement. The second line shows a description to facilitate the comprehension of the application engineer and the last line is filled by the application engineer to provide the information regarding the base application. Note that the last line is only used in RMs.

By analyzing the RRM, an application engineer should be able to learn which informations are required by the framework during the reuse process. This model also represents the variabilities provided by a framework that must be chosen by an application engineer. In order to instantiate a framework, the RRM may indicate the need of informing join-points of the base code where crosscutting behavior would be applied to, as well as classes, interfaces or aspect names that would be affected. Framework variabilities that must be chosen during reuse process are also visible. For example, to be able to instantiate a persistence CF, the application engineer must specify methods from base application that should be executed after a database connection is opened and before it is closed. It is also needed to specify methods that represent data base transactions, and the variabilities must be chosen, e.g., the driver which should be used to connect to the database system.

The other model, the RM, is shown in Figure 2. It supports the reuse process of a crosscutting framework. It is intended that the reuse process can be completely executed by completing the third line of the boxes of this model. Therefore, it should be used by the application engineer in order to reuse a framework. For instance, the value “base.Customer.opening()” is a method of the base application and was inserted by the application engineer in the third line of box “Connection Opening”.

After the application engineer fills in the RM with the information needed by an member of a CF, it is possible to generate the final reuse code. To illustrate the use of these models we have used the “persistence” CF described in Section II.

A. Reuse Example

In this section, we briefly show an example of how to use our models and generate code in order to reuse a CF. To reuse the “persistence” CF, the application engineer must specify explicitly which features will be used in the base application. This is important because usually the CFs have a great deal of features that probably will not be used in the application base. Therefore, we developed an environment to facilitate the feature selection in order to instantiate a member. This environment also provides a way to validate the combinations of features. Further details of this environment are described in another paper [18].

In Figure 2, there is our model editor. By using this editor, it is possible to model RRMs and RMs. In this example there is a RM related to the “persistence” CF being completed with information of a base application. The pointcuts “Connection Opening”, “Connection Closing” and “Transaction Methods” are intended to capture specific join-points of the base application, e.g. names of methods of the base application that will be affected by the framework. The first two represent, respectively, method executions that should occur after a database connection is open or before it is closed. The last pointcut represents methods that encapsulate data transactions.

The “Persistent Objects” is a type extension definition, then, it may represent either a class or an interface that should be extended or implemented by a base class or interface. In this case, the application engineer must supply names of classes (or their super-types) which represent objects that should be persisted on the database.

“Dirty Objects Controller” is a boolean value which is used to define if the dirty objects controller should be active. This is used to update the database records automatically as soon as
any attribute belonging to a persistent object is changed by a
set method. “Database Username” and “Database Password”
are string values that are used to define the username and
password needed to log into the database system. “Database
Connection String” is a string value which should be used
to specify the database connection details, i.e., the database
system address, port and database name.

After completing the Reuse Model, it is possible to execute
a code generator, which is a model to code transformation
tool capable of generating reuse code in AspectJ, illustrated
on Figure 3, which allows coupling the base application to
the framework in a separate module. The final software is
the composition of base application code, reuse code for each
reused framework and the code of reused frameworks.

### Fig. 3. Reuse Code Fragment

The first code of Figure 3 contains a new aspect which
was created by generating code for the three pointcuts of the
RM. This aspect extends an abstract aspect of the framework
with the supplied information. In the second code, the type
extension is implemented, then the classes written in the RM,
“Customer”, “Resource” and “Order”, receive an interface of
the framework, which is used to apply crosscutting behavior.
In the third code, the value definitions are set by overriding
methods of the framework.

### IV. EVALUATION

Two experiments were conducted to compare our reuse
tool with the conventional technique. The first experiment
is called “Reuse Study” and was planned to identify the
gains in productivity when reusing a framework, which is
the main objective of our tool. The second experiment is
referred as “Maintenance Study” and was planned to identify
whether the reuse models help or not the maintenance of
an application that uses a CF and needs modifications. This
second study is important because maintenance activities are
usually performed more times than the reuse process. Each
experiment was applied twice. In this paper, the first execution
is referred as “Primary” and the second execution is referred
as “Secondary”. Since there are two executions for each
experiment, we present four study executions in this section.

#### A. Reuse Study Definition

The objective is to compare the effort of reusing frameworks
by using a conventional technique with by using a model-based
technique. The Persistence CF briefly presented in Section II
played the role of “study subject” and it was used in both reuse
techniques (conventional and model-based). The quantitative
focus was determined considering the time spent in conducting
the reuse process and the qualitative focus was to determine
which technique takes less effort during reuse process. This
experiment was conducted from the perspective of application
engineers reusing CFs and the study object is the ‘effort’ to
perform a CF reuse.

#### B. Maintenance Study Definition

The objective was to compare the effort in modifying a
CF-based application by editing the reuse code (conventional
technique) with by editing the RM. The Persistence CF shown in Section II was again used in the two maintenance exercises. The quantitative focus was measured by means of the time spent in the maintenance tasks and the qualitative focus was to determine which artifact takes less effort to edit during maintenance. This experiment was conducted from the perspective of application engineers who intend to maintain CF-based applications. The study object is the ‘effort’ to maintain a CF-based application.

C. Study Planning

The first experiment was planned considering the following question: “Which reuse technique takes less effort to reuse a CF?”; The second experiment was planned considering the question: “Which artifact takes less effort to edit during maintenance, reuse model or reuse code?”; We gathered and analyzed the timings taken to complete the process for each activity.

1) Context Selection: Both studies were conducted with students of Computer Science, in this section, they are referred as participants. Sixteen participants took part on the experiments, eight of these were undergraduate students and the other eight were post graduate students. Every participant had prior AspectJ experience.

2) Formulation of Hypotheses: The Table I contains our formulated hypotheses for the reuse study, which are used to compare the productivity of our tool and the conventional ad-hoc process. Both of these processes can be used to successfully reuse a CF and couple it to an application that has no reuse code.

<table>
<thead>
<tr>
<th>Hypotheses for the Reuse Study</th>
</tr>
</thead>
<tbody>
<tr>
<td>H₀₀</td>
</tr>
<tr>
<td>Hₚ₀</td>
</tr>
<tr>
<td>Hₙ₀</td>
</tr>
</tbody>
</table>

There are two variables shown on the table: “Tc₀₀,” and “Tm₀₀,” “Tcₚ₀” represents the overall time to reuse the framework using the conventional technique while “Tmₚ₀” represents the overall time to reuse the framework using the model-based tool. There are three hypotheses shown on the table: “H₀₀,” “Hₚ₀” and “Hₙ₀.” The “H₀₀” hypothesis is true when both techniques are equivalent; then, the time spent using the conventional technique minus the time spent using the model-based tool is positive. The “Hₚ₀” hypothesis is true when the conventional technique takes longer than the model-based tool; then, the time taken to use the conventional technique minus the time taken to use the model-based tool is negative. As these hypotheses consider different ranges of a single resulting real value, then, they are mutually exclusive and exactly one of them is true.

The formulated hypotheses for the maintenance study are listed on Table II. These hypotheses consider the outcome of comparing the edition of the reuse code (conventional technique) with our approach (model-based).

<table>
<thead>
<tr>
<th>Hypotheses for the Maintenance Study</th>
</tr>
</thead>
<tbody>
<tr>
<td>H₀ᵣ₀</td>
</tr>
<tr>
<td>Hₚᵣ₀</td>
</tr>
<tr>
<td>Hₙᵣ₀</td>
</tr>
</tbody>
</table>

The Table II also contains three variables. “Tcᵣ₀,” represents the overall time to edit a reuse code during maintenance while “Tmᵣ₀” represents the overall time to edit the reuse model during maintenance. The “H₀ᵣ₀” hypothesis is true when the edition of both artifacts is equivalent. The “Hₚᵣ₀” hypothesis is true when the edition of the reuse code takes longer than editing the RM. The “Hₙᵣ₀” hypothesis is true when the edition of the reuse code takes less time than editing the RM. These hypotheses are also mutually exclusive and exactly one of them is true.

3) Variable Selection: The dependent variables are those which we analyze in this work. For each study, we provide analysis of the “time spent to complete the process”. The independent variables are controlled and manipulated, for example, “Base Application”, “Technique” and “Execution Types”.

4) Participant selection criteria: The participants were selected through a non probabilistic approach by convenience, i.e., the probability of all population elements belong to the same sample is unknown.

5) Design of the studies: The participants were divided into two groups. Each group was composed by four post graduate students and four undergraduate students. Each group was also balanced considering a characterization form and their results from the pilot study. On Table III, there are the phases planned for both studies.

6) Instrumentation for the Reuse Study: Base applications were provided along with two documents. The first document is a manual regarding the current reuse technique, and the second document is a list of details, which describes the
The applications provided had the same reuse complexity, then, in order to reuse each application, the participants had to specify four values, twelve methods and six classes. Each phase row of the Table III is divided into the name of the application and the technique employed to reuse the framework. For instance, during the 1st Primary Reuse Phase, the participants of the first group coupled the framework to the “Deliveries Application” by using the conventional technique, while the participants of the second used the model-based tool to perform the same exercise.

7) **Instrumentation for the Maintenance Study**: The base applications provided for the second study were modified versions of the same applications supplied during the first study. These applications were provided with incorrect reuse codes (conventional) and reuse models (model-based), which should be fixed by the participants. The participants received a manual regarding generic errors that could happen when the reuse code or model is incorrectly defined. It is important to point that the manual did not have details regarding the base applications, then, the participants had to find the errors by themselves by browsing the source code.

The applications provided had the same reuse complexity and the reuse codes and models had the same amount of errors. Then, in order to fix each CF coupling, the participants had to fix three outdated class names, three outdated method names and three mistyped characters. It is also important to point that errors specific to manual edition of reuse code were not inserted in this study. The phases are also listed on Table III. That table contains the name of the application and the technique employed during maintenance. For instance, during the 1st Primary Maintenance Phase, the participants of the first group had to fix the reuse code of the “Deliveries Application”, while the participants of the second had to fix the reuse model to perform the same exercise.

### D. Operation

1) **Preparation**: At first, every student was introduced to the tool and was taught how to edit reuse codes and reuse models. During each phase of the reuse study, the students were required to reuse the CF with a provided application. During the maintenance study, the students had to fix a reuse code or reuse model to complete the process. Every participant had to reuse and maintain every application by using only one of the techniques in equal numbers. Also, at any moment of the experiment, each group was using a different technique than the other group.

2) **Execution**: Initially, the participants signed a consent form and then answered a characterization form. The characterization form had questions regarding knowledge about AspectJ constructs, Eclipse IDE and Crosscutting Frameworks. After concluding the characterization forms, participants were trained on how to reuse the supplied CF with the model-based reuse tool and then conventionally. It is important to note that every participant already had a basic experience with AspectJ and the conventional reuse of crosscutting frameworks.

Following the training, the pilot experiment was executed. The participants were split into two groups considering the results of the characterization forms. The pilot experiment was intended to simulate the real experiments, except that the applications were different, but equivalent. During the pilot experiment, the participants were allowed to ask questions about any issues they did not understand during the training. This could affect the validity, then, the data from this activity was only used to rebalance the groups.

During the real experiments, the participants had to work with two applications starting with a different technique for each group. The secondary executions were replications of the primary executions with another two applications. They were created in order to avoid the risk of getting unbalanced results during the primary execution, since some data gathered during the pilot were rendered invalid.

3) **Data Validation**: The forms filled by the participants were confirmed with preliminary data gathered during the pilot study. The researchers also watched the information system notifications to confirm if the participants had concluded and the captured data.

4) **Data Collection**: The recorded timings during the reuse processes with both techniques are listed on the Table IV. The timings for the maintenance study are found on Table V. There are five columns in each of these tables, “G” stands for the group of the participant during the activity; “A” stands for the application being reused; “T” stands for the reuse technique which is either “C” for conventional or “M” for model-based tool; “P” column lists an identifying code of the participants (students), whereas the least eight values are allocated to postgraduate students and the rest are undergraduate students; “Time” column lists the time the participant spent to complete each phase.
The information system employed to gather the experiment data stored the timings with milliseconds precision considering both the server and clients system clocks. However, the values presented in this paper only consider the server time, then, the delay of transmission by the computers are not considered, which are believed to be insignificant in this case, because preliminary calculations considering the client clocks did not change the order of results.

That system was able to gather the timings and supplied information transparently. The participants only had to execute the start time, which was supervised, and work on the processes by themselves. Once the test case provided had successful results, which meant that the framework was correctly coupled, the finish time was automatically submitted to the server before notifying the success to the participant.

### E. Data Analysis and Interpretation

The data of the first study is found on Table IV, which is ordered by the time taken to complete the process. The first notorious information found on this table is that the model-based reuse tool, which is identified by the letter ‘M’, is found on the first twelve results. The conventional process, which is identified by the letter ‘C’, got the last four results.

The timings data of Table IV is also represented graphically in a bar graph, which is plotted on Figure 4. The same identifying code for each participant and the elapsed time in seconds are visible on the graph. The bars for conventional technique and model tool use are paired for each participant, allowing easier visualization of the amount of time taken by each of them.

The second important information found on the first study is that is not a single participant that could reuse the framework faster by using the conventional process in the same activity than by using the reuse tool.

<table>
<thead>
<tr>
<th>Table V</th>
<th>Maintenance Process Timings</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Primary Execution</strong></td>
<td><strong>Secondary Execution</strong></td>
</tr>
<tr>
<td>$G$</td>
<td>$A$</td>
</tr>
<tr>
<td>1</td>
<td>P</td>
</tr>
<tr>
<td>2</td>
<td>C</td>
</tr>
<tr>
<td>3</td>
<td>C</td>
</tr>
<tr>
<td>4</td>
<td>C</td>
</tr>
<tr>
<td>5</td>
<td>C</td>
</tr>
<tr>
<td>6</td>
<td>C</td>
</tr>
<tr>
<td>7</td>
<td>C</td>
</tr>
<tr>
<td>8</td>
<td>C</td>
</tr>
<tr>
<td>9</td>
<td>C</td>
</tr>
</tbody>
</table>

The data of the second study is found on Table V. This study has provided similar results. The first eleven values were scored by using the model-based tool while the last four were scored by using the conventional tool. Only the participant number 16 was able to reuse the framework faster by using the conventional process, which contradicts the results taken from the same participant in the previous study. There is also a bar graph for this study in Figure 4.

The plots for the maintenance study are found on Figure 5, which also follow the same guidelines used while plotting the graphs for the previous study. Considering the timings of the maintenance study, the reuse model edition does not provide advantage in terms of productivity when maintaining an application that reuses a CF, since most of participants took longer to edit the model than the reuse code.
On Table VI there are average timings and their proportions. By considering the average time the participants of both groups needed to complete the processes, the conventional technique took approximately 97.64% longer than the model-based tool.

### TABLE VI
**AVERAGE TIMINGS**

<table>
<thead>
<tr>
<th></th>
<th>Tech.</th>
<th>Avg</th>
<th>Sum of Avg.</th>
<th>Percent</th>
</tr>
</thead>
<tbody>
<tr>
<td>Reuse Study</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Primary</td>
<td>Conv.</td>
<td>16.13</td>
<td>34.406</td>
<td>66.7766%</td>
</tr>
<tr>
<td>Secondary</td>
<td>Conv.</td>
<td>13.50</td>
<td>33.535</td>
<td>66.7766%</td>
</tr>
<tr>
<td>Primary</td>
<td>Model</td>
<td>08.04</td>
<td>19.90525</td>
<td>66.7766%</td>
</tr>
<tr>
<td>Secondary</td>
<td>Model</td>
<td>06.52</td>
<td>16.90587</td>
<td>66.7766%</td>
</tr>
<tr>
<td>Total</td>
<td></td>
<td>34.57</td>
<td>74.35586</td>
<td>100.0000%</td>
</tr>
</tbody>
</table>

### TABLE VII
**REUSE STUDY T-TEST RESULTS**

<table>
<thead>
<tr>
<th>T-Test</th>
<th>Data</th>
<th>Means</th>
<th>d.f.</th>
<th>p</th>
</tr>
</thead>
<tbody>
<tr>
<td>Paired</td>
<td>Real</td>
<td>345.6539</td>
<td>15</td>
<td>3.971923</td>
</tr>
<tr>
<td></td>
<td>Spare</td>
<td>580.4292</td>
<td>15</td>
<td>3.971923</td>
</tr>
<tr>
<td>Two-Sided</td>
<td>Both</td>
<td>351.5323</td>
<td>24.22097</td>
<td>2.662684</td>
</tr>
</tbody>
</table>

Table IX and the results of the same test for the maintenance study are found on Table X. The ‘M’ in the techniques column indicates the use of our tool while ‘C’ indicates the conventional technique, the group column indicates the number of the group; the X² indicates the result of an comparison to the variance of the complete set and the position column indicates their position on the set, i.e., highest or lowest. The outlier column shows the timings in seconds that were considered abnormal.

### TABLE IX
**CHI-SQUARED TEST FOR OUTLIER DETECTION APPLIED ON REUSE STUDY**

<table>
<thead>
<tr>
<th>Study</th>
<th>T</th>
<th>G</th>
<th>X²</th>
<th>p</th>
<th>position</th>
<th>outlier</th>
</tr>
</thead>
<tbody>
<tr>
<td>Real</td>
<td>C</td>
<td>1</td>
<td>4.104305</td>
<td>0.04156801</td>
<td>highest</td>
<td>2384.041342</td>
</tr>
<tr>
<td></td>
<td>M</td>
<td>1</td>
<td>3.971923</td>
<td>0.04156801</td>
<td>highest</td>
<td>1924.041342</td>
</tr>
<tr>
<td>Spare</td>
<td>C</td>
<td>2</td>
<td>4.932313</td>
<td>0.00965928</td>
<td>highest</td>
<td>1203.920754</td>
</tr>
<tr>
<td></td>
<td>M</td>
<td>1</td>
<td>3.971923</td>
<td>0.00965928</td>
<td>highest</td>
<td>1203.920754</td>
</tr>
</tbody>
</table>

### TABLE X
**CHI-SQUARED TEST FOR OUTLIER DETECTION APPLIED ON MAINTENANCE STUDY**

<table>
<thead>
<tr>
<th>Study</th>
<th>T</th>
<th>G</th>
<th>X²</th>
<th>p</th>
<th>position</th>
<th>outlier</th>
</tr>
</thead>
<tbody>
<tr>
<td>Real</td>
<td>C</td>
<td>1</td>
<td>2.350449</td>
<td>0.1000112</td>
<td>highest</td>
<td>2437.920754</td>
</tr>
<tr>
<td></td>
<td>M</td>
<td>1</td>
<td>3.971923</td>
<td>0.00965928</td>
<td>highest</td>
<td>1203.920754</td>
</tr>
<tr>
<td>Spare</td>
<td>C</td>
<td>2</td>
<td>4.932313</td>
<td>0.00965928</td>
<td>highest</td>
<td>1203.920754</td>
</tr>
<tr>
<td></td>
<td>M</td>
<td>1</td>
<td>3.971923</td>
<td>0.00965928</td>
<td>highest</td>
<td>1203.920754</td>
</tr>
</tbody>
</table>

In order to achieve better visualization of the outliers, we also provide two plots of the data sets. In Figures 6 and 7 there are line graphs which may be used to visualize the dispersion of the timing records. In these plots, the timings for each technique are ordered independently, therefore, the participant numbers in these plots are not related to their identification codes.

![Fig. 6. Reuse Process Timings Bars Graph](image)

Fig. 6. Reuse Process Timings Bars Graph

Considering the reuse study and according to the analysis from Table VII, since all p-values are less than the margin...
of error (0.01%), which corresponds to the established significance level of 99.99%, then, statistically, we can reject the “H_0” hypothesis that states the techniques are equivalent. Since every t-value is positive, we can accept the “H_p” hypothesis, which considers that the conventional technique takes more time than our tool.

Considering the maintenance study and according to the analysis from Table VIII, since all p-values are bigger than the margin of error (0.01%), which corresponds to the established significance level of 99.99%, then, statistically, we cannot reject the “H_0_m” hypothesis that states the techniques are equivalent. Therefore, statistically, we can assume that the effort needed to edit a reuse code and a reuse model is approximately equal.

G. Threats to Validity

**Internal Validity:**
- Experience Level of Participants: the varied participant knowledge that could affect the collected data. To mitigate this threat, we divided the participants in two balanced groups considering the experience level and rebalanced the groups considering the preliminary results. Also, the participants had prior experience on how to reuse the CF conventionally. During the training, the participants were trained on how to reuse the CF with the model-based tool and then again on how to reuse it conventionally, which could cause the participants to have more experience with the conventional technique.
- Productivity under evaluation: there is a possibility that this might influence the experiment results because students often tend to think they are being evaluated by experiment results. In order to mitigate this, we explained to the students that no one was being evaluated and their participation was considered anonymous.
- Facilities used during the study: different computers and installations could affect the recorded timings. However, the different groups used the same configuration, make, model and operating system in equal numbers and the participants were not allowed to change their machines during in the same activity, which means that a participant could not reuse a framework conventionally by using a different computer that was used to reuse it with our tool.

**Validity by Construction:**
- Hypothesis expectations: the participants already knew the researchers and knew that the model-based tool was supposed to ease the reuse process, which reflects one of our hypothesis. Both of these issues could affect the collected data and cause the experiment to be less impartial. In order to avoid impartiality, we enforced that the participants had to keep a steady pace during the whole study.

**External Validity:**
- Interaction between configuration and treatment: it is possible that the reuse exercises are not accurate for every reuse of a crosscutting framework for real world applications. Only a single crosscutting framework was considered and the base applications had the same complexity. To mitigate this threat, the exercises were designed considering applications based on the real world.
- Low statistic power: the ability of a statistic test in reveal reliable data. To mitigate we applied three T-Tests to statistically analyze the experiment data.

V. RELATED WORK

The approach proposed by Cechticky et al. [20] allows object-oriented application framework reuse by using a tool called OBS Instantiation Environment. That tool supports graphical models do define the settings of the expected application to be generated. The model to code transformation generates a new application that reuses the framework.

The proposal found in this paper differs from their approach on the following topics: 1) their approach is restricted to frameworks known during the development of the tool; 2) it does not use aspect-orientation; 3) the reuse process is applied on application frameworks, which are used to create new applications.

Another approach was proposed by Oliveira et al. [21]. Their approach can be applied to a greater number of object oriented frameworks. After the framework development, the framework developer may use the approach to ease the reuse by writing the cookbook in a formal language known as Reuse Definition Language (RDL) which also can be used to generate the source code. This process allows to select the variabilities and resources during reuse, as long as the framework engineer specifies the RDL code correctly.

These approaches were created to support the reuse during the final development stages. Therefore, the approach proposed in this paper differs from others by the supporting earlier development phases. This allows the application engineer to initiate the reuse process since the analysis phase while developing an application compatible to the reused frameworks. Although the approach proposed by Cechticky et al. [20] is specific for only one framework, its can be employed since the design phase. The other related approach can be employed in a higher number of frameworks, however it is used in a lower
VI. Conclusions

In this paper, a model-based process was presented, which raises abstraction levels of CF reuse. It serves as a graphical view that replaces textual cookbooks and is used to perform the reuse in a model driven approach. From our proposed model-based approach, a new reuse process was delineated, which employs the forms during the development of a new application, allowing engineers to start the reuse since earlier software development phases and reduce the time to reuse a CF. With this, application developers do not need to worry about reuse coding issues nor how the framework was implemented, allowing to focus on the reuse requirements in a higher abstraction level.

Our approach was evaluated in two experiments that could answer the questions of the study planning, which indicate their conclusive success. The links for the gathered data can be accessed on http://www2.dc.ufscar.br/~valter/. The results regarding the productivity of reuse process were promising. However, the results of the maintenance study showed that our technique has no disadvantages in maintenance effort.

Furthermore, we have identified some limitations related to our research project. Once the models have been devised on top of the Eclipse Modeling Project, they can not be used in another environment. Furthermore, the code generator only generates code for Java and AspectJ, therefore, only frameworks developed in these languages are currently supported.

It is also important to point that our tool is part of a project to develop an integrated development environment for CF, which currently supports CF feature subset selection and a CF repository service. It is important to note that our tool also supports CFs that do not employ feature selection, in these cases, the RRM and RMs would be exactly equal.

However, we have not yet evaluated how to deal with coupling multiple CFs to a single base application. Despite this functionality already being supported, some frameworks may conflict with each other and lead to unwanted results.

The code generated is based on AspectJ and it was not evaluated if it supports every CF without modifications. Although not stated, we have also worked on selecting subsets of features of the framework.

Long term future works regard: (i) carry out an experiment using other CF, for verifying if the models proposed assist both the reuse and to maintain a reuse code; (ii) execute an experiment to verify whether the abstraction of the elements related to the models are sufficiently ideal; (iii) evaluate the standpoint of the domain engineers/frameworks, (iv) improve the elements of the models, i.e., better them graphically and (v) analyze the reusability of the abstract metamodel’s metaclasses.
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