Incorporating database systems into a secure software development methodology
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Abstract

We have proposed in the past three separate methodologies for secure software development. We have found that they have many common and complementary aspects and we proposed a combination of them that appears as a good approach to secure software development. The combined methodology applies security at all stages, considers the architectural levels of the system, applies security policies through the use of patterns, and formalizes some portions of the design. We have studied in some detail how to elicit and describe security requirements, how to reflect these requirements in the conceptual model, how to estimate some performance aspects, how to formalize some aspects such as communication protocols, and how to map the conceptual requirements into design artifacts. A design aspect which we have not studied is the incorporation of databases as part of the secure architecture. The database system is a fundamental aspect for security because it stores the persistent information, which constitutes most of the information assets of the institution. We present here some ideas on how to make sure that the database system has the same level of security than the rest of the secure application.

1. Introduction

We have proposed in the past three separate methodologies [6, 10, 17]. We have found that they have many common and complementary aspects and we proposed a combination of them that appears as a good approach to secure software development [7]. We will refer to the combined approach as FJY. The combined methodology applies security at all stages, considers the architectural levels of the system, applies security policies through the use of patterns, and formalizes some portions of the design. We have studied in some detail how to elicit and describe security requirements, how to reflect these requirements in the conceptual model, how to estimate some performance aspects, how to formalize some aspects such as communication protocols, and how to map the conceptual requirements into design artifacts. A design aspect which we have not studied is the incorporation of databases as part of the secure architecture. Databases usually require a variety of related functions packed together a Database Management System (DBMS). The database system is a fundamental aspect for security because it stores the persistent information, which constitutes most of the information assets of the institution. We present here some ideas on how to make sure that the database system has the same level of security than the rest of the secure application. There are two possible ways to look at the problem of developing software for secure databases: building a general (application-independent) secure DBMS and building a database system which is part of a secure application. We think that this discussion is of interest even if we do not have any specific methodology in mind and we are just trying to build secure databases.

In the first approach, the DBMS is just a complex software application in itself and a general secure software methodology can be applied without or with little change. Object-oriented applications typically start from a set of use cases, which define the user interactions with the system under development. In this particular case, use cases would define the typical
functions of a DBMS, e.g. search, query, update, administration, and security, and these functions would be included in the requirements. The DBMS would follow an appropriate model, Role-Based Access Control (RBAC) appears as the most flexible, selectable in the analysis stage, which defines security constraints for the functions defined by the use cases. In some cases, it may be possible to support more than one security model. This approach would result in a secure DBMS where security would be a general nonfunctional requirement. The approach results in a general-purpose secure DBMS, where all applications will have the same level of security.

Another problem occurs when a designer needs to build a specific user application (or type of application) that includes a DBMS as part of its architecture, e.g. a financial system (most applications require a database but the degree of security needed may vary). This approach is discussed in [3, 5, 9]. In this case, the DBMS is tailored to the level of security desired for the specific type of application. Typically, this approach considers how to define and enforce a set of application-specific access control rules that follow some security model and how to reflect them in the schema and other parts of the DBMS. Most of these studies emphasize the security of the database schema or maybe the complete database system without much concern for the rest of the application. A methodology such as FJY can also be applied here, the DBMS being one of the architectural levels of the system, although these methodologies have little to say about the contents of the specific rules that are needed in the schema (only their safe storage but not their consistency or security).

Section 2 considers how our methodology would handle the first case, while Section 3 discusses the latter case. Section 4 presents a discussion of issues, and Section 5 draws some conclusions.

2. General secure database systems

In this case, as indicated earlier, the DBMS itself is a complex application requiring a general good level of security. We discuss here how our methodology would handle this case. Because of the generality of the resultant DBMS it may be difficult to prove formally general security properties. An early approach in this direction was based on adding security services to a general-purpose DBMS, e.g. INGRES [15] or System/R [1]. In fact, many commercial systems use this approach. Some of them build them as part of their design, others add them later as external services.

We look now at the stages of FJY, considering how would we accommodate the special characteristics of database systems.

Domain analysis stage: The domain here is everything related to databases, including data languages, authorization, concurrency control, etc. A domain model would include all these concepts. The supported model and the need for specialized database features should be determined at this point. The approach (general DBMS or application-oriented system) should also be defined at this stage.

Requirements stage: Use cases define the required interactions with the system. Each activity within a use case is analyzed to see which threats are possible. Activity diagrams indicate created objects and are a good way to determine which data should be protected and which data is persistent and is to be stored in the DBMS. The objects in the activity diagram could use stereotypes such as <<persistent>> to indicate persistence. Any requirements for degree of desired security should be expressed as part of the use cases. The degree of security comes from analysis of the institution assets. The threats lead to policies that can stop or mitigate them. The use cases are the standard functions of databases, e.g. query, search, define authorization rules, etc.

Analysis stage: Analysis patterns can be used to build the conceptual model in a more reliable and efficient way. The policies identified from the requirements as well as global (institution or regulatory) policies, can now be expressed as security patterns based on some model, e.g. access matrix or RBAC [14]. One can build a conceptual model where repeated applications of a security model pattern realize the rights determined from use cases. In fact, analysis patterns can be built with predefined authorizations according to the needs of the roles in their use cases. Patterns for authentication, logging, and secure channels are also specified at this level [8]. Persistence indications are carried over this stage. One can verify at this stage that the secure conceptual model includes patterns that can handle the identified threats.

Design stage: When we have found the needed security patterns and added their representation in the conceptual model, we can select mechanisms that correspond to their concrete software realizations [4].
A specific security model, e.g. RBAC, is now implemented in terms of software artifacts. User interfaces correspond to use cases and may be used to enforce the authorizations defined in the analysis stage when users interact with the system. Components can be secured by using authorization rules for Java or .NET components. Security restrictions can be applied in the distribution architecture. Deployment diagrams can define secure configurations to be used by security administrators. System behavior fragments can be used to consider also performance aspects [16]. A multilayer architecture is needed to enforce the security constraints defined at the application layer. In each level we use patterns to represent appropriate security mechanisms. Classes defined as persistent should be mapped to DBMS structures, typically relations (tables). These relations would also store the metadata, including the authorization system of the DBMS. The general architecture of the DBMS could use views [1] or query modification [15] for access enforcement. Views are part of the external schema and usually stored as relations.

Implementation stage: This stage requires reflecting in the code the security patterns defined in the design stage. Because these patterns are expressed as classes, associations, and constraints, they can be implemented as classes in object-oriented programming languages. In this stage one can also select specific security packages or Commercial Off-the-Shelf (COTS) components, e.g., a firewall product or a cryptographic package. Some of the patterns identified earlier in the cycle can be replaced by COTS components. Performance aspects become now important and may require design iterations; for example, functions such as search and query must be efficient.

An important aspect for the complete design is assurance. One can formally verify each pattern used in a design but this does not in general verify their combination in a complete system. One can, however still argue that since one has used a careful and systematic methodology with verified and tested patterns, the design should provide a good level of security. Since security patterns embody good design principles they should increase the security of the system. Validation can be done in a qualitative way: The set of patterns can be shown to be able to stop or mitigate the identified threats. Specific design units can be formally validated using UMLsec [2, 10, 11] or a similar approach.

3. Building specific applications incorporating DBMSs

In this case we are building a known application. Since this approach tailors the degree of security of the DBMS to the application, one can add the required level of security using formal proofs when necessary, which are now easier because we have to deal only with a specific application. Specialized operating systems and hardware are also possible and may be needed to reach the required level of security. The methods described in the last section still apply here, except that additional requirements must be considered. Databases work through transactions and a concurrency control system serializes transactions to prevent inconsistencies; high-security multilevel databases require that the concurrency control system preserves security and we need to avoid covert channels. Below we repeat some of the steps of the methodology and see how these requirements affect them.

The persistent aspects of the conceptual model are typically mapped into relational databases. The design of the database architecture could be done using the approach of Section 2 and according to the requirements from the uses cases for the degree of security needed and the security model adopted in the analysis stage. A tradeoff is using an existing DBMS as a COTS component.

Domain analysis stage: A domain model is defined for the application. Legacy systems are identified and their security implications analyzed. Domain and regulatory constraints are identified and used as institutional policies that apply to any application.

Requirements stage: As before, use cases define the required interactions with the system for the chosen application. Each activity within a use case is analyzed to see which threats are possible. Again, activity diagrams indicate created objects and are a good way to determine which data should be persistent and stored in the DBMS. The policies that can stop the threats can be used to define which security patterns are needed.

Analysis stage: There is no change in this stage with respect to the previous case. However, the selected model must correspond to the type of application; for example, multilevel models have not been successful for medical applications. In fact, most commercial applications use RBAC because of its flexibility.
Design stage: The same issues apply as in the previous case. The only difference is in the DBMS, which we can build using the approach of Section 2 or select from some COTS DBMS. In both cases the secure conceptual model defines the expected security functions of the resultant DBMS. The classes which we indicated as persistent in the activity diagram and in the conceptual model must be mapped to relations. An application class may be mapped to more than one relation. This implies the need to map also the authorization rules. The security schemas that implement a specific security model are designed based on the semantics of the application and mapped from the application to the corresponding relations. At this stage UMLsec is useful to prove design properties. UMLsec is supported by extensive automated tool-support for performing a security analysis of its models against the security requirements [11], and has been used in a variety of industrial projects [2]. Since we know the specific subjects and objects involved in a given application, formal models can verify that the semantics of the models corresponds to the requirements.

Implementation stage: The same considerations discussed in Section 3 for this stage apply. For example, [5] uses Oracle 9i Label Security. For high security applications, testing and validation are more important. The threats identified in the requirements stage must be shown to be handled by the design. The platform used is also very important in reaching the desired level of security.

4. Related work

[9] presents a detailed analysis on how to build secure databases, including database design and software engineering aspects. [5] presents a methodology that consists of four stages: requirements gathering; database analysis; multilevel relational logical design; and specific logical design. Here, the first three stages define activities to analyze and design a secure database. The last stage consists of activities that adapt the general secure data model to one of the most popular secure database management systems: Oracle 9i Label Security.

These approaches are database-centered in that they do not consider the applications that will use the database. We are concerned with the development of secure databases as part of building complex applications that require persistent storage. We need to include access control not only for the database elements but also for the non-persistent units and secure all the units of the system, e.g. distribution subsystems.

5. Conclusions

We have considered two approaches to building secure databases with our methodology. In the first approach we used the methodology to build the DBMS itself. Such a project becomes an example of using the proposed methodology and results in a DBMS with a good level of security. The second case requires to consider explicitly the characteristics of using a DBMS as part of an application and can reach higher levels of security because of its specialization; however, its use is more restricted.

The first approach most likely would be used by a vendor of DBMS products. When developing a new product or a research prototype, the systematic pattern-based approach would make the software more extensible and more secure with respect to a system designed in more conventional ways. In the second approach, the designers would probably use a COTS DBMS, although in this case security of the persistent data will depend on the security of that component. Ad hoc designs are possible but more expensive.

Both approaches need to be explored in more detail, although the second approach has already been explored to some extent; we have shown here only the general ideas behind them. Few patterns for database security exist and some would be of interest for future work: database adapters, view and query modification architectures for security, and mapping patterns.
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