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Abstract - Since the end of the nineties, XML has become the standard to exchange and send information on Internet. The W3C has recommended the use of XML Schema to define the structure of XML documents. To date, the graphical modelling of XML Schema models is not standardized. The introduction of a models definition formalism is a mean to make modelling more accessible. UML is a modelling object language which is more and more used and recognized as a standard in the software engineering field, which makes it an ideal candidate for modelling of XML Schema models. In this paper, we introduce the specificities of UML formalism to facilitate the definition of XML models. A semantic enrichment is done in UML and XML Schema with the aim of achieving a bi-directional mapping between these two standards.
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1 Introduction

It is now recognized that the XML [16] language has become the standard to exchange information across Internet. XML Schema [17] is a formalism allowing to describe the structure of an XML document more easily than with a simple DTD (Document Type Definition). The use of XML seems to be adapted to the definition of models but it implies an extensive knowledge of this language. A lot of softwares such as Altova XML Spy [1] and oXygen XML [2] Editor have been developed to model graphically XML Schema models as trees. These softwares allow to optimise the modelling of XML schemas but each of them proposes a different formalism of representation. This observation allows us to think that a standard formalism should be used in order to make easier the modelling and the exchange of these models. This paper aims to introduce some modelling techniques of XML Schema models by the use of UML (Unified Modelling language) class diagrams. UML proposes a powerful graphical modelling formalism widely used in software engineering. Our objective is to introduce all the richness of the UML formalism in order to make the modelling and the exchange of XML Schema models easier. The introduction of the UML formalism is performed by a mapping between the metamodels of UML and XML Schema. To do this, we proceed in several steps:

- Definition of a metamodel describing the concepts supported by XML Schema;
- Definition of some XML Schema extensions in order to introduce the object specificities of UML. These extensions use the mechanisms of extensions recommended by XML Schema to be conform to the norm of the W3C;
- Definition of an UML profile to specialise UML to the semantic of XML Schema;
- Definition of the mappings between the metamodels of UML and XML Schema;
- Application of the mappings the use of the pivot format XMI (XML Metadata Interchange format) and XSLT stylesheets describing the mappings.

The first three points have been exposed in (Menet and Lamolle, 2007) and (Menet and Lamolle, 2008). In this paper we will focus on the last two points.

2 State of the art

Levendovszky [10] defines the mapping as a set of transformation rules of models allowing to translate the instances of a source metamodel into an instance of a target metamodel.

Baïna et al. [3] are focused on the works of Kalfoglou and Schorlemmer [8] to bring a mathematical definition of the interoperability of enterprises applications. After the study of these works, we notice that this definition can be applied to the mapping of models. Indeed, we consider two metamodels \( M_A \) and \( M_B \), A and B are said interoperable if and only if a bijective mapping \( f \) exists. The bijection of \( f \) guaranties that we can construct an instance of the B model from the instantiation of the A model (using \( f \)) and construct an instance of the A model from the instantiation of the B model. From this definition, three interoperability levels are defined, and mappings are identified between the languages A and B:

- Level 2: there is a total isomorphism between \( M_A \) and \( M_B \). Then, all concept of \( M_A \) has its equivalent in \( M_B \) and vice versa. This means that \( M_A \) and \( M_B \) are equivalents;
Level 1: there is a partial isomorphism between $M_A$ and $M_B$. Then, there is a subset of $M_A$ that we call $M'_A$ and a subset of $M_B$ ($M'_B$) such as the interoperability between $M'_A$ and $M'_B$ is of the level 2, these subsets are then equivalents;

Level 0: there is no partial isomorphism between $M_A$ and $M_B$. However, it is possible that some non bijectives mappings exist between $M_A$ and $M_B$. In this case, we cannot talk about a semantic interoperability between $A$ and $B$.

The interoperability of level two is the most difficult to establish in the sense that it is not common to have two metamodels totally equivalents. In this study, we are going to establish a partial matching between $M_A$ and $M_B$ computing the part of $M'_A$ and $M'_B$ compared to $M_A$ and $M_B$ getting then an interoperability of level 1 between XML Schema and UML.

Carlson [4] deals with the transformation of UML models to XML Schema models and in the other way, getting then a bijective mapping between these two formalisms. The mapping realised uses an UML profile defining some XML Schema specific concepts. This profile is used in order to extend the semantic of an UML model to the semantic of an XML Schema model. This approach allows mapping a large part of the concepts introduced by XML Schema, but does not take in count some concepts such has groups (list, union), identity constraints (key, keyref, unique), genericity constraints (substitutionGroup), etc. Moreover, some important UML concepts such as aggregation, composition, association and documentation, are not taken in count during the transformation of an UML model into an XML Schema Model. This mapping has been applied by HyperModel [5]. HyperModel is a plug-in for the Eclipse IDE. This tool is fully operational but suffers of some limitations during the transformation of an UML model into a XML Schema model:

Some concepts are not mapped (aggregation, composition, etc.);

Some elements are mapped many times implying a redundancy of information and an inconsistency in the target model;

A loss of information, more precisely about cardinality constraints, appears on some models;

Some XML Schema models generated by Hypermodel are not valid according to the specifications of the W3C.

Routledge and al. [13] address the mapping between UML and XML Schema in a traditional way through the three levels approach from the databases domain, namely the conceptual, the logical and the physical levels. In the context of an UML class diagram, the conceptual level describes objects and their relations. The logical level represents the XML Schema data structure through an UML profile. The physical level directly represents the XML Schema model. As for Carlson’s works, some UML specific elements such as aggregation, composition and other are not taken in count.

Other works have been realised in the same context by Conrad and al. [6], Wu and Hsieh [19] and Kurtev and al. [9] but also suffer of the same limitations that the works previously presented.

In [11] and [12] we have enriched conceptually XML Schema by adding extensions allowing to define object relations, and UML by the definition of a profile specialising UML to the semantic of XML Schema, with the aim of establishing correspondences between these two formalisms. These correspondences allow us to specify bidirectional mappings between UML and XML Schema.

3 UML/ XML Schema mapping specification

We will now introduce the rules of mapping between UML and XML Schema elements, including the concepts describing the relations of dependency.

3.1 Classes

In our rules, an UML class is mapped to an XML Schema element ($<xs:element>$) having a complex structure or to a global complex element ($<xs:complexType>$). In our previous works, we have introduced through an UML profile some stereotypes specialising UML to the semantic of XML Schema. Some of these stereotypes allow to add additional information to UML classes. So, the stereotypes $<xs:choice>$, $<xs:all>$ and $<xs:sequence>$ are used for example to indicate that a classe has to be transformed into an XML Schema complex element having respectively a structure of the form $<xs:sequence>$, $<xs:choice>$ or $<xs:all>$. The notion of root element has been defined in the semantic of XML Schema with the stereotype $<xs:element>$. If an UML class is declared as abstract, this property is materialised by the ‘abstract=true’ attribute in the corresponding XML Schema element. These rules given, it is possible to perform the reverse operation, defining an UML class from an XML Schema element having these properties.

3.2 Attributes

UML attributes are transformed into simple XML Schema element $<xs:element>$ with the attribute value $<xs:type>$ a data type. The corresponding XML Schema element generated is included by a $<xs:sequence>$, $<xs:choice>$ or $<xs:all>$ element according to the stereotype applied to the UML class. We have introduced the stereotype $<xs:attribute>$ in order to specify that the UML attribute has to be transformed into an XML Schema attribute $<xs:element>$ and not into an element $<xs:element>$. 

3.3 Cardinalities

UML cardinalities are transformed into attribute <xs:minOccurs> or <xs:maxOccurs> held by the corresponding element. Cardinalities may concern associations, aggregations, compositions and attributes.

3.4 Natives data types

The natives data types defined by UML such as int, double, float, string, etc., are mapped to the corresponding XML Schema entities, respectively <xs:int>, <xs:double>, <xs:float>, <xs:string>, etc.

3.5 Redefined data types

A redefined data type allows to specify constraints on data types or to define new business types. We have defined the stereotype <<SimpleType>> allowing to indicate that the corresponding UML element is a redefined type. In UML, we defined the properties of the redefined data type with an annotation. The corresponding XML Schema element is constructed from the information defined in this annotation. In our mapping, we include the XML Schema constraints on data types. It is then possible for a redefined data type to specify some constraints conform to the specification of the W3C such as length, min/max length, enumeration, fractionDigits, totalDigits, min/max Inclusive, min/max Exclusive.

3.6 Generalisation / Specialisation

An UML class stereotyped <<abstract>> is declared as abstract and is a generalisation of one or many concepts (classes). In our previous works, (Menet and Lamolle, 2007) and (Menet and Lamolle, 2008), we have defined XML Schema extensions allowing to materialise “object” relations. Generalisation and specialisation are mapped in XML Schema to an element with the following extension:

3.7 Aggregation and composition

The aggregation (respectively composition) is mapped to an XML Schema element with the following extension:

```xml
<xs:annotation>
  <xs:appinfo>
    <osd:aggregation />
  </xs:appinfo>
</xs:annotation>

UML cardinalities are represented by the XML Schema attributes <xs:minOccurs> et <xs:maxOccurs>.

3.8 Notes and documentation

Documentation or a note is a low variant of constraint; it is a text for the reader but not executable by a computer. In an UML class diagram, a note is linked to the element it refers. Notes and documentations are translated into XML Schema by the following extension:

```xml
<xs:annotation>
  <xs:documentation xml:lang = "en_EN">
    Text
  </xs:documentation>
</xs:annotation>
```

The xml:lang attribute allows to specify the associated language to the note or documentation.

4 Mappings application

We have presented in the previous section the mappings between UML and XML Schema basic elements. UML is a graphical formalism for models representation and XML Schema is a description language for structured models. The application of our mappings needs to be able to represent XML Schema and UML models in a common formalism.

4.1 XML Metadata Interchange Format (XMI)

XMI is a formalism of models representation, recommended by the ODMG (Object Management Group, 1999) created for the purpose to exchange models between modelling tools. The UML representation of a model represents the abstract level of this one; the concrete level is materialized by the XMI representation of this model. XMI
can be used as a pivot format to represent and manipulate an UML model. The figure 1 presents an UML class and its XMI representation.

Figure 1. XMI representation of an UML class.

An XMI document has the structure of an XML document. An XMI document contains two important parts: a “header” and a “content”. The “header” part defines the information about the model such as owner, description, date, etc. The “content” part defines the content of the model, i.e. the classes, stereotypes, associations, etc. Several softwares (such as ArgoUML, Rational Rose, Objecteering, etc.) include some functionalities of import and export of UML models in the XMI format. However, these softwares can generate for the same UML model a valid XMI document but not having the same structures, making difficult the exchange of models between applications. The major drawback requires us to apply our own mappings to generate XML Schema, correspondingly to the W3C standards, in order to facilitate the exchange and interoperability of models between applications.

4.2 XSL Transformation

XMI can be used to represent an UML model as an XML document, then allowing to establish a correlation between an UML model and an XML Schema model. XSLT is a language allowing to apply transformation rules to an XML document producing an other XML document. These transformation rules are described in an XSL stylesheet. The figure 2 describes the process of transformation:

Figure 2. XSLT process transformation.

4.3 Case study

This section presents a part of an UML model and its equivalent in XML Schema after the application of the mapping rules that we have established. We also compare this conversion with a mapping realised with HyperModel. The figure 3 presents an UML class diagram of a simplified network train. This UML model is composed of concepts and relations between them. In our example, we highlight the relationships of association, aggregation, composition and redefined types. Then we have for example defined the concept Train as composed of an engine, wheels (notion of composition), being able to have wagons (notion of aggregation) and having properties such as a type and a trademark. We associate a driver of type DriverType with a train. The concept DriverType is a specialisation of the concept PersonType. The concept PersonType defines properties such as firstname, lastname and birthday. We have also defined the property email representing the use of a redefined type. The class Email uses the stereotype <<SimpleType>> indicating that it is a redefined type in the XML Schema sense. The properties of this redefined type are expressed in an UML annotation specifying values for SimpleType::base, SimpleType::pattern and SimpleType::whitespace. The root of the schema is specified by the stereotype <<Root>>, applied to the class NetworkTrain. The classes defined in this model are also stereotyped <<Sequence>>. This stereotype specifies that the corresponding class represents a complex element of the type <xs:sequence> in the XML Schema definition. From this diagram an XMI document is generated and we apply it on an XSL style sheet. This style sheet is composed of
rules defining the mapping that we have previous presented.

Figure 3. Example of an UML model.

After the application of our mappings, we get an XML Schema model. Figure 4 a part of the corresponding XML Schema model:

```xml
<xs:element name="NetworkTrain" osd:access="--">
  <xs:annotation>
    <xs:documentation>This diagram is the representation of a network train</xs:documentation>
  </xs:annotation>
</xs:element>
```

1. We have chosen to not present our style sheet because it is only a technical implementation of our mappings.
Using the UML formalism we are able to introduce semantic constraints to XML models, bringing more signification to relationships inside models. By semantic constraints, we talk about object features such as aggregation, composition, generalisation and specialisation. It is not possible explicitly with XML Schema to express such constraints. Indeed, an aggregation can be materialised with the XML Schema keyref mechanism but the life cycle of such relation is not evidently expressed. We have then introduced these features through the mechanism of extension suggested by the W3C. With our extensions (noted <osd:composition>, <osd:aggregation> in the previous code example) we can describe the semantic links between concepts. More precisely, the concept Train is a composition of wheels, engine, and an aggregation of wagons. These semantic links have strong impacts on optimising data. Indeed in our previous example the composition implies that there cannot be instances of the concept Engine without instances of the concept Train. Deleting an instance of concept Train implies that all dependent instances (Engine) will be removed. So, the deletion process is optimised. In the other hand, the aggregated instances (Wagon) will not be deleted in the case of aggregation between concepts. Generalisation and specialisation relations are used to factorise data. In the generalisation case, common attributes are gathered in a general concept. For example, attributes such as firstname and lastname are common to the concepts driver and mecanician. These two attributes are migrated to the concept PersonType to factorize data, avoiding duplication of their definition in the concepts driver and mecanician.

As a comparison, we have defined in HyperModel the same UML class diagram that the one presented in figure 2, and we have then used the functionalities of transformation proposed by HyperModel in order to get an XML Schema model. During our comparative study, we have noticed some losses of information at the end of the transformation processed by HyperModel:

- Loss of documentation. The documentation associated to the NetworkTrain class has not been defined during the transformation. Unlike HyperModel, our mappings handle the definition of documentation associated to UML elements such as classes, attributes and relations (association, aggregation, etc.).

- Loss of constraints on redefined types. The constraints on the redefined type email defined in the class <<SimpleType>> email have not been taken in count during the transformation.

- Loss of semantic about relationships between concepts. Indeed, the relationships such as association, aggregation and composition are confused during the mapping between the UML class diagram and the XML Schema model. The mappings we have defined explicitly express the nature of the relations between concepts through the introduction of annotation in XML Schema models.

5 Conclusions

The need to communicate and to exchange is the result of various evolutions in the model development process. Indeed, the increasing size and complexity of models, the heavy use of networks and the intervention of different specialists in the field in the design imply communication and exchange. We have seen that we can facilitate communication between people by using a common formalism, UML in our case, as an abstraction of any technical language. UML is a powerful and flexible modelling language and XML became a standard for data interchange on the Web. The use of these two technologies addresses interoperability and a standard means of exchanging and defining models. The introduction of UML has been realised by the creation of matches between XML Schema and UML, matches that have enabled to define bidirectional mappings between these two standards. Introducing extensions in a XML Schema model and defining an UML profile, we get an interoperability of level 1 between UML and XML Schema filling some limitations that we have presented in sections 2 and 4. Indeed, our extensions allow us to establish some matches between
concepts that have not been taken in count in previous works such as the notions of aggregation, composition, documentation, etc. Managing the notions of aggregation and composition allows to highlight explicitly the semantic links between elements and then bring important information about their life cycle.

The following of our works will be focused on the improvement of our mappings for example considering the definition of OCL (Object Constraint Language) [15] constraints and the development of a tool allowing to define UML and XML schema models in order to make the semi-automation of the mappings and the validation of models by the experts of the domain easier.
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