Secure computation outsourcing

MOEZ BEN MBARKA

Cryptolog, Paris - CNRS Labri Lab, Bordeaux
benmbark@labri.fr

Abstract

Computation outsourcing is used when an entity needs to execute a task but does not have the appropriate computation power to perform it. In this paper, we will survey the approach of delegation: instead of doing the computation locally, the entity outsources it to one or more external helpers which have the appropriate resources. Although this can safely be done for most everyday life tasks, it is a more complicated question when dealing with computations which involve security requirements. Indeed, the entity owner may wish that the computation input to be kept secret from the helper. Furthermore, the involved helpers may be dishonest or corrupted and thus the task owner have to check that the returned result is correct. We will first survey some research works related to secure computation outsourcing. Then we will show some outsourcing models and related issues.
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1 Introduction

Computation outsourcing is used when an entity (the client) needs to execute a task but does not have the appropriate computation power to perform it. The task is then delegated to external helpers (the servers) which have the sufficient calculation power. Secure outsourcing refers to an outsourcing in which security requirements are involved. The main issue of a secure outsourcing is to delegate a computation to a set of untrusted helpers without revealing neither the input nor the output.

The key idea is for the client to do some pre-processing over the input before sending it to the helpers, and then to do some post-processing over the helpers result to recover the final computation output. There are two main pre-processing methods to hide the secret input: disguise and encryption. The disguise is to apply some functional or mathematical transformations over the input. The encryption is a particular disguise method which consists in encrypting the input using a secret key. The main difference between the two methods, is that the disguise method can be broken provided the helpers know some information about the disguise operations, while, the encryption can not be broken even if the encryption algorithm is known (provided that the encryption key is kept secret).

The next section will survey main secure outsourcing research works. In the section 3, we will propose an outsourcing model and try to formalize the secure outsourcing requirements.

2 Related work

Many works have been done in the framework of secure outsourcing in the scope of many research areas.
In [19] [14] [27] [21] [15] [23] [20] [26] [9], issues related to outsource the modular exponentiation are evoked. The main objective is to define server-aided protocols for public key algorithms, allowing for example fast generation of RSA signatures into low cost cryptographic processors like smart cards. Several protocols have been proposed to solve this problem, and many have been broken. In [26], the authors proposed a server-aided RSA computation protocol which has been broken using passive and active attacks in [23] [31] [28].

In [9], the authors proposed a protocol to outsource the RSA key generation. The protocol was then improved in [13] to support collision attacks (namely the attacks in which the servers collude to share information about the computation). However, the protocol has been broken in [12].

In [1], the problem of secure outsourcing is addressed by encrypting the computation input. Basically, the client computes $y = E(x)$ where $x$ is the input to hide and $E$ is an encryption function, then gives $y$ to the untrusted server. The server performs the computation and returns $y' = F(y)$ to the client. Then, the owner recovers the final output by computing $F(x) = D(y')$. The author proposed encryption schemes for some well-known functions (like the discrete logarithm problem). However, he didn’t address the problem of the correctness since he assumed that the server always perform the computation he is expected to perform.

In [7], Blaze proposed a protocol to outsource secret-key encryption and decryption. Luck found a serious weakness in this protocol and specified a new one in [25]. This new protocol was later broken by Blaze in [8]. In the proposed protocols, the server knows for each encryption request both the plain-text and the cipher-text but only the tamper-resistant device is trusted with the key. The authors didn’t address the problem of hiding the input or the output from the server.

Solutions to securely outsource scientific computations (matrix multiplications, differential equations, String matching...) have been discussed in [2] [3] [5] [6]. Most of these solutions are based on mathematical disguise methods in the client side. Many disguise techniques suitable for scientific computations have been proposed by Mikhail in [5].

The papers [29] [4] [24] have addressed many issues related to the security of mobile code. This class of problems is similar to the problem of secure outsourcing since the mobile code has to be protected against cheating and potentially curious and/or malicious hosts. Additionally, the code owner (called the originator) may want that the computation input and output have to be hidden from the host. Some research works have attempted to provide generic solutions using function hiding techniques. The aim of function hiding is to provide confidentiality and integrity to the functions being executed under an untrusted host. “Function confidentiality” means that the host does not learn anything about the function. “Function integrity” means that the code owner can check the correctness of the result. [24] proposed an efficient solution to hide any function that can be represented as a Boolean circuit. Other hiding schemes have been proposed in [29] and [30]. For usual secure outsourcing use-cases, “Function confidentiality” is not needed since the untrusted helper may know which function to execute.

On the other hand, mobile code may need more security requirements. The host manager may want to prevent the execution of malicious mobile code by checking the code integrity to prove that it comes from a registered originator. This issue has also been widely addressed through containment mechanisms like sandbox and applet-firewall.

In [22] and [17], another related problem is addressed. The objective is to overcome the current memory limitations of trusted handled devices. The main issue is to provide the same level of security to the externally stored data as if it was protected inside the trusted environment. The key idea is to encrypt the data using a secret key stored into the trusted device. Then the data can be stored in an external memory resource. The trusted device simply acts as a key to access the
data providing data privacy.

3 An outsourcing model

In this section we will try to formalize a simple outsourcing scheme. Let's say we have a tamper-resistant trusted device $A$ storing a secret key $S$ owned by a user $U$. $U$ wants to execute an algorithm $F$ using this key. Since, $A$ does not have an appropriate computation power to execute $F$, we need to outsource the most part of the computation to an external helper $B$ which have sufficient computation resources. If $B$ is trusted, then $A$ can simply pass $S$ and the input of the computation to $B$. However, we are going to consider $B$ as an untrusted and potentially malicious helper.

First let's introduce some notions [19] [18]. A communication channel is said private if the content of the communication can not be observed by anyone who is neither the sender nor the receiver. The channel is trusted, if the receiver can have confidence on the origin of the received data. If a channel is both private and trusted, we will say it is secure. If it is neither trusted nor private, then we say it is unsecure. In our model, we are going to suppose that the communication channel between $A$ and $B$ is unsecure.

In addition to $S$, $F$ may need an external input $X$ which will be given to $A$ by the $A$'s owner through a secure channel. An input/output can have one of the following properties:

- **secret**: if it is only available to $A$ (e.g.: the secret key).
- **protected**: if it is only available to $A$ and $A$'s owner.
- **unprotected**: is available to $A$, $A$'s owner and $B$.

We will denote the input as $X = \{X_s, X_p, X_u\}$ where $X_s = S$ denotes the secret input and $X_p, X_u$ denote respectively the protected and unprotected input. Similarly, we will denote $Y = \{Y_p, Y_u\}$ the computation output such as $Y_p$ and $Y_u$ represent respectively the protected and the unprotected parts.

The figure 1 shows a typical outsourcing scheme:

1. $A$ performs a pre-processing function $A_{pre}$ over $S$ and $X_p$.
2. $B$ executes the outsourced part $B_F$ of the computation and returns the outputs $Y_u$ and $Y'_p$ to $A$.
3. $A$ performs a post-processing function over $Y'_p$ to get $Y_p$.
4. $A$ computes a validation boolean value $V(Y)$ to check the correctness of the output.

We will denote $O_{A,B}(F)$ a protocol to outsource a computation $F$ from $A$ to $B$. A typical secure outsourcing scheme should have the following properties:

**Property 1 Security:** $O_{A,B}(F)$ is secure, if $B$ does not learn anything about $S$ or $X_p$ during the actual computation.

Formally: $O_{A,B}(F)$ is secure, if computing $S$ and $X_p$ using $A_{pre}(S, X_p) = X'_p$ is unfeasible.

The definition of “unfeasible” depends on the wished security degree of the scheme. Some outsourcing protocols cited in the section 2 define it as the fact that $B$ can not deduce $S$ or $X_p$ from $X'_p$ in a polynomial time.
Property 2 Correctness: \( O_{A,B}(F) \) is correct, if \( A \) can efficiently check that the output returned by \( B \) is actually the correct output.

Formally: \( O_{A,B}(F) \) is correct, if there is a polynomial time function \( V(Y) \) that returns \( \text{true} \) if the output verifies \( Y = F(X) \), \( \text{false} \) otherwise.

Some of the solutions cited in section 2 define the notion of probabilistic correctness. It means that, \( A \) is only able to detect \( B \) failures with a probability \( P \).

Property 3 Efficiency: \( O_{A,B}(F) \) is efficient, if the time taken by: \( A \) pre- and post-processing, \( A-B \) communication latencies and \( B \) computations is less than the time that would be needed by \( A \) to perform the full computation.

Formally, \( O_{A,B}(F) \) is efficient if \( T_A(A_{\text{pre}}) + T_B(F) + T_A(A_{\text{post}}) + T_A(V) + T_{A,B} < T_A(F) \). Where \( T_A(F) \) denotes the execution time of a function \( F \) within \( A \) and \( T_{A,B} \) denotes the communication latencies between \( A \) and \( B \).

3.1 Possible settings

In the model shown in the figure 1, we assumed that the user \( U \) have a secure input/output channel with the trusted device \( A \). In usual cases, \( A \) may be a HSM* connected to a server \( B \) which has to route all \( U \) requests to \( A \). In the figure 2, \( U \) can only send requests to \( A \) through an unsecure communication channel with \( B \).

If \( U \) is a human user, then obviously he can not provide any protected input to \( A \), since any disguise method which could not be broken by \( B \) is out of the ability of a normal human being. Moreover, \( U \) will not be able to check the correctness of the computation output and thus he can completely be duped by \( B \).

However, if \( U \) is a machine, then the model can be adapted to provide the three basic outsourcing properties: security, correctness and efficiency. The adaptation consists in that \( U \) will perform the pre- and post-processing over the protected input/output and will also compute the function \( V(Y) \) to check the correctness of the result. \( A \) will only need to disguise the secret key to hide it from \( B \).

---

*HSM: Hardware Security Module
The model can be simplified (figure 3), if we assume that $U$ does not need to hide any input or output from $B$. Thus, $U$ will not perform any disguise method which may lead to more efficiency. However, in this case, the user is more vulnerable to attacks based on the knowledge of the input and the corresponding output. Moreover, if an attacker can control $B$ (can see any computation input and output) and at the same time can behave as a user $U$ (we assumed that $U/B$ channel is not secure), then he can carry out attacks based on chosen input. For example, if $F$ is a secret key encryption, an attacker can carry out chosen plain-text attacks to compromise the secret key [16][10].

The model can still be simplified by removing the need to check the correctness of the output. However, to keep the security and correctness properties, we need to make more security assumptions about $B$. First, $U$ must trust the code being executed by $B$. It is the case for example, if $U$ is also the code owner. Thus, $U$ can trust that $B$ will not maliciously return wrong results. On the other hand, the communication channel between $B$ and $U$ should be at least trusted. It means that $U$ should be sure that he is talking with the code he trust within $B$. Otherwise, he can be duped by a malicious code which tries to behave as the trusted code.

![Figure 2: An outsourcing scheme where $U$ can only communicate with $B$.](image)

![Figure 3: A simplified outsourcing scheme.](image)

4 Conclusion

As described in the previous section, the outsourcing scheme relies heavily on the trust parameters. More the server is trusted, less the client have computations to perform and more the scheme is
efficient. Furthermore, the outsourcing scheme depends on whether the user can directly interact with the tamper-resistant device or whether all user requests are routed through the untrusted server.

Although many research works have been done in the scope of secure outsourcing, it seems that no general and generic solution exists. All of the proposed solutions (section 2) are only appropriate for specific situations. One of the main issues that have to be evoked if such generic solution exists is how to formally prove that the scheme verifies the three secure outsourcing properties (security, correctness and efficiency) for any situation.
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