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Abstract

Multi-agent systems are one of the prospect approaches to simplification of complex system development. They introduce a natural abstraction layer on top of autonomous actors. Since multi-agent systems are strongly parallel the appropriate paradigms or tools have to be used. This article will demonstrate the application of our developed kind of high-level Petri nets to the deliberative agent modeling and simulation. This formalism is called Object Oriented Petri Nets (OOPN). It introduces a powerful means for description of concurrency and a high level of system dynamism. Moreover, OOPNs are a part of a framework intended for simulation based design featuring model continuity. It means that a model developed incrementally in a simulated environment can become a part of target applications.

1. Introduction

There are three basic approaches to design artificial agent architectures. The key difference is whether the agent is endowed with a symbolic representation of the world it lives in or not. The agents that do not have any such representation are called reactive agents, whilst the other ones are called deliberative. The third possibility is to combine both approaches and create a layered architecture, such agents are called hybrid. All the three approaches have their advantages and disadvantages, which are discussed elsewhere [8].

Agent and multi-agent systems are inherently parallel – there are two main sources of parallelism. First of them is the parallelism in the whole system, i.e. the interaction among agents, concerning these autonomous units affect simultaneously their environment. The second source can be found inside the agent as most of the non-trivial agents are equipped with plenty of sensors and actuators, so they have to perform several tasks in parallel.

In this article we present our approach to modeling deliberative agents using the formalism of Object Oriented Petri Nets (OOPN). The motivation of our work is that Petri nets seem to be a suitable means to model agent systems. Their main advantages are pure description of concurrency, good comprehensibility and visual representation of the models combined with strong mathematical background, allowing automatical analysis and checking of model properties. There have been some works done in the area, for example [9] or [14]. These studies were implemented in the Design CPN tool, a well known coloured Petri nets (CPN) software. However, the CPN lacks one property, which we find essential for agent systems – dynamics.

OOPN and the associated PNtalk system were designed as an original attempt to bring high-level Petri nets closer to programming languages [4]. The project started as a consistent combination of high-level Petri nets and objects in Smalltalk. The main aspect of using OOPN and PNtalk for deliberative agent modeling is that it introduces a powerful means for description of concurrency and a high level of system dynamism. The other important advantage concerns a possibility to use OOPN as a part of Smalltalk environment in different scenarios. The model can be incorporated with Smalltalk program, so that it is connected to real environment [15]. Thus, the model can describe behavior of agent at the abstract layer but it also can define a real agent or its part. This property allows for safer development of agent-oriented software – thanks to a formal base of used paradigms we are able to check correctness of models and, consequently, these models are to be a part of developed software without needs for the model implementation in some programming language.

We will demonstrate principles of OOPN modeling on a simplified version of a classical example – Cleaner world. The article is structured as follows. Firstly, we will briefly describe the basis of OOPN. Then we will outline a deliberative agent and an idea about the Cleaner world example. Finally, we will show the model of Cleaner world in the OOPN formalism.
2. Object Oriented Petri Nets

General ideas about Petri nets have been introduced by C. A. Petri in early sixties. Longtime experiences have confirmed that Petri nets are powerful graphical tools having a mathematical foundation suitable for describing systems and their processes that can be termed as asynchronous, parallel, and distributed. Nevertheless, Petri nets lack a possibility of hierarchical description of models so it is hard to use them for complex systems modeling. To avoid this disadvantage, several extensions of Petri nets were designed. These Petri nets are called High-level Petri nets (HLPN). One of the HLPNs is the formalism of Object Oriented Petri Nets (OOPN) [4, 5] which has been developed at our faculty.

2.1. Basics of OOPN paradigm

OOPNs cover advantages of both kinds of used paradigms – Petri nets allowing developer to describe properties of the modeled system in a proper formal way and the object-orientation bringing structure and a possibility of net instantiation into models based on Petri nets. Object-orientation of the OOPN formalism is based on the well-known, class-based approach in Smalltalk-like style. It means that all objects are instances of classes, every computation is realized by message sending, and variables can contain references to objects. A class defines behavior of its instances as a set of methods (they specify reactions to received messages). A class is defined incrementally, as a subclass of some existing class.

OOPNs enrich the classical kind of object orientation by concurrency. Each object is an active server which offers reentrant services to other objects. It can also perform its own autonomous activity. Services as well as the independent activity are described by means of high-level Petri nets – services by method nets and object activity by object net.

The object net is instantiated immediately the new object is created. When some other object requests the object service, the appropriate method net instance is created and its execution starts. The net consists of places and transitions, tokens in the nets are references to objects. A transition has a guard restricting its firability and an action to be performed whenever the transition is fired. Arcs between places and transitions are inscribed by multiset expressions specifying multisets of tokens to be moved from/to certain places by the arcs associated with a transition being fired. The only way how to perform an object service (method) is to send a message to appropriate object from a transition action. A transition can be fired more times at the same time for various bindings (e.g., if a transition is conditioned by a place having two tokens – the transition can be fired twice). So the concurrency is not restricted to nets invocations, but the finest grains of concurrency in OOPN are transitions themselves.

The method net contains a special place named return providing a return action of the method. If some object is placed into the return place, it indicates the method invocation is able to finish. Once the calling transition claims this object then the method invocation is finished. To each argument of a method there is a corresponding place having the same name as an argument. These places are used for passing data (objects references) between calling transition and the method net.

Apart from method nets, classes can also define special methods called synchronous ports that allow for synchronous interactions of objects. This form of communication (together with execution of the appropriate transition and synchronous port) is possible when the calling transition (which calls a synchronous port from its guard) and the called synchronous port are executable simultaneously.

Every token points to an object, including numbers, strings, etc. An object can be either primitive (such as a number or a string – defined by Smalltalk), or non-primitive (defined by Petri nets). The way how transitions are executed depends on transition actions. A message that is sent to a primitive object is evaluated atomically (thus the transition is also executed as a single event), contrary to a message that is sent to a non-primitive object. In the latter case, the input part of the transition is performed and, at the same time, the transition sends the message. Then it waits for the result. When the result is available, the output part of the transition can be performed. In the case of the transition guard, the message sending has to be evaluated atomically. Thus, the message sending in a guard is restricted only to primitive objects, or to non-primitive objects with appropriate synchronous ports.

2.2. Interoperability

The formalism of OOPN forms a base of the PNTalk system. PNTalk provides a framework for simulation based system development. It means that the developer designs the system using formal models (OOPN) with which he is able to check a correctness of a modeled system by either formal verification or simulation methods. Moreover, our research assumes, that models can serve as a part of target application [7]. This implies, that there has to be a way of cooperation between OOPN and objects of different paradigms. So far, we have implemented an interoperability of OOPN and Smalltalk objects, so it is possible to transparently access OOPN objects from Smalltalk and vice versa. It is important for the reason of models deployment in real software applications.

The current PNTalk implementation allows for higher level of dynamism and higher level of control over the PNTalk features. PNTalk classes are special objects
which can be built incrementally during run time (like in Smalltalk). PNtalk classes and objects are implemented by their meta-objects in the PNtalk system architecture [5, 6]. Since these meta-objects can be manipulated programatically, this architecture allows for modifications of PNtalk classes as well as instances and their components (places and transitions) during run-time. Along with an interoperability it constitutes a basic means for the future research in the field of agent system design.

2.3. Illustration of OOPN

An example illustrating the OOPN formalism is shown in Figure 1. This example was demonstrated in [7] – we will show only small part of it. The fragment of the class Conference in Figure 1 has object net containing one place (authors), one method net (addAuthorNamed:), and one synchronous port (author:).

![Figure 1. The OOPN example.](image)

The method addAuthorNamed: serves for creating new author as an instance of the class Author and adding this object into the conference system (place authors). The synchronous port author: allows for testing whether an author passed by a formal argument a is added to a conference system.

Moreover, the synchronous ports can play another role. The transition testing for its firability and possible bindings has two basic steps. Firstly, the conditions (arcs) are resolved (and the variables are bound) and, secondly, the guard is evaluated. The guard can call synchronous ports. The transition can be fired only if all the called synchronous ports are able to fire simultaneously. If some transition requires the synchronous port call without bound arguments, the possible bindings of synchronous port arguments are resolved. For instance, if a transition calls the synchronous port authors: with unbound variable a (see the right side in Figure 1), then the synchronous port resolves (makes bindings for) all the registered authors – the transition will be enabled to fire for several different bindings (i.e. authors in our case).

3. Deliberative agents

The limit of reactive agents is their inability to plan next actions, which is caused by the fact that they do not have any representation of the world they are situated in. That means one cannot assign them tasks like "move to place XY and there do action YZ" because they simply do not know, where or what XY is. That is why we find the deliberative agents more perspective, although more difficult to create. Some of the most known deliberative architectures are Shoham’s AOP (Agent Oriented Programming) [13] and the arguably most successful reification of the paradigm – the BDI architecture, based on the work of philosopher Bratman [1].

The BDI architecture has theoretical background – mainly the Rao and Georgeff’s BDI CTL multimodal logics [12] as well as a lot of implementations: PRS [3], dMars [2], Jadex [10] etc. However there is a large gap between the theory and implementing systems. That is why many attempts to formalize the implementing architectures were undertaken, e.g., the AgentSpeak(L) [11] language or a formal description of the dMars system [2]. These specifications are again based on different kinds of logics, which means they are rather abstract, not very visual nor directly executable.

Our aim is to create a fully functional model of a complete BDI system using the OOPN formalism, which will allow us to experiment with different options and development choices in the architecture. In the following section we will illustrate some of the aspects of this problematics.

The BDI agent has typically several important components – beliefs about the world, plans, goals, intentions and the interpreter. In our case study, we will deal mainly with beliefs, plans and events.

4. A Model of the Cleaner World

As an example, we have selected the Cleaner world, a commonly used benchmark toy-application. Basic idea of the cleaner world is that an autonomous cleaning robot has the task to clean up dirt in some environment. A variant of such world has been used in article describing AgentSpeak(L), formal description of dMars and a more complex variant has been implemented in the Jadex system.

In the following text, due to limited length of the article, we use a very simple variant, which allows us to demonstrate the basic ideas. The world is defined by a discrete 2-D grid, some fields contain waste, which needs to be cleaned; the waste appears randomly. Apart from the waste, there are bins and an agent in the grid. The agent is able to perform these three atomic external actions: pick waste, move to an adjacent field and drop waste. It is able to carry one piece of waste at a time. The situation can look
like the one on the Figure 2. The grid contains a bin at position $(3,2)$, two pieces of waste at positions $(4,4)$ and $(6,5)$, and an agent at position $(7,6)$.

![Figure 2. The Cleaner World example.](image)

4.1. Agent’s representation of the World

In deliberative agent architectures, the usual way to represent the state of the world is to use some kind of logic, e.g., first order logic. The representation of our example could look like this:

- wastePosition(5,6).
- wastePosition(4,4).
- binPosition(2,3).
- agentPosition(6,7).
- carryingWaste.

Following the Prolog–like syntax, the semantics of agent’s actions can be transformed into four rules, manipulating the database with assert/retract clauses: moveToWaste(), moveToBin(), pickWaste(), and dropWaste().

In OOPN, the most straightforward way to represent such facts is to create a place for each type of predicate, as it is shown in Figure 3. The tokens represent values of single predicates (in our example the structure denoted $(x,y)$ represents a list and the symbol #e represents a black token without any specific value).

![Figure 3. Agent’s representation of the world in OOPN.](image)

The actions can also be transformed into OOPN in a pretty straightforward way as transition with appropriate guards. The whole situation is shown in Figure 4.

![Figure 4. Representation of the Cleaner World in OOPN.](image)

4.2. Plans

Plans represent agent’s procedural knowledge how to achieve its goals. Our agent doesn’t do any STRIPS–like first order planning, it only uses the plans prepared by the user (so called second order planning, common in BDI agent architectures). The concept of plans is modeled using a class hierarchy. The abstract plan provides means for plan identification (plan-id), plan lifecycle and the necessary reference to the agent, which allows the plans to test agent’s belief base and ask it to perform the atomic external actions. The plan lifecycle defines states in which a plan can be – currently the states ready, active, suspended, succeeded and failed are supported. The change of the plan state is in most cases connected by the fact, that the current version of OOPN doesn’t support inhibitor arcs. This property is not a problem from the theoretical point of view, as it doesn’t affect the expressive power of the language, but it makes it more difficult to model some aspects (particularly a negation of a transition condition), which causes the models to get larger. That is why this property will be added into the language, so sometimes we skip the implementation details regarding this fact, as they can be translated into models runnable in the current version of PNtalk.

The model in Figure 4 can already be simulated. However, its behavior is non-deterministic when there appear more than one piece of waste or there is more than one bin in the system. That is why the next step is to introduce planning into the system. There are three main abstract concepts (classes) in our model – Plans, Events and Agent.
with events (we will describe this further on in more detail).

The abstract plan has two important places in its object net – `start` and `finish`. These places are not connected, which means that the abstract plan cannot be run. Typically the programmer of the application inherits from this abstract class and adds the transitions and places to suit the concrete problem. In the Cleaner World model, the agent has three concrete plans – `CleanWastePlan`, `MoveToBinPlan` and `MoveToWastePlan`. A part of `CleanWastePlan` can be seen in Figure 5. The transitions perform some of the agent’s atomic actions or they represent a subgoal, which can be achieved by invoking sub-plans (by posting internal events). Places represent the state of the plan. When a plan is created, a token is put into the place `start`. The transitions usually return tokens `#success` or `#failure`, which represent the result of their action and help to determine the selection of next transitions in the plan.

### Figure 5. A small part of the CleanWastePlan, some details were cut out

#### 4.3. Events

An abstract base class `Event` represents the second important concept in the system. Its subclasses provide abstraction for all the changes inside and outside the agent that are relevant. According to the place of origin of the event we distinguish external and internal events.

External events are generated by a transition, which models agent’s sensors. In our example four basic types of external events can occur – appearing and disappearing of a piece of waste or a bin. These events are always application specific, so they must be created by the programmer of the application. They can carry arbitrary number of parameters (like the position of a new bin etc.). Internal events are generated inside the plans. They include requests on sub-plan invocation, notification on successful termination or failure of a plan etc.

All the events are put into a place called `EventQueue` located inside the agent class object net (see Figure 6), which provides means for scheduling the plans. Every plan has places and corresponding predicates, which can contain triggering events. In case there is an event in the event queue that matches one of these predicates, the plan’s status is updated (e.g. it is set to `ready` when an event denoting a sub-plan has succeeded) or a new plan is created from the available templates.

The mechanism of event matching is shown in a guard of the first transition in Figure 6. For each plan its triggering events are bound to variable `te` and tested whether satisfy conditions of the event or not. If such a plan is found, the transition is fired for this plan.

#### 4.4. Agent

The main class of our example is the class `CleanerAgent`. It inherits from an abstract class `Agent` (a small part of its object net is shown in Figure 6). The class `Agent` provides means for management of the plans and events described above and the agent’s lifecycle (interpretation of the plans, initialization, cleanup, etc.). We have already mentioned the place `EventQueue`, which is used to store all the events that appear in the system. Another important place in the object net is `PlanTemplates`, which stores samples of all the plans that the agent can use. Plans that were instantiated and concretized are gathered in a place called `PlanInstances`.

An object called `PlanScheduler` selects one of the plans that are in the state `ready` from the place `PlanInstances` (at present the scheduler doesn’t do any optimizations, it just makes sure that only one plan is executed until it is finished or suspended). The state of the selected plan is set to `active`. This plan then performs one step (i.e. fires a transition in its object net, as described above).

The places `PlanTemplates` and `PlanInstances` are connected with the event queue by transitions, which allow changing the plan status or creating a new plan instance from template whenever an appropriate event occurs.

At current version we are not using the concept of intentions to manage the plans, although we plan to incorporate it in the future (at present the agent has simply one intention, in our example to keep the world clean from waste).

The class `CleanerAgent` inherits all these common structures and adds the application specific part of the net.
That means that its object net serves also as the belief base (representation of the world described earlier). The agent’s external actions are represented as methods of this class that can modify the belief base. Apart from these methods, predicates that test the belief base are also available for use by the plans.

5. Conclusions

In the paper, we have outlined the formalism of Object Oriented Petri Nets (OOPN), and we have discussed its usability in the field of deliberative agent modeling. This usability was demonstrated on the example of Cleaner World which has been implemented and tested in the PNtalk system. How we could see, OOPN allow us to model and simulate an agent and its behavior in proper way. During the work on the Cleaner world example we have also discovered some missing properties of the OOPN formalism which do not implicate problems on the expressive power of OOPN, but a description of some modeled aspects is more difficult.

In the future, we plan to create fully functional model of a complete BDI system using the OOPN formalism, and to extend OOPN for its missing properties making a modeling easier. Further research will also be focused on the simulation based design (SBD), thus the development of the system components (e.g. agents) based on modeling and simulation. The Cleaner world example is a first attempt to model agent systems using OOPN including a future possibility to apply principles of SBD. This activities follow on the research at our faculty and they will be provided under new projects which have started this year.
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