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ABSTRACT

To share Knowledge coming from disparate and heterogeneous environments, we propose the use of semantic Web services to provide a common Knowledge format and meaning. Semantic Web services would require careful usage of combined technologies. On one hand, XML Web services technology because of their system agnostic nature and the ease of integration and, on the other hand, the semantic Web can define and link Web data in a way that it can be understood and used by software agents. This mixed technology may be a solution to functional interoperability, technical interoperability, semantic interoperability and flexible development in heterogeneous environments using the Internet as the main infrastructure. In this paper a survey of semantic Web services is realized to show that they ensure interoperability. Four aspects of Web services are presented: (1) Standards of XML Web services (eXtended Markup Language Web services) and their limits, (2) Languages and Tools of Semantic Annotation, (3) Web Services Composition, and (4) Performance Evaluation. Observations on some new challenges brought by semantic Web services are cited. Furthermore, a comparative study is presented, over the Internet and Intranet, based on numerical results using a discrete event between semantic Web services and distributed middleware, e.g. CORBA (Common Object Request Broker Architecture) and JAVA RMI (JAVA Remote Method Invocation).
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1. Introduction

Globalization, cooperation and collaboration have substantially changed the software world and have contributed to the emergence of Knowledge sharing culture in open and large environments (Beau et al., 2010; Sinderen, 2008). Actually, an individual human user cannot produce Knowledge and competencies but by collaboration with other human users and companies a rich source of Knowledge and competencies can be created. Thus, Knowledge representation becomes a central problem (Chein and Mugnier, 1992; Nonaka and Takeuchi, 1995; Davenport and Prusak, 1998; Gasmi et al., 2010). Knowledge should be used, shared, discovered and exchanged by any user (Human, Smart industrial device, Robot, Software agent, etc.) in heterogeneous and large environments. To solve the problem, a common format and meaning to represent a Knowledge is needed. We refer to this design principle as "generic Knowledge". In order to realize, to represent and to save "generic Knowledge" over the Web, we propose the use of semantic Web services. These latter ones provide the necessary support by defining a standard mechanism for representing, publishing and locating Knowledge.

Semantic Web services would require a careful usage of combined technologies. On one hand, XML Web services technology because of their system agnostic nature, the ease of integration and communications. On the other hand, the semantic Web can define and link Web data in a way that it can be understood and used by software agents. Semantics need to be introduced into the services so that functionalities can be identified on the meaning rather than on the syntax basis. Therefore, adding semantics enables structured information to be interpreted unambiguously. This mixed technology may be a solution for interoperability and flexible developments in heterogeneous environments (McIlraith et al., 2001).

To address interoperability problems in some identified areas of research (e.g. Resource Sharing, Competence Sharing, Negotiation, Web Services Discovery, Web Services Composition, Web Services Security and Web Services Interactions, Bennett et al., 2008; Boudries et al., 2008; Nacer-Talantikite et al., 2009; Gasmi et al., 2010; Niu et al., 2011; Syncar et al., 2002; Nacer-Talantikite and Aissani, 2010; Zhou et al., 2011), standards-based approaches have been proposed such as CORBA, JAVA RMI and XML Web services (Nester et al., 1999; Orfali and Harkey, 1997; Soley and Stone, 1995; Group, 1998; Yu et al., 2008; http://www.omg.org; http://JAVA.sun.com/j2se/1.4.2/docs/guide/rmi/index.html; http://www.WebServices.org; http://www.ws-L.org). However, as a new distributed computing infrastructure, XML Web services technology is an effective mechanism for data and application integration over the Internet. It is characterized by its openness, dynamics, and loose coupling. It provides good support for resources sharing and cooperative works in heterogeneous environments. In addition, the arrival of the semantic Web represents a revolution for Knowledge description and storage.

The semantic Web was defined by Lee et al. (2001) as an extension of the current Web in which Knowledge is given a well-defined meaning by using ontologies (Charlet et al., 2003; Perez et al., 2004; http://www.daml.org/ontologies). These latter ones play an essential role in interoperability because they provide structured vocabularies that describe a formal specification of shared conceptualization (Heflin and Hendler, 2000; Wache, 2001; Cruz and Xiao, 2003; Lin and Ding, 2005; Tsai, 2007; Gordon et al., 2011). Ontologies contribute to resolve semantic heterogeneity by providing a shared comprehension of a given domain of interest. Furthermore, the main challenge of interoperability and data integration is still ontologies matching. The work in semantic Web demonstrates how ontologies can be used to address interoperability problems at the application level. Specifically, ontologies have been used during discovery to express the capabilities of services, as well as the requests for capabilities. Ontologies are used to improve communication between any user by specifying the semantics of the symbolic apparatus used in the communication process. More specifically, Jasper and Uschold (1999) identified three major uses of ontologies: (i) to assist in communication between human beings, (ii) to achieve interoperability among software systems, and (iii) to improve the design and the quality of software systems.

Semantic Web services were introduced first by McIlraith et al. (2001). Their goal was to provide a DAML-enabled agent programming capability that supports writing generic procedures for Web services-based task. And their vision was that agents will exploit users’ constraints and preferences to help customize users’ requests for automatic Web services discovery, execution, or composition and interoperation. But none of these ideas were entirely realized in 2001. However, these latter ones could be realizable nowadays. Semantic Web services can ensure interoperability at three levels regarding the most known distributed middleware proposed in the literature. To our best Knowledge, there exist some research works, in the literature, that gave as overview containing several topics about Web services in the same paper in order to prove that Web services technology contributes to solve the problem of interoperability: Wang et al. (2004) studied four layers (Service Security, Service Composition, Service Semantic, and Grid Services) in order to show that Web services were designed to tackle the problem of integration of heterogeneous sources and make heterogeneous systems interoperable. However, Web services have shortcomings to fully satisfy the requirements of interoperability. Cardoso and Sheth (2005) discussed the Web process life cycle phases (Semantic Web Services Annotation, Semantic Web Services Advertisement, Semantic Web Services Discovery, Semantic Web Services Selection, Semantic Process Composition and Execution Web process). They showed that Web services promise universal interoperability and integration. The key to achieve this relies on the efficiency of discovering appropriate Web services and composing them to build complex processes. Dong et al. (2013) presented a survey of semantic Web Services matchmakers in order to obtain an overview of the state of the art in this research area and to show that Web services provide a standard means for the interoperable operations between electronic devices over the Internet. They summarized six technical dimensions from the past literature and analyzed the typical semantic Web Services matchmakers mostly developed during these years. Gayathridevi and Manikandan (2013) presented five layers (Standards, the Semantic Web, Representation of Semantic
Web Services, Semantic Web Services Composition, and Discovery). They showed that there is a lot of interest in finding ways to create an infrastructure where services could be described that should allow dynamic discovery, composition and invocation with even the Web services standards and recommendations becoming complex. The research around Web Services is intense; several other studies focus on a unique topic of Web services, such as survey on semantic Web services (http:\www.w3.org/Submission/OWL-S)( Lee et al., 2001; Perez et al., 2004; Domingue et al., 2004; Mohebbi et al., 2012), survey on composition (Chakraborty and Joshi, 2001; Zheng et al., 2010; Bartalos and Bielikova, 2011; Portchelvi et al., 2012), and survey on comparison between middlewares (Juric et al., 2004; Gray, 2005; Narang et al., 2014; Artemio et al., 2012).

The motivation of the proposed survey is more about solving the problem of interoperability. Indeed, in the last few decades, the vision of semantic Web services moved toward this interoperability. Thus, our main contribution is to analyze the landscapes of benefits of semantic Web services. Thanks to this analysis, we gain an understanding of the current research and a summary of a series of potential issues, which would provide the foundation for future research in this area. In our survey, we have presented Web services, an emerging technology for the Web. Four aspects of Web services are presented: (1) Standards of XML Web services and their limits, (2) Languages and Tools of Semantic Annotation, (3) Web Services Composition, and (4) Performance Evaluation. They are critical to the success of interoperability in heterogeneous systems. For that, we propose a cartography of semantic Web services, see Fig. 1, which illustrates the link of semantic Web services with research areas and their impact on interoperability.

The paper is organized as follows. Section 2 is devoted to the survey of existing technologies and standards around Web services and semantic Web. A comparative study of semantic description languages is given. Section 3 covers research issues about Web services applications. Three comparison studies are given. Section 4 summarizes a comparative performance study between semantic Web services and other middlewares such as DCE (Distributed Computing Environment), JAVA RMI, COM/DCOM (Component Object Model /Distributed Component Object Model) and CORBA. Numerical simulations have been used to evaluate the results. Finally, in Section 5, we give concluding remarks, and we describe our future work briefly.

2. Standards

To achieve interoperability between organizations in heterogeneous environments, the integrated vision of a reference architecture is needed and associated standards must be agreed upon and cooperation needs of the organizations are taken into account. Indeed, the XML Web services standards (XML, UDDI (Universal Description, Discovery and Integration), WSDL (Web Services Description Language), and SOAP (Simple Object Access Protocol)) are the solution (Sinderen, 2008).

As commonly assumed in the literature, XML Web services are software components of distributed applications which provide services to other applications by using standard Internet technology.2 They respect some properties, such as autonomous object components, loosely coupled, self-described, self-contained, reusable, modular, synchronous and asynchronous, that can be

---

2 By using the standard Internet technology such as Internet protocols: SMTP (Simple Mail Transfer Protocol), HTTP (Hypertext Transfer Protocol), and FTP (File Transfer Protocol).
XML Web services architecture: a Web service protocol stack is used to define, locate, implement and make Web services interact with each other. A Web service protocol stack typically stacks four protocols: (1) transport protocol (HTTP), (2) messaging protocol (SOAP), (3) description protocol (WSDL), and (4) discovery protocol (UDDI).

### Reference architecture

XML Web services technology is SOA (An authority of Architecture Oriented Service) which is an architectural style to re-use and integrate sub-systems in existing systems in order to create new applications (Portchelvi et al., 2012; Papazoglou and Georgakopoulos, 2003; Willy; Karimi, 2011; Balasubramanian and Ruba, 2012; http://www.w3.org). SOA enables flexible integration of applications and resources by (i) representing each application or resource as a service with standardized interface, (ii) enabling a service to exchange structured information (Messages, Documents, Business objects), and (iii) coordinating and mediating between services (Dodani, 2004). SOA is based on a “service” concept. The major goal of SOA is to reverse the tendency which generally shows that the operational processes inside enterprises adapt to the imposed constraints by data processing. XML Web services architecture is based on SOA, and it takes the same actors. The provider of services publishes a contract of interface, defines the functionality and the execution of a Web service. The client consumes the service and uses a universal registry to discover available services. Once a service is located, the client extracts the interface contract in order to execute a service. The registry of services is a virtual database of available services. Each provider publishes a contract of an XML Web service interface in the registry with necessary information (Localization, Access Control, etc.)

The basic infrastructure of XML Web services is illustrated in Fig. 2.

The XML Web services technology was concretized around the specification of the W3C. It is divided into three areas: (1) Communication Protocols (SOAP), (2) Service Description (WSDL), and (3) Service Discovery (UDDI). These current standards revolve around XML to achieve platform independence features. We illustrate each standard of XML Web services technology as follows.

#### 2.1. XML

XML which is a standard of W3C is a universal model of data representation and exchange. It is a simple format text, flexible and also independent of any manufacturer. Adding to this, it gives structure to documents and data (Harold and Means, 2004). It is extracted from SGML language and it benefits from experiences of HTML’s use (HyperText Mark-Up Language). Furthermore, XML offers portable and structured data on heterogeneous structure and programming languages. XML brings the following criteria to XML Web services architecture:

- **Extensibility**: A system can function correctly without losing its main properties during an update.
- **Neutrality**: The required constraints of an application are limited.
- **Structure**: XML represents both document structure and content, offers increased control of information granularity through transformation and query languages.
- **Interoperability**: Communication and data exchange between heterogeneous systems are possible.

#### 2.1.2. SOAP: simple object access protocol

The SOAP protocol is an exchange message's process in heterogeneous environments for application-to-application communication based on XML and on standard protocol HTTP (Kadima and Monfort, 2004). SOAP, a standard of W3C, defines a set of rules to structure dialogs RPC (Remote Procedure Call) to exchange data. It ensures interoperability between components independent of transport mechanisms, operating systems and programming languages.

According to Harold and Means (2004), SOAP is a flexible protocol to connect distributed systems. The purpose of this protocol is to facilitate the access to software services to any user through the Internet.

#### 2.1.3. WSDL: Web services description language

WSDL is a formal language of Web services description according to the standard XML. A WSDL file describes the functionality (Methods, Parameters) and the localization of a Web service (URI, Port, Protocol of invocation). According to W3C (http://www.w3.org/TR/wSDL), WSDL separates the description of abstract functionalities offered by a service from concrete details of service description. As in programming languages, a type signature defines the inputs and outputs for a function. It means that WSDL can be seen as a traditional function, subroutine or method.

#### 2.1.4. UDDI: universal description, discovery and integration

The registry of Web services “UDDI” is a virtual database of existing XML Web services. It is similar to a CORBA trader and can

---

3 It means that UDDI provides a universal registry for business to provide service listings (Web services description).

4 Standard Generalized Markup is a meta-language which makes it possible to define markup languages.
be considered as a DNS service for business applications. On one hand, it allows providers of services to record XML Web services under a standardized format and on the other hand, it concentrates on discovery process of XML Web services satisfying services’ needs in SOA. UDDI becomes an intermediate standard between providers and clients through the Internet and it is a recommendation of W3C. According to Chappell and Jewell (2002), the UDDI project is an initiative of industry which tries to create an independent platform, to describe services, to discover businesses and to integrate services. It means that UDDI provides a universal registry for business to provide service listings (Web service description).

2.2. Observations

Although, the elementary XML Web services infrastructure, mainly based on syntactic standards (XML, UDDI, SOAP, WSDL), is significant and seems to play an important role in interoperability and it gives a new dimension to the co-operation and the collaborative work, these standards are not sufficient enough for the following research issues: Data Exchange, Competencies Sharing (Gasmi et al., 2010; Bouchaib et al., 2010), Communication machine to machine (Zhou et al., 2011), Web Services Discovery, Web Services Composition (Nacer-Talantikite et al., 2009), Web Services Selection (Mohd et al., 2011; Guangui and Fei, 2011), Web Services Interrogation (Benna et al., 2008), Web Services Security (Nacer-Talantikite and Aissani, 2010; Kagal et al., 2004; Story et al., 2009), etc. Both intelligent human properties and powerful and structured mechanisms in the current Web, are needed. It is obvious that there is a lack of semantics in XML Web services infrastructure. Nevertheless, recent developments in semantic Web provided better and new solutions to issues unsolved by the XML Web services technology. XML Web services related to semantic annotations become Semantic Web services (SWS).

2.3. Semantic annotations

Semantic Web services are at the convergence of two significant fields of research which are technologies of the Internet and XML Web services. The purpose of semantic Web services is to create a semantic Web of services whose properties, interfaces and effects are described in a non-ambiguous and exploitable way by software agents. The word “semantic Web” (Lee et al., 2001) refers to the vision of the future Web like a vast space of exchange of resources containing great volumes of information and interaction between humans and software agents allowing an effective exploitation of resources. The main goal of the semantic Web is to extend current interfaces oriented to human understanding in a standardized format interpretable by software agents.

2.3.1. Elementary definitions

- **Meta-data**: It is data on data. This word defines the included data in documents in order to provide information on electronic resources. This information is treated by search engines to satisfy the user’s needs. Meta-data can be used not only for describing content, but also for organizing and classifying.
- **Ontology**: The word ontology comes from philosophy, which means “the Knowledge of what is to be in oneself” (Charlet et al., 2003; Perez et al., 2004; http://www.daml.org/ontologies). In data processing, ontology indicates a structured set of Knowledge in a domain of interest. Ontology is conceptualization of an application domain in a human-understandable and machine-readable form, and typically comprises the classes of entities, relations between the entities and the axioms which apply to the entities which exist in that domain. Several definitions have been made, of which the most used is the one given by Gruber in Perez et al. (2004). Several operations are possible on ontology, such as Mapping, Matching, Alignment, Transformation, Merging and Integration.
- **Semantic annotation**: An annotation assigns to an entity, which is in the text, a link to its semantic description. A semantic annotation is referred to an ontology. The idea is to have data through the Web defined and linked in such a way that its meaning is explicitly interpretable by software processes rather than just being implicitly interpretable by humans. Semantic annotation can be applied to any resource (File, Image, Web page, etc.).

2.3.2. Semantic description languages

Languages which support semantic meta-data representation are required so that any resource over the Web becomes accessible by any user. Various works about semantic description have already been proposed like RDF (Resource Description Framework) (Baget et al., 2003), RDFS (RDF Schema) (Charlet et al., 2003), OIL (Ontology Inference Layer), DAML (Darpa Agent Markup Language) (Lacot, 2013), OWL (Web Ontology Language) (http://www.daml.org/ontologies), OWL-S (Ontology Web Language for Services) (Martin et al., 2004; http://www.w3.org/Submission/OWL-S), WSML (Web Service Modeling Language) (Domingue et al., 2004; http://www.wsmo.org/)

<table>
<thead>
<tr>
<th>Approach</th>
<th>Resource</th>
<th>Property</th>
<th>Concept</th>
<th>Research</th>
</tr>
</thead>
<tbody>
<tr>
<td>RDF</td>
<td>Any URI</td>
<td>Functional</td>
<td>XML, Triple (object, attribute,value)</td>
<td>Knowledge engineering, semantic Web (WSem), etc.</td>
</tr>
<tr>
<td>RDFS</td>
<td>Any URI</td>
<td>Functional</td>
<td>RDF, classes and sub-properties, constraints</td>
<td>WSem, categorization, indexing, etc.</td>
</tr>
<tr>
<td>OIL</td>
<td>Any URI</td>
<td>/</td>
<td>Frame, DL</td>
<td>WSem, intelligence artificial, inter-ontology relations, etc.</td>
</tr>
<tr>
<td>DAML + OIL</td>
<td>Any URI</td>
<td>/</td>
<td>XML-S, RDFS extended Relationship, DL</td>
<td>Ontology sharing, ontology construction vocabulary, etc.</td>
</tr>
<tr>
<td>OWL</td>
<td>Any URI</td>
<td>Non-functional</td>
<td>W3c’s adaptation of DAML + OIL</td>
<td>WSem, interoperability knowledge sharing, capabilities, etc.</td>
</tr>
<tr>
<td>OWL-S</td>
<td>WSDL1.0</td>
<td>Functional</td>
<td>OWL ontology</td>
<td>WS discovery, composition, execution, monitoring, etc.</td>
</tr>
<tr>
<td>WSDL1.1</td>
<td>WSDL1.0</td>
<td>Non-functional</td>
<td></td>
<td></td>
</tr>
<tr>
<td>WSML</td>
<td>WSDL1.0</td>
<td>Functional</td>
<td>Logical formalisms</td>
<td>Interoperability, WS, etc.</td>
</tr>
<tr>
<td>WSMO</td>
<td>WSDL1.0</td>
<td>Non-functional</td>
<td>WSML ontology</td>
<td>WS discovery, composition, etc.</td>
</tr>
<tr>
<td>WSDL-S</td>
<td>WSDL1.2</td>
<td>Functional</td>
<td>OWL ontology</td>
<td>WS discovery, composition, etc.</td>
</tr>
<tr>
<td>UDDI3.0</td>
<td>UDDI3.0</td>
<td>Non-functional</td>
<td></td>
<td></td>
</tr>
<tr>
<td>SAWSDL</td>
<td>WSDL1.1</td>
<td>Functional</td>
<td>Independent of any semantic model</td>
<td>WS discovery, invocation, WS-policy, BPEL, etc.</td>
</tr>
<tr>
<td></td>
<td>WSDL2.0</td>
<td>Non-functional</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>XML-S</td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
wsml), WSMO (Web Service Modeling Ontology) (http://www.wsmo.org), WSDL-S (Web Services Description Language Semantic) (Akkiraju et al., 2005) and SAWSDL (Semantic Annotations for Web Services Description Language) (http://www.w3.org/TR/2007/REC-sawsdl-20070828). Table 1 illustrates a comparative study between the above semantic description languages regarding the following criteria:

- **Resource**: It identifies the resource type over the Web (a Web page, a Web service, etc.). Each Web resource can be identified by a URI.
- **Property**: It identifies the used property type in the document: Functional properties (such as Resource, Inputs), or non-functional properties (such as Implementation, RelationShip).
- **Concept**: It describes the basic property of the semantic model if it exists or not (RDF, DL\(^{5}\) (http://dl.kr.org), XML-S\(^{6}\), etc.).
- **Research**: It specifies the research area.

### 2.3.3. Semantic annotations tools

A comparative study of several tools of semantic annotations is presented in Tables 2–4. We take into account the following most popular tools: Annotea (Kahan et al., 2001), Kim (Popov et al., 2003; Kryakov et al., 2005), Yawas (Denoue, 2013), Shoe (SHOE, 2013), Smore (SMORE, 2013), Cohse (COHSE, 2013), MnM (Vera et al., 2002), OntoMat (Annotizer, 2013) and Meteor-S (Patil et al., 2004). This study shows that the systems of semantic annotations vary in their architecture, tools for information extraction, methods and annotations’ languages. These tools depend on their use (Collaboration, Search, Integration, etc.) and they do not gather all the performances and the expected properties for an annotations’ system. Furthermore, we can find in the literature other tools which concentrated specially on Web services annotation as Meteor-S tool. These tools are ASSAM (Hess et al., 2004), EIDOS (Carman and Knoblock, 2007), EDITOR (Belhajjame et al., 2008), etc. In addition to these tools, many plug-ins provide user’s interface to annotate Web services (from WSDL to OWL-S). The characteristics’ list of the following plug-in is described in a call to candidature for a recommendation by W3C (http://www.w3.org/TR/2007/REC-sawsdl-20070828):

1. Woden4SAWSDL and Radiant of Laboratory Lumina of University Georgia.
2. WSMO4J Grounding, WSMO Studio, WSMO Grounding and WSMO-Lite of DRI.
3. SAWSDL4J of any specific organization.
4. OWL-S of SAWSDL prospect.

The above semantic annotations tools were studied according to the following criteria:

- **Interpretation**: It identifies the annotation’s user (human, software agent).
- **Type**: It defines the operation of the semantic annotation process (manual, semi-automatic, automatic).
- **ResType**: It defines the annotated resource type (HTML, Text, etc.).
- **Language**: It describes the programming language.
- **Storage**: Annotations can be stored either locally (Local) or in annotations’ servers (External).
- **Ontology**: It describes the semantic model (RDF, OWL, etc.).

---

5 Description logic.

Technology: It specifies the used technology (GATE (GATE, 2013) SESAME, etc.).

Extraction engine: It describes the information extraction engine and training (LUCENE, AMICLARE (AMICLARE, 2013), etc.)

At the end of this comparative analysis between the different semantic tools, we summarize the advantages, the drawbacks and the applications cases for each tool in Table 5.

### 3. Applications: Web services interrogation, functional properties based Web services composition and QoS based Web services composition

As a new technology, Web services paradigm is more than just a distributed system, it provides the software foundation for next generation companies. It offers companies the capabilities to integrate distributed Web services into a business process, for example, interrogation, discovery, composition and selection of Web services.

#### 3.1. Web services interrogation and exploration

We present in this section a comparative study between several languages of interrogation Web services such as LARKS (Language for Advertisement and Request for Knowledge Sharing) (Syncar et al., 2002), SwellQ (Condack and Schwabe, 2005) and XSRL (XML Service Request Language) (Papazoglou et al., 2002) in Table 6 according to the following criteria:

- Concept: The basic principle of the language (Frame, Xquery, etc.).
- Property: It defines the properties (Functional properties such as Inputs, Outputs or non-Functional properties such as Implementation and QoS).
- Semantic: It defines if the service is described semantically (Yes or No).
- Model: It specifies the used model such as ITL, LOOM (LOOM, 2013) and KIF, or a syntactic model such as WSDL.
- Composition: It specifies if the composition is possible (Yes or No).
- Result: It specifies the result of the request.

#### 3.2. Synthesis of web services composition

An automatic and dynamic Web services composition is a highly complex task. On one hand, the proposed standards (XML, WSDL, UDDI, and SOAP) of XML Web services technology do not answer the problems of Web services discovery and composition by a software agent. And on the other hand, the semantic annotations for Web services and requests are not yet mature.

To understand the Web services composition, it is instructive to consider the basic definition of a composition. Several available Web services, developed by different providers, may be combined to create a Virtual Web service. According to Tari et al. (2009), Virtual services provide a different view of existing services, a view that can be useful to provide more availability for an existing service, or to create a specialized service for a particular application. According to Gardarin (2002), Web services composition is a technique which assembles Web services in order to achieve a particular goal, via primitives of control (Test, Treatment of Exception, etc.) and exchange (Sending and Reception of Messages). According to Fensel et al. (2002), the composition is a process which functions, in an intelligent way, in order to discover services automatically, to negotiate between them and to compose them in more complex services.

#### 3.2.1. Properties of composition

Web services composition includes two processes:

1. Discovery of user's goals: A process which translates the goals of a user into precis and formal goals;

---

Table 5
The advantages and the drawbacks of the different semantic annotations tools.

<table>
<thead>
<tr>
<th>Tools</th>
<th>Advantages</th>
<th>Drawbacks</th>
<th>Application cases</th>
</tr>
</thead>
<tbody>
<tr>
<td>Annotea</td>
<td>Semi-structured documents</td>
<td>Manual</td>
<td>User's collaboration over the Web</td>
</tr>
<tr>
<td>Yawas</td>
<td>Any kind of documents</td>
<td>Manual</td>
<td>Search engines</td>
</tr>
<tr>
<td>Shoe</td>
<td>/</td>
<td>Manual</td>
<td>Creating ontologies, adding semantics to Web pages, describing Web resources</td>
</tr>
<tr>
<td>Aero-Daml</td>
<td>Automatic</td>
<td>Text</td>
<td>Content analysis applications, graphical tools, application knowledge bases</td>
</tr>
<tr>
<td>Smore</td>
<td>Multimedia</td>
<td>Manual</td>
<td>Knowledge management, classification, filtering application</td>
</tr>
<tr>
<td>Kim</td>
<td>Automatic</td>
<td>/</td>
<td></td>
</tr>
<tr>
<td>Cohse</td>
<td>Hybrid</td>
<td>HTML</td>
<td>Automation of link generation, distributed information management, keyword recognition</td>
</tr>
<tr>
<td>Mmm</td>
<td>Hybrid</td>
<td>HTML</td>
<td>Training data, information extraction engine</td>
</tr>
<tr>
<td>OntoMat</td>
<td>Hybrid</td>
<td>HTML</td>
<td>A wide range of applications in the semantic Web</td>
</tr>
<tr>
<td>Meteor-S</td>
<td>Semi-automatic</td>
<td>/</td>
<td>Adding semantics to WSDL files</td>
</tr>
</tbody>
</table>

---

7 RDF Registry.
8 Search Engine of textual information.
9 Information Terminological Language.
10 Knowledge Interchange Format.
Table 6
Comparison between Web services interrogation languages.

<table>
<thead>
<tr>
<th>Language</th>
<th>SwellOnt</th>
<th>Approach based on LARIS</th>
<th>XSRL</th>
</tr>
</thead>
<tbody>
<tr>
<td>Concept Property</td>
<td>Interrogation of an ontology</td>
<td>Use of frame, Functional</td>
<td>Exploitation of Query or AI Planning</td>
</tr>
<tr>
<td>Semantic Model</td>
<td>Yes</td>
<td>Non-functional</td>
<td>Attributes, property of XML</td>
</tr>
<tr>
<td>Composition Result</td>
<td>SwellOnt Ontology, other</td>
<td>ITL, LOOM, KIF languages</td>
<td>No</td>
</tr>
<tr>
<td></td>
<td>No</td>
<td>/</td>
<td>WSDL</td>
</tr>
<tr>
<td></td>
<td>No</td>
<td>Concepts of SwellOnt Ontology</td>
<td>Orchestration</td>
</tr>
</tbody>
</table>

2. Composition of discovered services: A process which meets the awaited needs for a user.

The response to a request's user may be one of the eight following cases; see Fig. 3

- **Case 1:** The user's goals are completely covered by a single Web service (the user's needs and the announced possibilities of the single service are perfectly matched).
- **Case 2:** The user's goals are completely covered by several Web services (the user's needs and the announced possibilities of services composition are perfectly matched).
- **Case 3:** The user's goals can be completely covered by a single Web service. However, the user can receive objects which are not suitable for him (Opposite subsumption).
- **Case 4:** The user's goals can be completely covered by several Web services. However, the user can receive services which are not suitable for him (Opposite subsumption).
- **Case 5:** The user's goals cannot be completely covered by a single Web service (the user's needs and the announced possibilities of the single service are partially equivalent (Subsumption)). Nevertheless, the discovered service does not provide any non-suitable object for the user.
- **Case 6:** The user's goals cannot be completely covered by several Web services (the user's needs and the announced possibilities of several services are partially matched). Nevertheless, the discovered services do not provide any non-suitable object for the user (Subsumption).
- **Case 7:** The user's goals are completely covered by a single Web service. Nevertheless, the discovered service provides non-suitable object for the user.
- **Case 8:** The user's goals are disjoined of the announced possibilities of all existing Web services.

3.2.2. Literature review on Web services composition

Like all Internet based computer applications, composition Web services are some of the most common concerns for interoperability and distributed middleware. There have been several research efforts on Web services composition. We surveyed the Web services composition development literature from these last years. Many industry standards have been developed, such as BPEL4WS (Business Process Execution Language for Web Services) and BPML (Business Process Modeling Language). BPEL4WS provides a language for the formal specification of business processes and business interaction protocols. BPML is an XML-based meta-language developed by the Business Process Management Initiative (BPMI) as a means of modeling business processes. BPML supports advanced semantics such as nested processes and complex compensated transactions that are not addressed by BPEL4WS. Besides business process standard specifications proposed by industry, many academic research activities have also been resolved by various models: Petri Nets (Hamadi and Benatallah, 2003), Logical Programming (Lammermann, 2002; Rao and Su, 2004; Waldinger, 2001), Markov Process (Prashant et al., 2005), Matching Algorithm or Chaining (Hull and Su, 2005; Medjahed et al., 2003; Sirin et al., 2003; Han et al., 2008), AI Planning (Peer, 2004; Sirin et al., 2004), Graphs (Hashemian and Movaddat, 2005), Semantic Network (Nacer-Talantikite et al., 2009), States Machine or Finite States Automaton (Berardi, 2005; Bultan et al., 2003; Esmaeilsabzali, 2004), Workflow techniques (Casati et al., 2001; Georgakopoulos et al., 2002), Genetic Algorithms (Michael and Gero, 2007; Canfora et al., 2005), and KP (Tao et al., in press; Tao and Kwei-Jay, 2005).

Figure 4 shows our proposed classification of the most known approaches of Web services composition.

**Functional properties based Web services composition:** We limit ourselves to some existing techniques and we present a comparative study in Table 7 according to the following criteria:

- **Interaction (I):** It indicates the used model of interaction (Behavioral),\(^1\) atomic.\(^12\)
- **Representation (R):** It illustrates the used formalism to model a Web service (Tree, Petri Nets, etc.).

\(^1\)Web services, based on a behavioral model, are often known under the name of “gray box”, i.e. they are described by the ordering of the execution of their operations (Berardi, 2005).

\(^12\)Atomic Web services are seen as “black box entities”, i.e. they are described by their parameters (Inputs, Outputs, Conditions and Effects) (Sirin et al., 2003).
**Description (Dp):** It explains the used description language (Syntactic, Semantic).

**Discovery (D):** It specifies if the step of Web services discovery is included or not.

**Algorithm (A):** It describes the used tools to assemble Web services.

**Typology (T):** It defines the composition type.


**QoS based Web services composition:** For composite services, one of the QoS issues is to identify the optimal service selection to meet user's QoS requirement (User's constraints). Several Web services may share similar functionalities, but possess different non-functional properties. When discovering and composing Web services, it is essential to take into account non-functional properties. QoS based Web services selection, which is a part of Web services composition problem, is a multi-criteria decision mechanism that requires knowledge about services and their QoS description. This problem is known to be NP-hard (Lee, 2003; Zeng and Benatallah, 2004; Canfora et al., 2005). Quality of a Web service is a set of non-functional attributes that may impact the quality offered by the Web service. Each QoS attribute is measured by one or more constraints. It can represent the execution time of a service, the cost of a service, even the available security features, etc. QoS research for Web services is an active research area (Alrifai et al., 2009; Bartalos and Bieliková, 2009, 2010; Jiang et al., 2010; Tao et al., in press; Tao and Kwei-Jay, 2005; Michael and Gero, 2007; Canfora et al., 2005). Many works from both industry and academia have addressed the QoS management for Web services using different algorithms.

Moreover, we give a comparative study of these approaches in Table 8 according to the following criteria:

- **Strat:** It defines the strategy of Web services selection (Local optimization, Global optimization).
- **Sem:** QoS ontology (Semantic Quality) is established to overcome the ontological conflicts that may occur between users and providers. QoS ontology defines the QoS properties and their relationships, and it establishes shared conceptions between users and providers.
- **C_Quant:** Quantitative QoS may include a number of non-functional properties such as cost, response time, availability and reputation.
- **C_QUAL:** Qualitative QoS may include a number of non-functional properties annotated semantically by an ontology.
- **Contr:** The approach’s ability to accept both kinds of users’ constraints (Equality, Inequality) is a key to satisfying user’s requirements.
- **Algorithm:** The used algorithm in selection process (SAW (Simple Additive Weighting), Exhaustive Search, etc.).

In the literature, it has been stated that current Web services composition does not have a reference model. Several classification works of Web services composition can be found in several survey papers (Chakraborty and Joshi, 2001; Medjahed, 2004; Rao and Su, 2005; Tao and Kwei-Jay, 2005; Canfora et al., 2005).
The classification targets is the most significant weakness of the existing classification works of Web services composition. According to Chakraborty and Joshi (2001), the composition approaches can be classified into (i) Proactive composition, which is a composition 'out-line' of available services, assembled in advance in order to create new services, (ii) Reactive composition which refers to a process of virtual Web services creation on-line, (iii) Mandatory composite service which corresponds to the class of virtual Web services, where all the component services must take part in the execution of virtual services and (iv) Optional composite services which allow us to satisfy
the user’s request without the participation of some services. According to Medjahed (2004), four kinds of compositions are identified: (i) Static composition and (ii) Dynamic composition, which concerns the moment when Web services are composed, (iii) Manual composition and (iv) Automatic composition, which defines the way in which the composition is obtained. In Rao and Su (2004), Rao et al. evaluated the Web services composition frame works based on the concept of services composition life-cycle. In Dusetar and Schreiner (2005), Dusetar et al. presented several different composition strategies, based on some currently existing composition platforms and frameworks. This classification represents the first implementations of state-of-the-art technologies. In Buchiarone and Gnesi (2006), Buchiarone et al. focused more on Web services composition languages. In Zheng et al. (2010), Zheng et al. proposed an effort-oriented classification matrix for Web services composition, which distinguishes between the context and the technology dimension. The context dimension is aimed at analyzing the environment influence on the effort of Web services composition, while the technology dimension focuses on the technique influence on the effort. In Bartalos and Bielikova (2011), Bartalos and Bielikova provided an overview of several existing approaches dealing with the basic problem of Web services composition. They divided them into three groups: (i) approaches considering only the I/O during services chaining, (ii) approaches considering additional meta-data of services, and (iii) approaches that allow defining also soft constraints to the composition goal or used services. In Porthelvi et al. (2012), Porthelvi et al. classified the approaches into several groups based on various composition development aspects: (i) Industry approaches and (ii) Academia approaches which contain syntactic and semantic approaches. These latter ones are also classified into AI planning and Agent technology.

In this paper, we put an effort in presenting a comprehensive survey of Web services composition. This has been done by identifying various groups of techniques. The proposed classification enabled us to understand the evolution of the Web services composition approaches. We propose that Web services composition should be studied from a software engineering point of view: Academia, Industry, Functional, non-functional, Syntactic, Semantic, and Model of Web service, Model of interaction (Graph Theory, AI-Planning, Workflow, Logic, Matching, etc.). Furthermore, we identified a number of research questions, in Web services, which need to be answered as follows:

- How do you manage and how do you organize a huge number of Web services in UDDI? (Candia, 2004; Wang and Vassileva, 2007; Malik and Bouguettaya, 2009)
- How do you manage the increased competitiveness of providers? (Sheng and Benatallah, 2005; Bao et al., 2010; Herv’as et al., 2010)
- How do you adapt discovered Web services to the users’ context? (Rajendran et al., 2010; Huang et al., 2009; Mohd et al., 2011)
- How do you ensure security of composite Web services coming from homogeneous to heterogeneous systems? (Nacer-Talantikite and Aissani, 2010; Tabatabaei et al., 2010; Rouached, 2012; Balasubramaniam and Ruba, 2012)
- etc.

4. Challenges

Interoperability between different organizations is a complex problem that should be addressed both from business and from technological points of view. Several middlewares have been proposed to address the above challenge, for example, DCE, JAVA-RMI (JAVASOFT, 1998; Juric et al., 2000), CORBA (CORBA, 2013; Emmerich, 2000), DCOM (Seinturier, 2007) and XML Web services. However, one way to deal with the heterogeneity problem may be the use of

Semantic Web Services paradigm. This latter one seems to be a suitable framework and makes heterogeneous systems interoperable, and even more challenging, compared to the above middleware.

Moreover, nowadays one of the main problems faced by the designers and the software developers is to make the right choice concerning which middleware to use over the Intranet or over the Internet. The choice includes features such as Performances, Scalability, Maturity, Support for legacy systems and Easiness of development.

In this section, we present the advantages and the disadvantages of each middleware and we present a guideline and a performance comparison according to the following criteria, see Fig. 5 and Tables 9 and 10.

- Technology: It specifies the middleware name (DCE, JAVA RMI, etc.).
- Origin: It gives the origin of the middleware.
- Standard: It defines if the middleware is a standard (Yes or No).
- Concept: It points out if the middleware is based on “Distributed Object” concept, or “Component” concept or “Service” concept.
- OS: It specifies the used Operating System.
- Interoperability: It is the ability of different services to work together. A major reason for the adoption of SOA is the interoperability which allows an easy integration of business functionality over the Internet.
- Flexibility: Organizations should be able to adapt to new technologies without any substantial redesign and re-engineering.
- Integration: It refers to the possibility to integrate the existing systems with new technologies. The idea is to preserve the main part of the applications, to gradually make evolve and/or to migrate the applications to new technologies.
- Autonomy: It permits the separation between the private process of organizations and the public process of coordination.
- Coupled component (Coupled): In software development, coupling refers to the dependency between software components/ modules (Tightly, Slightly). A tightly coupled system implies that the client and the server logic are closely tied to each other; that means if one interface changes, the other must also be updated.
- Internet: It shows that if the middleware is suited for large scale Internet deployments.
- Complexity: It relates to the development and to the cost.
- Communication: A communication protocol is a set of rules and constraints managing a communication between several entities, such as CORBA IIOP (Internet Inter-ORB Protocol), SOAP, JRMP (JAVA Remote Method Protocol), and ORPC (Object Remote Procedure Call).
Language: It relates to the used programming language(s).

IDL: It provides constructs for specification of types, interfaces, modules and object state. Generally, a mapping from IDL (Interface Definition Language) to standard programming languages is a part of an IDL definition.

Portability of code (Portability): It specifies the used interoperable language.

Semantic: It describes middleware capabilities and their contents in a computer-interpretable language.


Most of the existing middlewares are tied too closely to the programming models for which they were originally designed. This closeness limits their ability to interoperate with alternate environments which makes their use in heterogeneous systems unsuitable. However, Semantic Web Services differ from several middlewares in the fact that they use the old “remote service” model similar to DCE. Furthermore, Semantic Web services do not have the concept of an object reference but they are defined simply by an end-point that supports various operations by using ontologies. Semantic Web services can be used in any Web environment without having to worry about firewalls. Though semantic Web services could be used regardless of firewalls and they are supported by various operating systems and languages, they have serious overheads that are caused by XML-creation. First, DCE, in spite of its diffusibility and various services that it offers, suffers deeply from the problem of interoperability which is the main need with distributed applications. Second, JAVA is a programming language, but it also has its own component object model with a distinction between objects and interfaces. JAVA RMI provides another solution to the problem that both COM and CORBA address. The major drawback of JAVA RMI is that it is restricted to JAVA and does not apply to components written in other programming languages. JAVA RMI represents the most suitable and simplest choice to implement distributed applications, for JAVA objects systems, that need to communicate over distributed systems. However, this solution is valid for small specific isolated applications because it does not support the rise in charge and can be hardly integrated in large scale information systems. Third, for COM/DCOM, it is a closed choice to represent a validated solution in the future, but it is the best choice for a Microsoft based environment. COM defines its component object model with a simple binary standard and it cannot be used in most Web environments due to protection policies. Finally, CORBA which actually includes CCM (Component Model) allows applications to communicate with each other independent of their location and their design. The interface is completely independent.

Table 9
Comparison between the main known middlewares.

<table>
<thead>
<tr>
<th>Technology</th>
<th>DCE</th>
<th>JAVA RMI</th>
<th>CORBA</th>
</tr>
</thead>
<tbody>
<tr>
<td>Origin</td>
<td>OSF</td>
<td>SUN</td>
<td>OMG</td>
</tr>
<tr>
<td>Standard</td>
<td>Consortium</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Concept</td>
<td>Distributed object</td>
<td>Virtual Machine</td>
<td></td>
</tr>
<tr>
<td>OS</td>
<td>Window’s DCOM, ODBC systems</td>
<td>JAVA to JAVA to CORBA (Object Request Broken)</td>
<td></td>
</tr>
<tr>
<td>Interoperability</td>
<td>Distributed object</td>
<td>JAVA to JAVA to</td>
<td></td>
</tr>
<tr>
<td>Flexibility</td>
<td>Strong</td>
<td>Strong</td>
<td>Weak</td>
</tr>
<tr>
<td>Integration</td>
<td>No</td>
<td>No</td>
<td>No</td>
</tr>
<tr>
<td>Autonomy</td>
<td>No</td>
<td>No</td>
<td>No</td>
</tr>
<tr>
<td>Coupled</td>
<td>No</td>
<td>No</td>
<td>No</td>
</tr>
<tr>
<td>Internet</td>
<td>No</td>
<td>No</td>
<td>No</td>
</tr>
<tr>
<td>Complexity</td>
<td>Strong</td>
<td>Strong</td>
<td>Simple</td>
</tr>
<tr>
<td>Communication</td>
<td>DCE/RPC</td>
<td>RMI-ORB</td>
<td>RMI-ORB</td>
</tr>
<tr>
<td>Language</td>
<td>C++</td>
<td>JAVA</td>
<td>Multi-Language</td>
</tr>
<tr>
<td>IDL</td>
<td>Socket</td>
<td>JAVA objects</td>
<td>CORBA IDL</td>
</tr>
<tr>
<td>Portability</td>
<td>No</td>
<td>No</td>
<td>No</td>
</tr>
<tr>
<td>Semantic</td>
<td>No</td>
<td>No</td>
<td>No</td>
</tr>
</tbody>
</table>

Table 10
Comparison between the main known middlewares.

<table>
<thead>
<tr>
<th>Technology</th>
<th>COM/DCOM/COM+</th>
<th>WS</th>
<th>SWS</th>
</tr>
</thead>
<tbody>
<tr>
<td>Origin</td>
<td>Microsoft</td>
<td>W3C</td>
<td>/</td>
</tr>
<tr>
<td>Standard</td>
<td>Yes</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td>Concept</td>
<td>Distributed object component</td>
<td>Service</td>
<td>Annotated service</td>
</tr>
<tr>
<td>OS</td>
<td>Win32</td>
<td>Independence</td>
<td>Independence</td>
</tr>
<tr>
<td>Interoperability</td>
<td>Windows environment</td>
<td>Any environment</td>
<td>Any environment</td>
</tr>
<tr>
<td>Flexibility</td>
<td>No</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>Integration</td>
<td>Average</td>
<td>Strong</td>
<td>Strong</td>
</tr>
<tr>
<td>Autonomy</td>
<td>No</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>Coupled</td>
<td>No</td>
<td>Slightly</td>
<td>Slightly</td>
</tr>
<tr>
<td>Internet</td>
<td>No</td>
<td>Suited</td>
<td>Suited</td>
</tr>
<tr>
<td>Complexity</td>
<td>Simple</td>
<td>Simple</td>
<td>Simple</td>
</tr>
<tr>
<td>Communication</td>
<td>RPC/ORPC</td>
<td>SOAP</td>
<td>SOAP</td>
</tr>
<tr>
<td>Language</td>
<td>Microsoft’s Languages</td>
<td>Multi-Languages</td>
<td>Multi-Languages</td>
</tr>
<tr>
<td>IDL</td>
<td>Microsoft IDL (MIDL)</td>
<td>WSDL</td>
<td>OWL-S</td>
</tr>
<tr>
<td>Portability</td>
<td>No</td>
<td>XML</td>
<td>XML</td>
</tr>
<tr>
<td>Semantic</td>
<td>No</td>
<td>No</td>
<td>Yes</td>
</tr>
</tbody>
</table>
of the object’s localization, the programming language, etc. Providing a common representation is also a central key of CORBA which uses IDL. However, the complexity of CORBA and its high cost are considered as drawbacks by specialists. As a result many projects are widely rejected in practice.

4.1. Performance comparison of JAVA RMI, CORBA and semantic Web services

We propose an approach, using discrete event, for simulating distributed middleware (JAVA RMI, CORBA, semantic Web services) through the Intranet and the Internet. To our Knowledge, a large number of comparison and performance studies of Web based applications have been proposed in the literature (Eggen and Eggen, 2001; Gray, 2004, 2005; Juric et al., 2004; Wang et al., 2004; Lee et al., 2006; Hwnag and Jun, 2007; Yu et al., 2008; Li and Cheng, 2011; Artemio et al., 2012; Narang et al., 2014; Khawlani, 2012; Mangal and Mahajan, 2012), but there was a need for a generalized approach for performance analysis and estimation of semantic Web services.

4.1.1. Performance model

We use networks of queueing stations to model the above middlewares in order to simulate systems processing and messages communication. M/M/1/N queueing system has been used to model queueing stations in the several networks where the arrival process of the users’ requests follows a Poisson distribution (M), and we assumed that the transmission time of users’ requests at each server is based on an exponential distribution (M).

Each queueing station in the networks comprises a finite capacity buffer (N) to temporarily hold the arriving messages, and a single server to process the messages. The Poisson distribution is expressed by a single parameter 1/λ to represent the arrival rate, and the exponential distribution is expressed by µ (mu) to represent the message processing time.

As illustrated in Fig. 6, we assume that the traffic arriving to the different stations in the JAVA architecture is modeled as a poisson process with rate λ (lambda), and the treatment time is exponential. The stations are the following: Translator, Security, RMI Registry, Security, Server and Security, for which the treatments time are the following: µ1, µ2, µ3, µ4, µ5, and µ6.

- **Translator**: It translates a general request to a JAVA request.
- **Security**: A server of security.
- **Register RMI**: The register RMI contains several object-references.
- **Security**: A server of security.
- **Server**: It contains the remote object.
- **Security**: A server of security.

As illustrated in Fig. 7, we assume that the traffic arriving at different stations in the CORBA architecture is modeled as a Poisson process with rate λ and the treatment time is exponential.

As illustrated in Fig. 8, we assume that the traffic arriving to the UDDI of semantic Web services is modeled as a Poisson process with rate λ. The station 2 represents the server where the Web service is developed. We suppose that the arrival process to the station 2 is a Poisson process and the treatment time is exponential. P1 represents the probability that a request is rejected, P2 represents the probability that a request is not satisfied and returned to the queuing.

- **UDDI**: A registry of semantic Web services.
- **Server**: It is the server of the provider where the semantic Web service is developed.

There are three types of performance analyses: analytic performance analysis, test based performance analysis and simulation based performance analysis. The first performance analysis is fast.
but inaccurate for the proposed models because they are complex. The second approach for performance analysis is accurate for a dedicated application. However, the third approach that we used for the proposed models, representing the middleware as a discrete event simulation model, simulates their execution on various conditions, and it is fast, accurate and valid on a large scale.

4.1.2. Experimental results

We realized a simulator using discrete event using Matlab and Windows XP as software, on a machine having the Pentium 4 2.17 GHz and 3 GB RAM as hardware. The simulator reproduces the behavior of the proposed models of queueing stations. The goal of the proposed simulator is to analyze the impact of incoming users’ requests on the stationary characteristics of the systems. For this purpose, we considered three situations such as Response time, Number of satisfied requests and Discovery time. For that, we considered several variations of $\lambda$ as they are illustrated in Tables 12–14 and $\mu$ as it is illustrated in Table 11.

After several executions of the simulator for the three cases considered below, for various values of $T_{max}$, we noted that the steady state distribution is reached for $T_{max} = 7,000$ ms simulation time units. As a result, the experiments show an average of 40 repetitions of the calls, $T_{max} = 10,000$ and $N = 100$.

First situation: This experiment computes a response time of each distributed middleware in the Intranet. In this experiment, we considered only the processing time at each server. The time response represents the average time between the arrival of the request in the system and its exit out of the system. Response time is computed by taking into account different traffic loads. We considered different arrival rates of requests as shown in Table 12. It is observed that the JAVA RMI outperforms CORBA and Web Services in response time. JAVA RMI reduces the response time under different traffic loads.

Second situation: This experiment considers the same middleware as experiment 1. Here, we take into account the number of satisfied requests in the Intranet. We considered different arrival rates of users’ requests as shown in Table 13. It is observed that JAVA RMI outperforms CORBA and semantic Web Services in the number of satisfied requests.

Third situation: The aim of this experiment is to check how the above middleware affects the discovery delay of the methods (JAVA RMI, CORBA) or the service (Web Service) through the Intranet. The discovery time is calculated under different traffic loads as shown in Table 14. This experiment shows that JAVA RMI performs better than CORBA and semantic Web services in the case of a larger number of methods or services.

The simulation results, obtained by the proposed comparison using discrete events, can be checked and validated with theoretical results using an analytical method in a future work on a large scale. To our best Knowledge, few works have studied performance evaluation of Web based applications using discrete events, see the research works proposed by Shen (2000), Gong et al. (2010), Ala et al. (2012), and our previous works in the context of semantic Web services (Nacer et al., 2011, 2012, 2013).

Semantic Web services are evaluated in comparison to the existing middlewares through various simulation experiments over the Intranet. These experiments are conducted by considering various traffic loads. All these experiments show that JAVA RMI appears to be more performant. As illustrated in Tables 12 and 14, the time response is longer and the discovery time of semantic Web services is the worst. One of the reasons is the fact that Web services are not optimized using a larger registry UDDI. However, the discovery service in the CORBA naming service or in the JAVA RMI registry is the fastest. Semantic Web Services lose performance in favor of an easy learning curve. Through the Internet, JAVA RMI and CORBA do not fulfill today’s requirements of interoperability; they were more suitable for intra-organizations environments, whereas the technical features and choices of Web services make semantic Web services more reusable, and thus more appropriate for inter-organizations and large environments. It is interesting to note that there are two responses to address interoperability problems in the literature:

- **Middleware community**: The community proposed standards-based approaches, i.e. common protocols and interface description languages. CORBA, DCOM, and XML Web services are effective examples (Nakazawa et al., 2006; Cortesand et al., 2011; Bromberg et al., 2011);

- **Semantic Web community**: The semantic Web community's responses to the interoperability problem are based on the
principles of reasoning about ontologies and understanding how different systems can work together. The work in semantic Web services demonstrates how ontologies can be used to address interoperability problems at the application level. Specifically, ontologies have been used during discovery to express the capabilities of services, as well as the requests for capabilities; in this case, the proof theory recognizes whether a given capability fits a given request (Gordon et al., 2011; Mokhtar et al., 2008, 2010; Nundlloll et al., 2011).

According to Gordon et al. (2011), semantic technologies and interoperability middleware have mostly been developed in isolation by distinct communities. The middleware community made assumptions on common application interfaces and focused on middleware behavior and data heterogeneity. The semantic Web community made the opposite assumption that there exists a common middleware, and the solutions focused on differences in application behavior and data. However, these solutions are not suited to today's highly complex distributed systems that exhibit extreme heterogeneity and dynamic behavior.

In our view, the paradigm of semantic Web services seems to be a good choice for loosely coupled architectures. Its success and its popularity are mainly due on one hand to SOA and SOAP protocols, and on the other hand to semantic annotations as follows:

- **SOA (Functional Interoperability):** The SOA principles are realized by Web services standards and technologies based on XML (UDDI, WSDL, and SOAP).
- **SOAP protocol (Technical Interoperability):** Web services can be accessed through HTTP and HTTPS (Secure Hyper Text Transfer Protocol) protocols and they utilize XML to exchange data. This implies that Web services are independent of any platform, any programming language and any network infrastructure. Web protocols are usually allowed through a firewall and the associated computational cost may be relatively low, due to the possibility of selective encryption and/or signature of SOAP messages. By using SOAP, different applications can read and send messages over HTTP to each other.
- **Semantic annotation (operational interoperability):** It facilitates semantic interoperability of data because they refer to ontologies' describing. Semantically described, services will enable better service discovery and allow easier interoperability and composition. Research in semantic Web has shown that annotation with meta-data can help us to solve the problem of inefficient keyword based search in the current Web. The concept of annotation can be extended to Web services to envision semantic Web services.

5. **Conclusion**

In recent years the number of middlewares, proposed in the literature, which are based on the same principles and have to solve similar issues, has remarkably increased. More and more, the coupling of XML Web services and semantic Web technologies becomes an important research direction. Most complex tasks on XML Web services still fail to satisfy a software agent, but new providers should be able to offer suitable Web services. Thus, they must annotate and describe semantically their services, and the user must deliver a significant request without ambiguity. Semantic Web services paradigm represents a vision of the future where we will be surrounded by software agents. The obtained results, from a comparison study, provide useful guidelines for the design of distributed systems. Through the Internet, the semantic Web services solution appears to be the best solution over most existing middlewares. However, the new paradigm semantic Web services also have drawbacks through the Intranet. All the simulation experiments through the Intranet show that JAVA RMI solution appears to be better than CORBA and semantic Web services. In this paper, we have outlined research results and practical developments, and we have discussed open research issues of semantic Web services paradigm. This latter one includes relevant topics, such as Competencies’s Management, Search Engines, Knowledge Discovery tools, Quality of Services, Companies’s Collaboration and Negotiation. Semantic Web services can help users to locate relevant documents and assemble relevant Knowledge for effective-making, and improve continuously their capabilities. However, several research works remain to be conducted in order to cope with the existing obstacles, like heterogeneity, languages complexity, semantic annotations, and adaptation to client's context. Furthermore, users need new tools to help themselves to discover and to compose services into processes for an easier and better quality workflow execution. Semantic Web services paradigm, viewed as a distributed system, may be a promising solution in large environments. Semantic Web services paradigm presents another alternative of distributed computing infrastructure: an alternative that is being strongly promoted over distributed objects such as JAVA RMI or CORBA. Indeed, the use of HTTP and XML text documents supports increased interoperability, and also presents a significant increase in run-time cost for Web Services solutions compared to JAVA RMI or CORBA solutions.

As a conclusion of this work, we can address some suggestions that can be considered as a solution to realize the interoperability over the Web.

1. **First:** Representing any Knowledge by semantic Web services in order to achieve Functional Interoperability. SOA is an interoperability mechanism. SOA has characteristics that make effective interoperability easier, such as loose coupling, published interfaces, and a standard communication model (http://www.w3.org; Oaks and Hofstede, 2007; Dong et al., 2013; Gayathridevi and Manikandan, 2013).

2. **Second:** Using standards of XML Web services technology for communication and publication in order to achieve Technical Interoperability. The most common form of SOA is XML Web services. The goal of XML Web services architecture is to allow heterogeneous software applications to smoothly work together by using the standards (UDDI, WSDL, SOAP) (http://www.w3.org/TR/wsdl; http://www.WebServices.org; http://www.ws-i.org; Kadima and Monfort, 2004; Akkiraju et al., 2005; Burstein et al., 2005; Willy, 2013; Wang et al., 2004).

3. **Third:** Adding semantic annotations for description Knowledge in order to achieve Semantic interoperability. Semantic interoperability depends on how the interfaces to a service are described and how the meaning of the information is shared with relevant clients of the service. Ontologies can facilitate semantic interoperability by aligning different terms that might be used in different applications (http://www.w3.org/Submission/OWL-S; http://www.w3.org/TR/2007/REC-sawsdl-20070828; http://www.daml.org/ontologies; http://www.wsmo.org; Fensel et al., 2002; Akkiraju et al., 2005; Kiryakov et al., 2005; Burstein et al., 2005; Nacer-Talantikite et al., 2009; Mohebbi et al., 2012; Dong et al., 2013).

XML Web services need to be improved in order to achieve the discovery and composition of Web services required by interoperability through the Internet (Benna et al., 2008; Nacer-Talantikite et al., 2009, 2011).

The goal of using semantic Web services is to describe Knowledge in a computer interpretable language including semantic Web services interrogation, discovery, selection and composition
by any user. Semantic Web services can dynamically integrate different platforms and solve the communication problem: It can let different platforms co-operate smoothly. To assess the results, there is a direction in which we will focus our future work: we will try to develop a real distributed application using the above middlewares. Distributed applications may gain high levels of interoperability, flexibility and reuse by relying on semantic Web services paradigm.
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