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1 Introduction

Business processes consist of tasks which are performed to reach certain corporate goals (see e.g. Becker et al., 2000; Ouyang et al., 2009). In this context, the rising popularity of mobile computing technologies led to increasingly flexible business environments. Therefore, mobile technologies also have a strong impact on corresponding business processes, such as inventory management, sales-oriented processes, ambient assisted living support or processes in hospital environments (see e.g. Bardram et al., 2006; Consolvo et al., 2004; Hung et al., 2010; Roussos, 2006; Zhang et al., 2012). Many processes become more mobile, flexible and distributed and are executed in different contexts (Rosemann, 2008). As a result, mobile business processes may be executed at varying places, times, and by different people or devices (see e.g. Chakraborty and Lei, 2004; Giner et al., 2011; Gruhn et al., 2007).

In recent years, many organisations need to fulfil a number of compliance requirements stemming from certain laws and internal or external regulations. Thereby, IT compliance deals with the specification, implementation and maintenance of information systems that must comply with (new) regulatory requirements. Many compliance requirements covered in such regulations relate to business-level security concerns and thus directly affect an organisation’s business processes. These process-related compliance requirements arise from, for example, the Sarbanes-Oxely Act (SOX), the Health Insurance Portability and Accountability Act (HIPPA) or the Basel II Accord (see e.g. Cannon and Byers, 2006; Damianides, 2004; Mishra and Weistroffer, 2007).

Yet, securing information systems is usually still based on documents without standardised structure and typically without alignment between business and IT perspectives (see e.g. Burn and Szeto, 2000; Chan et al., 2006; Klarl et al., 2009; Neubauer et al., 2006). In recent years, business processes are increasingly designed with security and compliance considerations in mind (see e.g. Bertino et al., 1999; Tan et al., 2004; Warner and Atluri, 2006; Wolter and Schaaf, 2007). To protect sensitive data and services, context-aware security mechanisms have been identified as a prerequisite for secure mobile computing (see e.g. Leavitt, 2011; Miller, 2011; Shabtai et al., 2010; Stewart et al., 2007; Xiao et al., 2006). One important security aspect is access control which deals with the elicitation, specification, maintenance and enforcement of authorisation policies in software-based systems (see e.g. Sandhu and Samarati, 1994).

In this paper, we focus on context-aware access control in a business process context.

In an IT-supported workflow, process-related context constraints are a means to consider context information in access control decisions (see e.g. Bertino et al., 2001; Georgiadis et al., 2001; Strembeck and Neumann, 2004). Typical examples for context constraints in organisational settings regard the temporal or spatial context of task execution, user-specific attributes, or the task execution history of a user (see e.g. Cuppens and Cuppens-Boulahia, 2008). Yet, standard process modelling languages, such as BPMN (OMG, 2011a) or UML Activity diagrams (OMG, 2011b), do not provide native language support to model process-related context constraints.

One objective of our research is to define process-related context constraints via native modelling language constructs. Usually, process models focus on the process-flow perspective and are decoupled from access control-relevant context information. In practice, the lack of native modelling constructs for context constraints results in a number of workarounds (Rosemann et al., 2008), for example: corresponding context constraints become part of the control flow by including several decision nodes, such as ‘check if location is Vancouver’ or ‘check if user is registered’. As a result, process models become larger and more complex to read. Alternatively, multiple process models for different contextual scenarios are designed, leading to highly redundant models.

In recent years, Role-Based Access Control (RBAC; Ferraiolo et al., 2007; Sandhu et al., 1996) has developed into a de facto standard for access control in both, research and industry. In RBAC, roles correspond to different job-positions and scopes of duty within a particular organisation or information system (Strembeck, 2010). Access permissions are assigned to roles according to the tasks a role has to accomplish. Human users and other active entities are assigned to roles. Thereby, each subject acquires all permissions necessary to fulfil its duties via his/her role memberships. In addition, RBAC supports the definition of context constraints on various parts of an RBAC model (see e.g. Georgiadis et al., 2001; Strembeck and Neumann, 2004; Warner and Atluri, 2006).

In this paper, we integrate context constraints into process-related RBAC models (Strembeck and Mendling, 2011) and thereby support context-dependent task execution. We use a generic context concept where constraints can be defined for any type of context information that can be tracked in an information system. To achieve this, we formally embed RBAC context constraints into a business process context. Based on the formal model, we define a corresponding extension for a standard process modelling language. In particular, we define a UML extension for the integrated modelling of processes, RBAC concepts, and context constraints via extended UML2 activity diagrams. Our approach supports the complete and correct mapping of process definitions and related context-aware access control policies to corresponding software systems. This is essential to assure consistency between modelling-level specifications and software systems enforcing the respective access control policies. In addition to the modelling extension, an extension for a software platform was implemented to allow a direct mapping of the modelled processes including context constraints to corresponding source code structures (see Strembeck and Mendling, 2010; Strembeck and Mendling, 2011). The source code of our implementation is available for download (http://wi.wu.ac.at/home/mark/BusinessActivities/library.html). In comparison to the work of Schefer-Wenzl and Strembeck (2012), this paper provides an extended version of the formal metamodel, describes example processes modelled via our UML extension, introduces the software platform support, and offers an extended discussion of related work.
Section 2 introduces our formal metamodel for context-aware RBAC process models. The corresponding UML2 extension is defined in Section 3. Next, Section 4 discusses examples of business processes including context constraints. In Section 5, we present an overview of our software platform for context-aware RBAC process models. Finally, Section 6 discusses related work, and then Section 7 concludes the paper.

2 Formal metamodel for process-related context-aware RBAC models

Each task in a process (e.g. to sign a contract) is typically associated with certain access permissions (e.g. to read and write the contract document). Therefore, subjects participating in a workflow, i.e. human users or software-agents, must be authorised to perform the tasks needed to complete the process (see e.g. Georgiadis et al., 2001; Oh and Park, 2003). A role is an abstraction containing the tasks and associated permissions of a certain subject-type (Strembeck, 2005). The left-hand side of Figure 1 illustrates the essential relations between these elements in process-related RBAC models (see Strembeck and Mendling, 2011).

Tasks defined in business processes are always performed within a certain context. These contextual attributes, e.g. time, location or the executing subject, may influence access control decisions. Thus, depending on the context, different authorisation rules might apply for executing a particular task. A context constraint is a modelling-level concept defining that certain contextual attributes must meet certain predefined conditions to permit the execution of a specific task (Strembeck and Neumann, 2004). In particular, context constraints consist of context conditions that include context attributes and context functions: a context attribute represents a certain property of the environment whose actual value might change dynamically (e.g. time, date and location). For each context attribute, a context function exists that can obtain the current value of a specific context attribute (e.g. date() returns the current date). A context condition is a Boolean expression that restricts the permitted values of a context attribute (e.g. date > 01/01/2012).

In this paper, we focus on the modelling of context-aware RBAC process models. For this purpose, we formally embed context constraints into a business process modelling context. In Figure 1, the metamodel for process-related RBAC models (see Strembeck and Mendling, 2011) is extended with context constraints. A process-related context constraint is associated with a task and one or more context conditions. All context conditions must evaluate to true in order for the context constraint to be fulfilled. Each context condition consists of an operator, e.g. an infix operator, such as =, ≥, >, <, ≤, ≠, and two or more operands. One of the operands has to refer to a certain context attribute and the other operands are either context attributes or constant values (e.g. current location = Vancouver). Moreover, the type and range of values for each operand and for each operator is determined via its domain type (e.g. Boolean, date and integer). Definition 1 formally specifies the essential elements of the extended metamodel and their basic interrelations.

Figure 1  Extended metamodel for context-aware RBAC models
Definition 1 (context-aware business activity RBAC model): Let $cBRM = (E,Q,D,CX)$ be a context-aware business activity RBAC model, where $E$ refers to the referential and pair-wise disjoint sets of the metamodel, $Q$ refers to mappings that establish relationships, $D$ refers to binding and mutual exclusion constraints, and $CX$ refers to mappings for context constraints.

The sets $E$ of the context-aware business activity RBAC model are:

1. An element of $E$ is called Subject. $S \neq \emptyset$.
2. An element of $R$ is called Role. $R \neq \emptyset$.
3. An element of $P_i$ is called Process Type. $P_i \neq \emptyset$.
4. An element of $T_j$ is called Task Type. $T_j \neq \emptyset$.
5. An element of $C$ is called Context Attribute. $C \neq \emptyset$.
6. An element of $V$ is called Constant Value. $V \neq \emptyset$.
7. An element of $D$ is called Domain Type. $D \neq \emptyset$.
8. An element of $O$ is called Task Instance. $O \neq \emptyset$.
9. An element of $T_i$ is called Task Instance. $T_i \neq \emptyset$.
10. An element of $O$ is called Context Condition. $O \neq \emptyset$.
11. An element of $C$ is called Context Constraint. $C \neq \emptyset$.

For the mappings of the business activity RBAC model ($Q = \{rb, ra, rve, rtr, rti, D = \{sh, rb, sme, dme\}\}$ (see Strembeck and Mendling, 2011). Below, we define the additional mappings for context constraints: $CX = dm_{od} \cup dm_{od} \cup od_{od} \cup ot_{od} \cup \{\text{cond}\} \cup \{\text{fulfilled}\}_c \cup \{\text{linked}\}_c \cup \{\text{fulfilled}\}_c \cup \{\text{linked}\}_c$ $(P$ refers to the power set):

1. An operand is either a context attribute or a constant value: $\forall od \in OD : od \in CA \lor od \in CV$.
2. Each operand has a certain domain type which determines the type and range of values for this operand (e.g., Boolean, date and integer). For example, the context attribute currentDate has the domain type date. Note that each operand has exactly one domain type: The mapping $dm_{od} : OD \rightarrow DM$ is called operand-domain type. For $dm_{od}(od) = dm$, we call $od \in OD$ operand and $dm \in DM$ the domain type specified for an operand.
3. In a context condition, an operator is applied to the operands. In contrast to operands, operators may be linked to multiple domain types. Consider, for example, the lower-equal ($\leq$) operator, which may be used to compare numbers or dates, is linked to the domains: integer, real and date. Formally: the mapping $dm_{at} : OT \rightarrow P(DM)$ is called operator-domain types. For $dm_{at}(ot) = DM_{ot}$, we call $ot \in OT$ operator and $DM_{ot} \subseteq DM$ the set of domain types specified for an operator.

4. Context conditions are predicates that consist of operands and operators. Each context condition contains one operator and the number of operands required by this operator. For example, the context condition ‘age $> 18$’, the context attribute age and the constant value 18 are the operands, whereas $>$ is the operator.

- The mapping $od_{at} : CD \rightarrow P(OD)$ is called context condition operands. For $od_{at}(cd) = OD_{at}$, we call $cd \in CD$ context condition and $OD_{at} \subseteq OD$ is the set of operands included in this condition.
- The mapping $ot_{at} : CD \rightarrow OT$ is called context condition operator. For $ot_{at}(cd) = ot$, we call $cd \in CD$ context condition and $ot \in OT$ is the operator included in this condition.
- The mapping $cond : P(OD) \times OT \rightarrow CD$ is called context condition. For $cond(OD_{at}, ot) = cd$, we call $OD_{at} \subseteq OD$ the set of operands included in this condition, $ot \in OT$ is the called the operator, and $ot \in OT$ is called context condition.

5. Within each context condition, all operands must have the same domain type: $\forall cd \in CD : \forall od_{at} \in OD_{at}(cd_{at})$:

$$dm_{at}(od_{at}) = dm_{at}(od)$$

6. Within each context condition, the domain type of the operands must correspond to the domain type of the operator. Otherwise, the operator cannot be applied on the operands: $\forall cd_{at} \in CD : \forall od_{at} \in OD_{at}(cd)$, $ot \in OT(ot)$,$dm_{at}(od) \subseteq dm_{at}(ot)$

7. A context condition must contain at least one context attribute: $\exists cd_{at} \in CD : \exists od_{at} \in OD_{at}(cd_{at}) : od_{at} \in CA$

8. Context conditions are Boolean expressions that are fulfilled if the operator applied to the corresponding operands evaluates to true: The mapping $fulfilled_{cd} : CD \rightarrow BOOLEAN$ is called context condition fulfillment. For $fulfilled_{cd}(cd) = Boolean$, we call $cd \in CD$ context condition. The mapping follows a two-valued logic returning exactly one truth value. Thus, the $fulfilled_{cd}$ mapping returns true if the operator applied on the corresponding operands evaluates to true. Otherwise, it returns false.

9. A context constraint is linked to one or more context conditions: The mapping $linked_{ct} : CC \rightarrow P(CD)$ is called context condition to constraint linkage. For $linked_{ct}(cc) = CD_{ct}$, we call $cc \in CC$ context constraint and $CD_{ct} \subseteq CD$ the set of conditions linked to this context constraint.

10. A context constraint is fulfilled if all linked conditions evaluate to true: the mapping $fulfilled_{ct} : CC \rightarrow BOOLEAN$ is called context constraint fulfillment. For $fulfilled_{ct}(cc) = Boolean$, we call $cc \in CC$ context.
constraint. The mapping follows a two-valued logic returning exactly one truth value. Thus, the \texttt{fulfilled}_{cc} mapping returns \texttt{true} if all conditions linked to the context constraint are true. Otherwise, it returns \texttt{false}.

\textit{Definition 2} (context-aware business activity process flow model): A process flow model \texttt{PFM} = (\texttt{N}, \texttt{A}) where \texttt{N} = \texttt{T}_T \cup \texttt{C}_F \cup \texttt{C}_J \cup \texttt{C}_M \cup \{\texttt{start}, \texttt{end}\} refers to pairwise disjoint sets and \texttt{A} \subseteq \texttt{N} \times \texttt{N}.

An element of \texttt{N} is called node and an element of \texttt{A} is called arc. Elements of \texttt{T}_T are called task types. An element of \texttt{C}_F is called fork, an element of \texttt{C}_J is called join, an element of \texttt{C}_M is decision, and an element of \texttt{C}_M is merge. \texttt{start} is called start node and \texttt{end} is called end node. All nodes \texttt{n} \in \texttt{N} are on a path from \texttt{start} to \texttt{end}.

Furthermore, before executing a task, we have to check, if it is possible to find a subject who is allowed to execute this task without violating associated context constraints, mutual exclusion constraints, or binding constraints (Strembeck and Mendling, 2010). Therefore, we need to explicitly refer to the execution history of a process instance \texttt{p} to reflect which subject has already executed which task instance (see Strembeck and Mendling, 2011). Accordingly, we define an execution history \texttt{h(p)} for context-aware business activities in Definition 3.

\textit{Definition 3} (execution history): Let \texttt{cBRM} = (\texttt{E}, \texttt{Q}, \texttt{D}, \texttt{CX}) be a context-aware business activity RBAC model and \texttt{P}_T its set of process instances. For a particular process instance \texttt{p} \in \texttt{P}_T, an execution event \texttt{exec(p)} \in (\texttt{T}_T \times \texttt{T}_T \times \texttt{R} \times \texttt{S}) is a record of a particular task execution where \texttt{T}_T refers to the set of task instances, \texttt{T}_T refers to the set of corresponding task types, \texttt{R} refers to the set of executing roles, and \texttt{S} refers to the set of executing subjects. The execution history \texttt{h(p)} of a process instance \texttt{p} is defined as a mapping \texttt{h:p} \mapsto \texttt{P(\{(t,i,t_i,r,s): t \in \texttt{T}_T, i \in \texttt{T}_T, r \in \texttt{R}, s \in \texttt{S}\})}, which maps \texttt{h(p)} to a set of execution events \texttt{exec(p)} (for further details, see Strembeck and Mendling 2011).

If a particular task type \texttt{t} \in \texttt{T}_T is linked to context constraint(s), i.e. if \texttt{linked}_{cc}(t) \neq \emptyset, the execution history includes a record of all context constraints linked to the task instances. For a particular task instance \texttt{t}, with \texttt{t} \in \texttt{t}(t, p), the corresponding task type, each context constraint \texttt{cc} linked to this task, and the results of evaluating the context constraint, i.e. \texttt{fulfilled}_{cc}(cc) = \texttt{true} or \texttt{fulfilled}_{cc}(cc) = \texttt{false}, are documented. Thus, for each linked context constraint, i.e. \texttt{cc} \in \texttt{linked}(t), the context-aware execution history \texttt{h}(t) of a task instance \texttt{t} is defined as a mapping \texttt{h:t} \mapsto \texttt{P(\{(cc, result): cc \in \texttt{CC}\})} with result = \texttt{fulfilled}_{cc}(cc).

\textit{Definition 4} specifies a notion of state for context-aware business activity models as already defined by Strembeck and Mendling (2011). It is based on the distribution of control tokens on the arcs and the execution history. The letter \texttt{m} refers to a state and \texttt{M} refers to the set of states, respectively. The letter \texttt{M} is derived from the term marking used in Petri nets.

\textit{Definition 4} (state of a process instance): Let \texttt{PFM} be a context-aware business activity process flow model and \texttt{cBRM} a context-aware business activity RBAC model such that the tasks of the first match the latter, that is \texttt{T}_T^{\texttt{PFM}} = \texttt{T}_T^{\texttt{cBRM}}, and such that all \texttt{a} \in \texttt{A} are the arcs of \texttt{PFM}. The state of a process instance \texttt{p} \in \texttt{P}_T is defined as a pair \texttt{m} = (\texttt{d}, \texttt{h}) where \texttt{h} refers to the execution history of \texttt{p} and \texttt{d} is an element of \texttt{D}:\texttt{A} \rightarrow \texttt{N}, which is a distribution of tokens on the arcs of the model with \texttt{N} being the natural numbers. The initial state \texttt{m} = (\texttt{d}_{\texttt{init}}, \texttt{h}) of \texttt{p} is a state \texttt{m} such that \texttt{h} = \emptyset and for each \texttt{a} = (\texttt{n}_1, \texttt{n}_2) with \texttt{n}_1 = \texttt{start}:\texttt{d}(\texttt{a}) = 1 and for each \texttt{a} = (\texttt{n}_1, \texttt{n}_2) with \texttt{n}_1 \neq \texttt{start}:\texttt{d}(\texttt{a}) = 0.

Figure 2 shows the transition relations for task nodes depicted via round-cornered rectangles. In a transition from one task to another task, different kinds of constraints defined on these tasks are considered. Hereby, \texttt{linked}_{cc} refers to context constraints linked to a task. Moreover, dynamic and static mutual exclusion constraints (short: \texttt{dme}, \texttt{sme}) as well as subject-binding and role-binding constraints (short: \texttt{sb}, \texttt{rb}) are considered. A detailed discussion on mutual-exclusion and binding constraints was found in the work of Strembeck and Mendling (2011).

Figure 2 Transition for task nodes in ContextAwareBusinessActivities
Definition 5 (Reachability Graph): Let $PFM=(N,A)n\in N$ be a business activity process flow model, $cBRM$ a context-aware business activity RBAC model including the set of task instances $T_{\text{ti}}$, a process instance $p\in P_{f}$, and the execution history $h$ of $p$. Then the reachability graph $RG=(M,TR)$ with $TR\subseteq M\times N\times M$ must comply with the following constraints:

- The initial state is in $M$, i.e. $m_{i}\in M$ with $T_{i}=\emptyset$.
- If $m=(d,h)\in M$ and $n\in T_{f}$ and for all $a\in n_{a}, d(a)>0$ and there exists $i'\in ti(n,p), r'\in R, s'\in S$ with $n\in tra(r')$ and $r'\in rsa(s')$ such that for all $(i',n,r',s')\in h$ holds that:
  
  **If all context constraints linked to a task are fulfilled:**
  
  - If $\text{linked}_{{CC}}(n)\neq \emptyset$ and $\forall i'\in ti(n,p):\forall cc\in \text{linked}_{{CC}}(n)$: $\text{fulfilled}_{{cc}}(cc)=\text{true}$ and $m'(d',h')$ exists such that:
    - $\forall a\in A\setminus (n_{a}\cup n_{out})$: $d'(a)=d(a)$,
    - there exists at least one $a\in n_{a}$: $d(a)=d(a)-1$, and
    - there exists at least one $a_{\text{fulfilled}}\in n_{out}$: $d'(a)=d(a)+1$, and
    - $h'=h\cup \{(i',n,r',s')\}, T_{i}'=T_{i}\cup \{i'\}$ with
    - $i'\in ti(n,p), es(i')=s'$, and $er(i')=r'$, and $m'\in M$ and $(m,n,m')\in TR$.
  
  **If a context constraint linked to a task is not fulfilled:**
  
  - If $\text{linked}_{{CC}}(n)\neq \emptyset$ and $\exists i'\in ti(n,p):\exists cc\in \text{linked}_{{CC}}(n); \text{fulfilled}_{{cc}}(cc)=\text{false}$ and $m'(d',h')$ exists such that:
    - $\forall a\in A\setminus (n_{a}\cup n_{out})$: $d'(a)=d(a)$,
    - there exists at least one $a\in n_{a}$: $d(a)=d(a)-1$, and
    - there exists at least one $a_{\text{notfulfilled}}\in n_{out}$: $d'(a)=d(a)+1$, and $h'=h\cup \{(i',n,r',s')\}, T_{i}'=T_{i}\cup \{i'\}$ with
    - $i'\in ti(n,p), es(i')=s'$, and $er(i')=r'$, and $m'\in M$ and $(m,n,m')\in TR$.

Thus, if a context constraint is not fulfilled, an alternative path can be defined, leading, for example, to the end of a process.

### 3 Modelling context constraints in UML

The Unified Modelling Language (UML) (OMG, 2011b) is the de facto standard for the specification of information systems. Modelling support for context constraints via a standard notation can help to bridge the communication gap between software engineers, security experts, experts of the application domain, and other stakeholders (see e.g. Mouratidis and Jürjens, 2010). Our modelling approach for context-aware access control concepts acts as an enabler to document and communicate how access control in general and context constraints in particular affect a business process.

UML2 Activity models offer a process modelling language that allows us to model the control and object flows between different actions. The main element of an activity diagram is activity. Its behaviour is defined by a decomposition into different actions. A UML2 activity thus models a process while actions included in the activity are used to model tasks (for details on UML2 activity models; see OMG, 2011b).

In addition, we use the Object Constraint Language (OCL) (OMG, 2010) to formally define the semantics of the newly introduced UML elements and to ensure the consistency of the extended UML models. Corresponding software tools can enforce OCL invariants on the modelling-level as well as in runtime models. Thereby, we can ensure the consistency of our extended UML models with the definitions provided above. However, note that our general approach does not depend on the UML and may also be applied to extend other process modelling languages.

The UML standard provides two options to adapt its metamodel to a specific area of application (OMG, 2011b): (a) defining a UML profile specification, which does not change the UML metamodel but extend existing UML meta-classes for special domains; (b) extending a UML metamodel, which allows for the definition of new elements with customised semantics. However, UML profiles are not a first-class extension mechanism (see OMG, 2011b, p.660). Moreover, the newly defined modelling elements for context constraints require new semantics which are not available in the UML metamodel. Thus, we introduce the UML metamodel extension ContextAwareBusinessActivities for modelling process-related constraints (see Figure 3). Our UML extension extends the BusinessActivities package (Strembeck and Mendling, 2011), which provides UML modelling support for process-related RBAC models.
A BusinessActivity (Strembeck and Mendling, 2011b) is a special UML activity (see Figure 3). A BusinessAction corresponds to a task and comprises all permissions to perform the task. Roles and SUBJECTS are linked to BusinessActions directly or transitively. Furthermore, mutual exclusion and binding constraints can be defined on BusinessActions (see Strembeck and Mendling, 2011b, for further details).

For integrating context constraints into process-related RBAC models according to the definitions provided in Section 2, we introduce the following new meta-classes: The ContextConstraint meta-class is a special UML2 classifier (from the Kernel package, see OMG, 2011b and Figure 3). Each ContextConstraint is linked to one or more BusinessActions and one or more ContextConditions indicating that the constrained BusinessAction can only be performed if all conditions specified in the ContextConstraint are fulfilled (see OCL Constraint 1 listed at the end of this section).

In UML, each classifier may include an arbitrary number of operations (see OMG, 2011b). A ContextConstraint defines one mandatory operation called fulfilledcc. For each ContextConstraint, the corresponding fulfilledcc operation checks if all linked ContextConditions are fulfilled and returns either true or false (see Constraint 5).

A Domain is a subtype of the UML2 DataType meta-class (see OMG, 2011b). Operands are linked to a certain domain. Similarly, the operator defined in the expression of a ContextCondition is linked to one or more domains (see Figure 3). Within the same ContextCondition, the domain of the operands needs to correspond to the domain of the operator (see Constraint 4). Otherwise, a ContextCondition cannot be evaluated.

Figure 4 shows presentation options to visualise the relations between BusinessActions and ContextConstraints as well as between ContextConstraints and ContextConditions. Note that these relations are formally defined through our UML metamodel extension and therefore exist independent of their actual graphical representation.

Constraint 1: A ContextConstraint defines that certain conditions must be met in order to be able to execute a
particular BusinessAction. Thus, a ContextConstraint refers to
a BusinessAction and is specified via one or more
ContextConditions:

context ContextConstraint
inv: self.constrainedElement->forAll(c | c.oclIsKindOf(BusinessAction))
inv: self.condition->forAll(cd | cd.oclIsKindOf(ContextCondition))

Constraint 2: Each ContextCondition consists of an operator
and operands. The operands specified in a ContextCondition
are either ContextAttributes (e.g. location) or ConstantValues
(e.g. Vienna):

context ContextCondition
inv: self.expression.operand.oclAsType(OperandType)->forAll(o | o.oclIsKindOf(ContextAttribute) or o.oclIsKindOf(ConstantValue))

Constraint 3: In order to define a valid ContextCondition, at
least one operand in each ContextCondition needs to be a
ContextAttribute:

context ContextCondition
inv: self.expression.operand.oclAsType(OperandType)->exists(o | o.oclIsKindOf(ContextAttribute))

Constraint 4: Within the same ContextCondition, all
operands must have the same domain which determines the
type and range of values this operand may take (e.g. date).
Moreover, the operands’ domain has to correspond to one
of the operator’s domains:

context ContextCondition
inv: self.expression.operand.oclAsType(OperandType).domain.name = od1.oclAsType(OperandType).domain.name and
self.expression.operand.oclAsType(ConstantValue).domain.name = od2.oclAsType(OperandType).domain.name)

Moreover, the following two constraints must be
satisfied which cannot be expressed in OCL (see OMG,
2011b):

Constraint 5: The fulfilled_CC operations must evaluate to
true to fulfil the corresponding ContextCondition.

Constraint 6: The fulfilled_CD operations must evaluate to
true to fulfil the corresponding ContextCondition.

Table 1 gives an overview of how each of the generic
definitions in Section 2 is mapped to our UML extension for
context-aware business activities.

<table>
<thead>
<tr>
<th>Generic definition</th>
<th>Covered through</th>
</tr>
</thead>
<tbody>
<tr>
<td>Definition 1: sets of the metamodel</td>
<td>Defined via new meta-classes in our metamodel extension</td>
</tr>
<tr>
<td>Definition 1.1: ∀od ∈ OD: od ∈ CA ∨ od ∈ CV</td>
<td>Constraint 2</td>
</tr>
<tr>
<td>Definition 1.1: dm_{od,OD} → DM</td>
<td>Defined via the domain association in our metamodel extension</td>
</tr>
<tr>
<td>Definition 1.1: dm_{od,OT} → P(DM)</td>
<td>Defined via the domain association in our metamodel extension</td>
</tr>
<tr>
<td>Definition 1.1: od_{od,CD} → P(OD)</td>
<td>Defined via the ContextCondition meta class and the operand association</td>
</tr>
<tr>
<td>Definition 1.1: od_{od,CD} → OT</td>
<td>Defined via the ContextCondition meta class</td>
</tr>
<tr>
<td>Definition 1.1: cond'(P(OD) × OT) → CD</td>
<td>Defined via the ContextCondition meta class</td>
</tr>
<tr>
<td>Definition 1.1: ∀cd ∈ CD: ∀od_{od,CD} = dm_{od,CD}</td>
<td>Constraint 4</td>
</tr>
<tr>
<td>Definition 1.1: ∀cd ∈ CD: ∀od_{od,CD} = dm_{od,CD}</td>
<td>Constraint 4</td>
</tr>
<tr>
<td>Definition 1.1: fulfilled_{cd,CD} → BOOLEAN</td>
<td>Constraint 3</td>
</tr>
<tr>
<td>Definition 1.1: linked_{cd,CC} → P(CC)</td>
<td>Constraint 6</td>
</tr>
<tr>
<td>Definition 1.1: linked_{cd,CC} → BOOLEAN and fulfilled_{cd,CC} = true</td>
<td>Defined via the condition association and Constraint 1</td>
</tr>
<tr>
<td>Definition 1.1: linked_{cd,CC} → P(CC)</td>
<td>Constraints 5, 6</td>
</tr>
<tr>
<td>Definition 2: PFM = (N, A)</td>
<td>Defined via the constrainedElement association and Constraint 1</td>
</tr>
<tr>
<td>Definition 3: h: P1 ≥ 0((t1, r, s)</td>
<td>Instantiation of metamodel extensions (see OMG, 2011b)</td>
</tr>
<tr>
<td>Definition 4: m = (d, h)</td>
<td>Implicitly defined via our metamodel extension and the specification of UML Activity models (see Figure 3 and OMG, 2011b)</td>
</tr>
<tr>
<td>Definition 5: reachability graph</td>
<td>Implicitly defined via our metamodel extension and the specification of UML Activity models (see Figure 3 and OMG, 2011b)</td>
</tr>
</tbody>
</table>
4 Examples for context-aware RBAC models

In this section, we show two examples of how our UML extension for context-aware business activities can be used in different domains to define context-aware RBAC models for business processes.

4.1 A mobile inventory management process

Figure 5a shows the control-flow of a mobile inventory management process modelled as a context-aware business activity. We use the so-called UML swimlane notation (OMG, 2011b) to group actions which are executed by members of the same role. In this process, a retail store has implemented a mobile RFID solution, where RFID labels are placed on the products and sales representatives are outfitted with RFID handheld readers. These handhelds can communicate with back-end billing and inventory management applications. The process starts when a sales representative visits the customer’s retail store where the consigned or vendor-managed inventory resides. The sales representative uses the handheld to read the RFID tagged inventory in the store. The current inventory level is compared with, e.g., the last inventory level to identify the amounts of items which have been removed. The order information is sent to back-end applications. If more than 100 items are ordered, the retail store manager needs to approve the orders. Next, the sales representative generates an invoice. Finally, the order history is updated via the back-end applications.

In this process, two BusinessActions are associated with context constraints (see Figure 5b). Before performing the read RFID tagged inventory task, the inventory management server has to check the context constraint read RFID tags including the following context conditions: First, the sales_rep_id context attribute must correspond to a registered_sales_rep_id to ensure that the corresponding sales representative is authorised to read the data for this store. Second, the communication_protocol context attribute has to be an encrypted protocol to ensure the secure transmission of potentially sensitive data. In addition, the send orders to back-end task is associated with the context constraint send RFID orders stating that the client_MAC_address context attribute must be registered to ensure that only registered PCs can be used to access the back-end applications. If the PC is not registered, the sales representative can request for authentication in order to be able to successfully send the orders to the back-end applications. Moreover, the communication_protocol must also be encrypted for secure data transmission.

4.2 An online examination process

Figure 6a shows an online examination process modelled as context-aware business activity. The process starts when a lecturer uploads an online exam document. If the exam is approved, a student can send a fetch request to receive the exam document. After the student’s fetch request, the exam-server then generates an individual exam scramble for the student and sends this exam to the student. If the sending process for the exam document is successful, the student performs the do examination task. In case an error occurs when sending the exam document, the student has to send another fetch request. After performing the examination, the student finally dispatches the completed exam document back to the server.
In this process, two BusinessActions are associated with context constraints (see Figure 6b). Before performing the task send exam document to student, the exam-server has to check the context constraint send exam including the following context conditions: First, the today's date context attribute must correspond to the actual examination date. Second, the client_MAC_address context attribute must be registered to ensure that only registered PCs can be used to access the exam-server. In addition, the dispatch completed exam task is associated with the context constraint dispatch exam stating that a student can only hand in the exam within the specified examination time. Thus, the current_time context attribute must be within the specified start and end examination time.

5 Platform support

In this section, we provide an overview of our platform support for context-aware RBAC process models. First, we present the Business Activity library and runtime engine. For the purposes of this paper, we extended this library with the ContextConstraints package (available at http://wi.wulurz.ac.at/home/mark/BusinessActivities/library.html).

The Business Activity library and runtime engine is a software platform that can manage process-related RBAC runtime models and enforce access control policies as well as several kinds of entailment constraints (Strembeck and Mendling, 2011). It supports all modelling level artefacts of process-related RBAC models and provides functions for managing corresponding runtime instances. Moreover, it automatically enforces all invariants defined via OCL constraints. Figure 7 shows an excerpt of the essential class relations of the Business Activity library and runtime engine. In particular, the Business Activity library and runtime engine provides the following basic features:

- Definition of subjects, roles and business actions;
- Specification of role-hierarchies;
- Definition of static (SME) and Dynamic Mutual Exclusion (DME) constraints as well as role- and subject-binding constraints for tasks;
- Assignment of tasks to roles (task-to-role assignment) and of roles to subjects (role-to-subject assignment);
- Revocation of task-to-role assignment and role-to-subject assignment relations;
- Functions for checking SME and DME constraints as well as role- and subject-binding constraints at runtime;
- Task allocation mechanism that ensures the consistency of all process instances at runtime;
- Several introspection functions for business actions, roles and subjects.
The ContextConstraints package extends the Business Activity library and runtime engine with support for context-aware RBAC process models as defined in the previous sections. Figure 8 shows the essential class relations of the ContextConstraints extension package. The Business Activity library and runtime engine as well as the ContextConstraints extension package are implemented via the programming language eXtended Object Tcl (XOTcl, see e.g. Neumann and Sobernig, 2009; Neumann and Sobernig, 2011; Neumann and Zdun, 2000). XOTcl is an object-oriented extension of the scripting language Tcl (Ousterhout, 1990) and is publicly available in website: http://www.xotcl.org/. XOTcl is a C-library that can be dynamically loaded into Tcl-compatible environments and is embeddable into C programs. Amongst others, XOTcl provides a mixin mechanism (Zdun et al., 2007). XOTcl mixin classes are a dynamic message interception technique. They allow us to define extension classes in addition to the inheritance hierarchy.

XOTcl supports per-object mixins as well as per-class mixins. Per-object mixins are classes that are applied as mixins for an individual instance of a class while per-class mixins are classes that are applied as mixins for a class (see Zdun et al., 2007, for details). Both XOTcl mixin constructs are used in the ContextConstraints extensions package to dynamically activate or deactivate certain behaviour for a class or object. For instance, if a task, which is associated with one or more context constraints, is allocated to a certain subject, the task-allocation function of the ContextConstraints package is invoked via a per-class mixin (to check if all linked context constraints are fulfilled before executing the next task) instead of the original task-allocation function provided by the Business Activity library and runtime engine. The ContextConstraints package provides the following basic features:

- Definition of context constraints and context conditions;
- Linking and unlinking context constraints and context conditions;
- Linking and unlinking tasks and context constraints;
- Specification of operands and operators for particular context conditions;
- Evaluation of context constraints for all tasks in a certain process instance at runtime;
- Redefinition of the task allocation mechanism to ensure that all associated context constraints are fulfilled at runtime (e.g. tasks may only be allowed to be performed at a certain time or date);
- Several introspection functions for context constraints, context conditions and additional introspection functions for business actions.

The Business Activity library and runtime engine in combination with the ContextConstraints extension package ensures the compliance of processes modelled via the ContextAwareBusinessActivities and user-defined context constraints. Thereby, it supports a straightforward mapping of modelling level context-aware RBAC models to the corresponding runtime models.
6 Related work

In general, we distinguish three types of related work for the paper. First, we have approaches that primarily aim to integrate different types of context information into (role-based) access control models. Second, a number of different approaches exist that integrate context constraint information into a business process/workflow environment. We see these two categories as related work in the narrower sense. Third, some UML-based modelling approaches include context information for various other domains. Thus, we see these approaches as related work in a broader sense. Moreover, many of the RBAC and business process-related approaches are complementary to our work and are well-suited to be combined with our context-aware RBAC models.

Table 2 shows an overview of related work on modelling context constraints in an RBAC or business process context. With respect to the concepts and artefacts specified in Sections 2 and 3, we use a ✓ if a related approach provides similar and/or comparable support for a certain concept, and a Δ if a related approach provides at least partial support for a particular aspect.

Table 2  Comparison of related work

<table>
<thead>
<tr>
<th>Approaches to integrate context constraints into (role-based) access control</th>
<th>Business Processes</th>
<th>Roles</th>
<th>Arbitrary Context</th>
<th>Formal metamodel</th>
<th>Modelling support</th>
<th>Consistency checks</th>
<th>Tool support</th>
</tr>
</thead>
<tbody>
<tr>
<td>Temporal RBAC (Bertino et al., 2001)</td>
<td>–</td>
<td>✓</td>
<td>–</td>
<td>✓</td>
<td>–</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Generalised TRBAC (Joshi et al., 2005)</td>
<td>–</td>
<td>✓</td>
<td>–</td>
<td>✓</td>
<td>–</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>GEO-RBAC (Bertino et al., 2005)</td>
<td>–</td>
<td>Δ</td>
<td>–</td>
<td>✓</td>
<td>–</td>
<td>✓</td>
<td>–</td>
</tr>
<tr>
<td>UbiCOSM (Corradi et al., 2004)</td>
<td>–</td>
<td>Δ</td>
<td>–</td>
<td>–</td>
<td>–</td>
<td>–</td>
<td>✓</td>
</tr>
<tr>
<td>RBAC in ambient space (Wedde and Lischka, 2004)</td>
<td>–</td>
<td>✓</td>
<td>–</td>
<td>✓</td>
<td>–</td>
<td>–</td>
<td>–</td>
</tr>
<tr>
<td>Team-based access control (Thomas, 1997; Georgiadis et al., 2001)</td>
<td>–</td>
<td>✓</td>
<td>–</td>
<td>✓</td>
<td>–</td>
<td>–</td>
<td>✓</td>
</tr>
<tr>
<td>CA-RBAC (Kulkarni and Tripathi, 2008)</td>
<td>–</td>
<td>✓</td>
<td>–</td>
<td>–</td>
<td>–</td>
<td>Δ</td>
<td>Δ</td>
</tr>
</tbody>
</table>

Approaches to integrate context constraints into workflow environments

<table>
<thead>
<tr>
<th>Approaches to integrate context constraints into workflow environments</th>
<th>Business Processes</th>
<th>Roles</th>
<th>Arbitrary Context</th>
<th>Formal metamodel</th>
<th>Modelling support</th>
<th>Consistency checks</th>
<th>Tool support</th>
</tr>
</thead>
<tbody>
<tr>
<td>Workflow authorisation model (Adam et al., 1998; Atluri and Huang, 1996)</td>
<td>✓</td>
<td>Δ</td>
<td>–</td>
<td>✓</td>
<td>–</td>
<td>Δ</td>
<td>Δ</td>
</tr>
<tr>
<td>Context-sensitive access control (Cholewka, 2000)</td>
<td>✓</td>
<td>✓</td>
<td>–</td>
<td>–</td>
<td>–</td>
<td>–</td>
<td>Δ</td>
</tr>
<tr>
<td>Contextual security policies (Cuppens and Cuppens-Boulahia, 2008)</td>
<td>✓</td>
<td>Δ</td>
<td>–</td>
<td>✓</td>
<td>–</td>
<td>–</td>
<td>–</td>
</tr>
</tbody>
</table>

UML-based modelling approaches

<table>
<thead>
<tr>
<th>Approaches to integrate context constraints into workflow environments</th>
<th>Business Processes</th>
<th>Roles</th>
<th>Arbitrary Context</th>
<th>Formal metamodel</th>
<th>Modelling support</th>
<th>Consistency checks</th>
<th>Tool support</th>
</tr>
</thead>
<tbody>
<tr>
<td>Context modelling profile (Simons, 2007)</td>
<td>✓</td>
<td>Δ</td>
<td>Δ</td>
<td>–</td>
<td>Δ</td>
<td>Δ</td>
<td>–</td>
</tr>
<tr>
<td>ContextUML (Sheng and Benatallah, 2005)</td>
<td>–</td>
<td>–</td>
<td>Δ</td>
<td>–</td>
<td>Δ</td>
<td>–</td>
<td>–</td>
</tr>
<tr>
<td>Privacy-aware Context Profile (Kapitsaki and Venieris, 2008)</td>
<td>–</td>
<td>Δ</td>
<td>Δ</td>
<td>–</td>
<td>Δ</td>
<td>–</td>
<td>–</td>
</tr>
<tr>
<td>Context-aware RBAC models (our approach)</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
</tbody>
</table>
Several approaches formally integrate different types of context constraints into (role-based) access control models. The RBAC model was extended to consider temporal aspects in access control decision (see e.g. Bertino et al., 2001; Joshi et al., 2005) or the users’ location (see e.g. Bertino et al., 2005; Corradi et al., 2004; Wedde and Lischka, 2004). In the work of Georgiadis et al. (2001), the integration of contextual information with Team-based Access Control (TMAC) is discussed. Hereby, users obtain permissions according to their membership in roles and teams. Kulkarni and Tripathi (2008) presented a context-aware RBAC model, where context constraints are defined on different parts of the model. Moreover, role revocation is supported, in case values of the user attributes no longer satisfy the constraints. These approaches usually focus on the integration of certain contextual information, such as time, location or user attributes, into the RBAC model. In our approach, context constraints can be defined for any contextual information tracked in an information system.

The notion of context constraints in workflow environments has been studied, e.g. in the Workflow Authorisation Model (WAM) (Adam et al., 1998; Atluri and Huang, 1996). In this approach, subjects only can access objects during the execution of a task. For this purpose, temporal constraints are defined on tasks. A similar approach was presented by Cholewka et al. (2000), where permissions in workflows are granted according to the actual task. Another approach for contextual security policies in organisational environments was presented by Cuppens and Cuppens-Boulahia (2008), where context is viewed as an extra condition that must be satisfied to activate a security rule. However, only certain types of contextual attributes, such as time or location are considered in all of these approaches. Moreover, they do not offer modelling support for context-aware access control concepts in business processes.

Other approaches for modelling context exist for various domains. There are some UML-based modelling approaches for considering context constraints in mobile or distributed systems. In contrast to our modelling approach, none of these works considers the business process/workflow perspective. Simons (2007) presented a UML profile for modelling context for mobile distributed systems via special UML class diagrams. Similar to our approach, a generic context concept is used which is not limited to a certain type of context information. Moreover, OCL constraints define additional consistency checks for the extension. In contrast to our approach, there is no definition of a formal metamodel. Thus, the approach is limited to the UML. Moreover, the process flow cannot be visualised and tool support for the CMP profile is missing. The ContextUML language (Sheng and Benatallah, 2005) is another UML profile for modelling context-aware web-services. ContextUML does not specify access control mechanisms. Moreover, a generic metamodel and consistency checks are not specified. Kapitsaki and Venieris (2008) presented a similar approach. The authors present the Privacy-aware Context Profile (PCP) in UML notation considering several account privacy and quality aspects. A formal representation as well as consistency checks and tool support are not provided for this UML profile.

To the best of our knowledge, this paper presents the first attempt to address RBAC context constraints from a business process modelling perspective. While many sophisticated approaches exist that formally integrate process-related context constraints into access control models, corresponding process modelling support is largely missing. Our approach complements existing context modelling approaches by providing modelling support for business processes and corresponding contextual authorisation constraints in a consolidated modelling language.

7 Conclusion

This paper was motivated by the need for considering context-aware access control mechanisms in business processes. This is especially important due to the rising importance of mobile computing technologies in business environments. We defined a formal metamodel to integrate context constraints into process-related RBAC models. Based on these definitions, we extended the UML to allow for the model-based specification of context-aware RBAC process models in UML activity diagrams. Moreover, we apply the OCL to define the semantics of the newly introduced UML meta-classes. Our extension can be integrated with other UML-based approaches or tools. We also implemented a context-constraint extension for the Business Activity library and runtime engine.
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