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Abstract: Problem statement: A digital signature scheme allows one to sign an electronic message and later the produced signature can be validated by the owner of the message or by any verifier. Most of the existing digital signature schemes were developed based on a single hard problem like factoring, discrete logarithm, residuosity or elliptic curve discrete logarithm problems. Although these schemes appear secure, one day in a near future they may be exploded if one finds a solution of the single hard problem. Approach: To overcome this problem, in this study, we proposed a new signature scheme based on multiple hard problems namely factoring and discrete logarithms. We combined the two problems into both signing and verifying equations such that the former depends on two secret keys whereas the latter depends on two corresponding public keys. Results: The new scheme was shown to be secure against the most five considering attacks for signature schemes. The efficiency performance of our scheme only requires $1203T_{\text{mul}} + T_h$ time complexity for signature generation and $1202T_{\text{mul}} + T_h$ time complexity for verification generation and this magnitude of complexity is considered minimal for multiple hard problems-like signature schemes. Conclusions: The new signature scheme based on multiple hard problems provides longer and higher security level than that scheme based on one problem. This is because no enemy can solve multiple hard problems simultaneously.
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INTRODUCTION

In modern cryptography\cite{9}, the security of developed signature schemes are based on the hardness of solving some hard number theoretical problems. The schemes stay secure as long as the problem underlies the scheme stay unsolvable. The most used hard problems for someone designing a signature scheme are factoring (FAC)\cite{7} and Discrete Logarithms(DL)\cite{8} problems.

However, it is understood that one day in the future the FAC and DL problems could be solved and when it happens, all signature schemes that depend on one of these problems will no longer be secure. One of the strategies to surmount this situation is by designing a signature scheme based on multiple hard problems. Undoubtedly, the security of such schemes is longer than schemes based on a single problem. This is due to unlikely solving two hard problems simultaneously. Many digital signature scheme have been designed based on both FAC and DL\cite{4,6,11,12} but to design such schemes is not an easy task since many of them have been shown insecure\cite{1,3,5,10}. In this study, we developed a new signature scheme based on the multiple hard problems namely factoring and discrete logarithms.

Some notations: The following parameters and notations will be used throughout this paper unless otherwise specified:

- $h(.)$ cryptographic hash function whose output is a t-bit length. We assume here that $t = 128$.
- $p$ is a large prime and $n$ is a factor of $p-1$ that is the product of two safe prime $p'$ and $q'$ i.e., $n = p'q'$.
- An additive group $\mathbb{Z}_n = \{0, 1, 2, \ldots, n-1\}$.
- $\phi(n) = (p'-1)(q'-1)$ is a phi-Euler function.
- $g$ is a primitive element in $\{0, 1, 2, \ldots, p-1\}$ i.e., the order of $g$ is $n$ which satisfies $g^n \equiv 1 \pmod{p}$.
- $\gcd(a,b)$ is the greatest common divisor of $a$ and $b$.

MATERIALS AND METHODS

We propose the new digital signature scheme based on factoring and discrete logarithms. The proposed new signature scheme consists of three phases or algorithms: (1) initialization-generating parameters and keys, (2) signing messages, and (3) verifying signature. The
signer initializes the scheme by first generating two modulus; a prime \(p\) and a composite \(n = p'q'\). The signer next computes public and secret keys of the scheme and publishes the public keys in a public directory and keeps secret keys secretly. In signing phase, the signer signs a message using his secret keys and sends the produced signature to a verifier. Finally, the verifier tests the validity of the signature by using singer’s public key which can be accessed from the public directory.

**Initialization-generating parameters and keys:**

Step 1: Pick randomly an integer \(e\) from \(\mathbb{Z}_n\) such that \(\gcd (e, n) = 1\).
Step 2: Calculate a secret \(d\) such that \(ed \equiv 1 \mod \phi(n)\).
Step 3: Select at random an integer \(x\) from \(0 < x < n\).
Step 4: Calculate a public key \(y = g^x \mod p\).

Thus the public and secret keys of the system are respectively given by \((y, e)\) and \((x, d)\).

**Algorithm for signing messages:** Suppose the verifier wants the signer’s signature on his message \(m\). The signer then:

Step 1: Select two integer \(r\) and \(u\) such that \(r, u < n\).
Step 2: Compute \(K = y^{uh(m)} \mod p\) and \(R = g^r \mod p\).
Step 3: Calculate \(s = (xh(m)+Rh(m))^d\) \(\mod p\).

The original signer then produces \((K, R, s)\) as a signature of message \(m\).

**Algorithm for verifying signature:** Verifier confirms the validity of the signature \((K, R, s)\) by testing the following equation whether it is holds:

\[
g^e = y^{h(m)}K^KR^s \mod p
\]

**Theorem:** If the algorithms of generating parameters and keys and signing messages run smoothly then the validation of signature in verifying signature algorithm is correct.

**Proof:** The Eq. (1) above is true for valid signature since:

\[
g^e = g^{xh(m)+Rh(m) + K^KR^s} = g^{(x+R+K^K_s)^d} = g^{xh(m) + Rh(m) + K^KR^s} \mod p.
\]

**RESULTS**

In this study, we give our results in terms of security analysis and efficiency performance of our proposed signature scheme based on multiple hard problems.

**Security analysis:** Now we shall show some possible attacks by which an adversary (Adv) may try to take down the new developed signature scheme. For every attack, we define the attack and give reason why this attack would fail.

**Attack 1:** Adv wishes to obtain secret keys \((x, d)\) using all information that is available from the system. In this case, Adv needs to solve \(ed \equiv 1 \mod \phi(n)\) and \(y = g^x \mod p\) respectively for \(d\) and \(x\) which are clearly infeasible because the difficulty of solving FAC and DL. Moreover, all secret integers like \((p', q')\) will also hard to find.

**Attack 2:** Adv tries to derive the signature \((K, R, s)\) for a given message \(M\) by letting two integers fixed and finding the other one. In this case, Adv randomly select \((K, R)\) or \((R, s)\) or \((K, s)\) and find \(s\) or \(K\) or \(R\) respectively such that the Eq. 1 satisfied. For example, say Adv fixes the values \((K, R)\) and tries to figure out the value of \(s\). Adv starts by computing \(a = y^{h(m)}K^KR^s \mod p\) and solve \(g^e = a \mod p\) for \(s\). Unfortunately, \(a\) can only be found if both FAC and DL are breakable.

Say that DL is breakable, then Adv knows \(s^e\) but still cannot figure out the value of \(s\) since he or she learns nothing about \(d\). In this case too, the breakable of FAC does not help the Adv at all. The rest of two cases go similarly.

**Attack 3:** Adv may also try collecting \(w\) valid signature \((K_j, R_j, s_j)\) on message \(m_j\) where \(j = 1, 2, \ldots, w\) and attempts to find secret keys and number of the signature scheme. In this case, Adv has \(w\) equations as follows:

\[
s_1^e = xh(m_1) + R_1h(m_1)^{u_1} + K_1h(m_1)^{r_1} \mod n
\]
\[
s_2^e = xh(m_2) + R_2h(m_2)^{u_2} + K_2h(m_2)^{r_2} \mod n
\]
\[
\vdots
\]
\[
s_w^e = xh(m_w) + R_wh(m_w)^{u_w} + K_wh(m_w)^{r_w} \mod n.
\]

In the above \(w\) equations, there are \((2w+1)\) variables namely \(x, u, r\) and \(f\) where \(j = 1, 2, \ldots, w\) which are not known by the Adv. Hence, \(x\) stays hard to detect.
because Adv can generate infinite solutions of the above system of equations but cannot figure out which one is correct.

**Attack 4:** It is assumed that Adv is able to solve DL problem. In this case, Adv knows x but cannot compute s because he does not know d (difficulty of breaking FAC).

**Attack 5:** It is assumed that Adv is able to solve FAC problem. Thus, he knows the prime factorization of n. In this case, Adv knows d but still cannot calculate the third component signature, s because he or she does not know the value of x due to the difficulty of breaking DL.

**Performance evaluation:** Next, we investigate and discuss the performance of our scheme in terms of number of keys, computational complexity and communication cost. The following notations are used to analyse the performance of the scheme.

- SK and PK are the number of secret and keys respectively,
- $T_{\text{exp}}$ is the time complexity for modular exponentiation,
- $T_{\text{mul}}$ is the time complexity for modular multiplication,
- $T_{\text{inv}}$ is the time complexity for a modular inverse computation,
- $T_{b}$ is the time complexity for performing a one-way hash $h(.)$,
- $|x|$ denotes the bit length of x.

In this evaluation, we ignore the time for performing modular addition and subtraction computations and the probability of the bit being 0 or 1 is 1/2. The Table 1 shows the efficiency of our scheme. From the Table 1, the signer performs only $1203T_{\text{mul}}+T_{b}$ time complexity to issue a signature and the verifier needs only $1202T_{\text{mul}}+T_{b}$ time complexity to validate the received signature using the conversion $T_{\text{exp}} = 240T_{\text{mul}}$.

<table>
<thead>
<tr>
<th>The number of keys</th>
<th>Our new signature scheme</th>
</tr>
</thead>
<tbody>
<tr>
<td>SK</td>
<td>2</td>
</tr>
<tr>
<td>PK</td>
<td>2</td>
</tr>
<tr>
<td>Computational complexity</td>
<td>Signing</td>
</tr>
<tr>
<td></td>
<td>Verifying</td>
</tr>
<tr>
<td>Communication cost</td>
<td>3(n+4) p</td>
</tr>
</tbody>
</table>


