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Abstract

This study draws on team adaptation theory to examine how agile behavior within Information Systems development (ISD) teams influences team performance. We conceptualize agile behavior as the degree to which ISD teams use agile practices and test a theoretical model that links agile practice use to two key components of team adaptation—shared mental models and backup behavior. Moreover, in line with team adaptation theory, shared mental models among team members are hypothesized to increase backup behavior, which in turn is suggested to lead to higher levels of ISD team performance in complex environments. To test our hypotheses, we collected data from Scrum masters, project leaders and more than 490 professional software engineers of a global enterprise software development company. Our findings broadly confirm our theoretical model linking agility, adaptation, and ISD team performance, leading to several theoretical and practical contributions.
Introduction

Many software companies have adopted an agile development approach during the last years in order to achieve process flexibility and cope with volatile user requirements (Abrahamsson et al. 2009; Baskerville et al. 2006; Dybå and Dingsøyr 2008; MacCormack et al. 2001). While initially introduced as a counter-movement from the traditional, plan-driven approach, agile development is mainstream today (VersionOne 2012; West et al. 2010). The traditional approach divided the development process into sequential phases of planning, implementation, validation and a single software release at the end of the project (Boehm 2006). Agile development, by contrast, follows an iterative approach with frequent software releases of incremental functionality (Highsmith and Cockburn 2001; Lindstrom and Jeffries 2004). This requires developers to assure software quality throughout the entire development process rather than relying on dedicated testers that validate the software after it is fully implemented.

As a consequence, numerous quality-oriented development practices have become popular during the last years, such as pair programming, code review, or automated testing (Beck 2000), labeled as agile practices. Agile developers write test cases to automatically check their software for bugs (automated testing), ask their colleagues for feedback on work results (code reviews), or even solve the development task together working on a single computer (pair programming). In addition, the popularity of Scrum (Schwaber and Beedle 2002), an agile project management framework, emphasizes the importance of teamwork in most software development organizations.

A number of studies within the IS field have examined software development processes and particularly software development teams (Faraj and Sproull 2000; Harter and Slaughter 2003; Henderson and Lee 1992; Hoegl and Gemuenden 2001). While previous studies have focused on agile software development (Lee and Xia 2010; Maruping et al. 2009; McAvoy and Butler 2009; Ramesh et al. 2012; Sarker and Sarker 2009; Strode et al. 2012; Vidgen and Wang 2009), a comprehensive understanding and evaluation of the agile approach in software development teams is still in its infancy (Dingsøyr et al. 2012). There is a clear need for more theory-based, industrial studies on agile software development teams (Dingsøyr et al. 2012; Dybå and Dingsøyr 2008).

This study addresses this research gap by investigating the impact of using agile development practices on the performance of software development teams. Our key assertion is that the use of agile practices not only directly influences the performance of software development teams, but that it also affects various teamwork mechanisms. Hence, the study draws on team effectiveness research from organization sciences and social psychology (Mathieu et al. 2008; Salas et al. 2005) to answer the central research question: how do agile software development practices influence the performance of software development teams. Team adaptation theory (Burke et al. 2006) holds that shared mental models and backup behavior are central makers of adaptive teams. This study posits that the use of agile practices is positively related to both markers providing a so far unrecognized explanation for performance effects of agile software development on team performance building on the idea that agile development increases team adaptability.

We first develop a research model focusing on shared mental models and backup behavior as determinants of team performance in agile software development teams. We test our hypotheses with survey data from more than 490 professional software developers working in 81 development teams in a large, international enterprise software company. Finally, we discuss the study’s findings.
Theoretical and Conceptual Background

**Agile Development Practices**

Organizations increasingly follow an agile software development approach with software engineers using agile development practices such as pair programming, code review, or automated testing (Beck 2000; Highsmith and Cockburn 2001). These development practices are behavioral norms introduced, e.g., through training programs, to standardize developers’ work processes (Mintzberg 1980) and to direct developers towards company-wide goals, e.g., by encouraging software engineers to focus on software quality right from writing the first line of code.

In many agile software companies, however, software development teams are not obliged to apply agile practices. Developers mostly have a great level of freedom to decide how they organize their personal work and how they collaborate within their teams. One the one hand, agile software engineers are not formally monitored or controlled how they fulfill their tasks (Cockburn 2001; Highsmith and Cockburn 2001; Schwaber and Sutherland 2011). Instead, they have a high level of autonomy for decision-making and task fulfillment. On the other hand, software developers have the responsibility for software quality assurance knowing that there is no team-external validation step before the software gets shipped to the customer. Hence, team autonomy coincides with responsibility to deliver software quality that meets customer expectations. To fulfill these responsibilities and to frame this high degree of autonomy, agile teams therefore develop and follow organizational work norms. This study takes a more general perspective and examines the behavioral norms framed by the agile development approach. We assume that agile software practices are a specific way to instantiate the agile work norms.

There are numerous agile software development practices that software development teams use. In this study, we focus on pair programming, code reviews, and automated testing. These practices fundamentally influence software developers’ implementation work based on the core agile values and principles. Moreover, our research context comprises thousands of software developers familiar with these three practices as the studied company had decided to formally introduce them through a training program. Finally, these practices are among the most widely adopted agile methods according to a worldwide survey among software engineers (VersionOne 2012). Hence, we conceptualize our independent variable, called ‘agile practices use’, as the degree to which software development teams apply pair programming, code reviews, and automated testing as a means for standardizing work norms. Even though these particular development practices are specific to software development, we view them as a context-specific instantiation of an agile work mode. This work style may be relevant for new product development teams working in dynamic and uncertain environments.

**Team Adaptation Theory**

Previous research suggests that most software development teams work in highly dynamic project contexts (MacCormack and Verganti 2003; Schmidt et al. 2001). Lee and Xia (2005) found that business- and technology-related volatility is the major sources of change in software development projects. Regarding business-related change, the team setup may shift, there might be a change in the functional or non-functional system requirements, or due dates may be modified. Second, technology-related change might occur. For instance, the used technology, the system architecture, or other technical components the software relies upon could change unpredictably (Kude et al. 2014a).

We propose the ability of a software development team to adapt to novel situations as an essential antecedent of high performance software development teams. Therefore, we draw on team adaptation theory (Burke et al. 2006) and develop a research model that links the use of agile development practices to team performance explained through two central teamwork factors proposed by the theory (see Figure 1). Team adaptability is defined as a team’s “ability to change team performance processes in response to cues from the environment in a manner that results in functional team outcomes” (Burke et al. 2006). Team adaptation theory holds that adaptive teams successfully manage to (1) assess situations appropriately and build a coherent understanding of a new situation, (2) adjust their plans accordingly, (3) coordinate their work to fit the new situation, and (4) learn by evaluating their effectiveness. While iterating this four-step adaptation process, the team develops emergent states and behavioral markers (Marks et al. 2001; Rosen et al. 2011). This adaptation model is very complex and therefore difficult to
apply. Hence, researchers suggested studying behavioral markers which are expected to be more pronounced in adaptive teams. We follow Salas et al. (2005) who proposed that team adaptation is positively related with a high sharedness of team members’ mental models (DeChurch and Mesmer-Magnus 2010) and strong team backup behavior (Marks et al. 2001).

In the following sections, we argue that a team’s shared mental models as well as team backup behavior are key antecedents for the performance of software development teams. Both are proposed to be either directly or indirectly affected by the use of agile software development practices.

**Figure 1: Research Model**

**Shared Mental Models**

Mental models are organized knowledge structures consisting of the content as well as the structure of the concepts in the mind of individuals (Byrne 2001). Mental model theory was first proposed by Johnson-Laird (1980) as a cognitive concept that can represent knowledge structures and relationships. People use mental models to describe, explain, and predict a system or people they interact with. For example, software engineers may possess a mental model of the software architecture or mental models about the expertise of their coworkers. This helps them coordinate collaboration within the team or make good software design decision if the model properly mirrors the actual functioning of the software.

Shared mental models are team members’ shared, organized understandings and mental representation of knowledge about key elements of the team’s work environment (Klimoski and Mohammed 1994). They are defined as the degree of similarity among the mental models of members (Burke et al. 2006; Byrne 2001; Klimoski and Mohammed 1994; Mohammed and Dumville 2001; Salas et al. 2005). Shared mental model theory holds that effective teams need to maintain a shared understanding within the team that allows team members to interpret information in a similar way, leading to better communication and coordination (Cannon-Bowers et al. 1993). Byrne (2001) suggested that task-related, i.e. shared knowledge about the task, and team-related mental models, i.e. shared knowledge about roles and responsibilities of team members, exist in parallel. Both have been found to have a positive impact on team adaptation in novel situations (Burke et al. 2006). Previous IS studies have applied shared mental models theory to show how agile development methods might influence collaboration within the team (Yu and Petter 2014) and how team members’ personality influences the emergence of shared mental models (Yang et al. 2008).

Previous research suggested social interaction (Levesque et al. 2001) such as frequent communication, information sharing, participation, or negotiation (Klimoski and Mohammed 1994) to be the primary mechanism through which shared mental models develop. Second, spending time together to learn the dominant logic prevailing within a team strongly influences the development of a shared understanding. Furthermore, role differentiation plays a major role in the development of shared mental models. For teams with diverse roles, cross-training and carrying out other team members’ duties can have a positive influence on the development of shared mental models (Marks et al. 2002). Finally, performance monitoring and self-correction was found to be positively related to higher mental model congruency (Rasker et al. 2000).
The usage of agile software development practices may increase the sharedness of the mental models of team members. Developers working in a pair with a programming partner socially interact over a longer period of time while discussing how to solve the assigned development task. Both developers frequently change their roles, i.e. one developer has the role of the observer who monitors the work results of the so-called navigator. During these programming sessions, the two developers learn from each other while spending time to solve an implementation task together. Pair programming can be considered as an extreme form of code review as pair programmers not only review the developed software after it has been finished, but constantly monitor the development process. As such, code review and pair programming may lead to similar outcomes.

When using automated testing, developers write test cases that they automatically execute to check if their software behaves as expected, i.e. if the software produces an expected output for a set of input conditions. Taking a cognition perspective, software development professionals form mental models that represent functional or non-functional requirements of a software system. These mental models are made explicit by writing test cases and then shared in the team’s ‘test suite’. Test suites contain all test cases which were developed over time by all software developers working on that software code line. Thus, developing and regularly executing test suites to check software for functional correctness will likely increase a team’s shared mental model. Hence, we posit the following hypothesis:

**H1a:** The more intensively a team uses agile practices, the more shared the mental models of the team members.

**Team Backup Behavior**

Team backup behavior can take many forms such as helping, carrying out a task, or providing feedback to team members. The intention of backup behavior is to better achieve the team goals when potential failure is apparent (Porter et al. 2003). Marks et al. (2001) identify three means of providing backup as (a) providing feedback and coaching to improve performance, (b) assisting teammates in performing a task, and (c) completing a task when overload is detected. Prior literature suggests mutual monitoring and team orientation among team members as key conditions for backup behavior to emerge within teams (Salas et al. 2005). Both mutual monitoring and team orientation may be particularly present in teams intensively using agile development practices.

Software developers primarily use pair programming and code reviews to discuss newly developed or modified code, i.e. provide feedback to each other. Thus, developers assist each other on how to implement a task before writing software code through developing a solution approach together or right after the code has been written. Thereby, developers can immediately discuss occurring mistakes to avoid them in the future. Thus, applying personal feedback practices implies that team members monitor each other in the process of developing software. Moreover, while constantly engaging in task-related interaction with other team members, the use of pair programming and code review will likely lead to increased levels of team orientation.

Automated test can be seen as a means to automate the feedback process. Previous expectations about the software’s behavior are made explicit as an automated test to be used in the future or by other developers on the team. Therefore, automated tests can be considered as a form of feedback provision that would otherwise be given, at best, verbally when developers test the software manually. Many teams work with continuous integration servers that continuously and automatically run these test cases. When a single test fails, the entire team gets noticed and can judge whether the error could be solved by the developer who had caused it or if actual assistance is required. As such, running automated test cases provides a convenient way to implement mutual monitoring and to receive instant feedback on the current state of the software. Also, automated testing implies that own code is constantly integrated with the team’s shared code-base, thus increasing the team orientation of individual team members. Therefore, we propose the following link for our research model:

**H1b:** The more intensively a team uses agile practices, the more backup its team members provide to each other.
Backup behavior is particularly important for software development teams because individual developers may not be aware of their own performance deficiencies (Salas et al. 2005). Software engineers develop a product that can be used in very different contexts and that has a high level of complexity encapsulated in different software layers. Therefore, it can be very complex to find one’s own mistakes (bug fixing) and to help others fix bugs or finish up a task when needed. Therefore, team members have to recognize the need for help and effectively judge the trade-off between providing help or accomplishing their own task to effectively engage in backup behavior. Doing so requires a common understanding of a colleague’s task, of the specific architecture relevant to this task as well as his or her engineering capabilities to make that decision. Only if team members have that understanding, they can provide backup (Dickinson and McIntyre 1997).

Backup behavior is a response to a genuine request for assistance and means that a developer only provides assistance to a colleague if help is actually required (Porter et al. 2003). This suggests that shared mental models are necessary antecedents for backup behavior because they build the foundation for decisions when help is actually needed (Salas et al. 2005). In line with previous assertions in literature, we posit the following hypothesis:

H2: The more shared the mental models of a team’s members, the more backup its team members provide to each other.

**Team Performance**

In complex software systems, small bugs can have detrimental effects. Undetected software errors may lead to fatal consequences as, for instance, unpredictable system behavior that may require excessive efforts to be solved. Hence, the ability of a team to quickly detect and fix software defects is important for its overall performance. If major software defects are not detected, the quality of the software may gradually deteriorate over time. Consequently, the team would have to spend more time finding and fixing problems rather than developing new features. This process of finding and fixing is mostly a time-consuming and unpredictable task that can affect the team’s ability to forecast its development schedule. As a consequence, stakeholders might perceive the team as unreliable when the delivered software quality does not meet its expectations or when the forecasted software features are not delivered on time. By providing feedback and assistance, developers can call their peers’ attention to flawed software and help each other to fix problems when necessary. Teams that live a high level of backup as part of their work style, however, may shift their priorities and balance their workload between team members when facing such situations. Therefore, behavior may help the team to mitigate such problems and improve its team performance.

Previous research has shown that backup behavior is particularly important for complex tasks and in volatile work environments (Porter et al. 2003). In such situations, individual team members are most likely to face workloads that surpass their capacity. Hence, other team members need to take over in order to avoid a negative impact on team performance. To compensate, team members shift workloads within the team to adapt to novel situations. However, only when underutilized team members assist their overloaded colleagues, the team can adjust and perform at a level that could otherwise not be achieved. For non-complex tasks, however, backup can even be detrimental for the performance as misplaced backup behavior might lead to redundant rather than complementary teamwork. Following Salas et al. (2005), we propose that team backup behavior can be used to improve the performance of a group of individual developers.

H3a,b: In case of high task complexity, the more backup a team’s members provide to each other, the better its team performance.
Method

Sample and Data Collection

To test our hypotheses, we conducted a field study at a large global enterprise software company between December 2013 and February 2014. The company has more than 400 Scrum teams in its headquarters, 300 of which had been trained on agile software development at the time of data collection (Schmidt et al. 2014). The teams had participated in a one week training program which was complemented by a three week coaching phase. Furthermore, most teams could draw from at least six months of experience with the agile development approach. Despite the company’s investment into the training program, the teams were not obliged to use agile methods in their daily work. They could rather voluntarily decide if they wanted to apply the agile approach.

For our study, we drew a sample of 81 co-located development teams. In total, more than 490 software engineers, 79 Scrum Masters, and 65 project leaders agreed to participate in our study. Data was gathered on site using a standardized, paper-based questionnaire. Respondents’ participation in the study was strictly voluntary and data collection followed a structured format. After a short introduction of the study to the team, the paper-based questionnaires were handed over to the team members to be completed individually. The researcher was still in the room to respond to any clarifying questions. Each data collection session took about 30 to 60 minutes. Afterwards, the answers were transcribed twice to ensure high quality of the dataset.

Table 1 provides an overview of the study sample. The average team size in the sample was 9.0. For 65 teams, our dataset is complete with answers from the Scrum master, at least four developers and at least one project leader. All teams were stable; more than 85% of all team members had worked for at least one year in their team. The developers are very experienced; the average developer had more than 10 years of work experience, one third of developers had more than 15 years of experience.

<table>
<thead>
<tr>
<th>Team setup</th>
<th>Technology†</th>
</tr>
</thead>
<tbody>
<tr>
<td>Less than 7 team members</td>
<td>15%</td>
</tr>
<tr>
<td>7 – 9 team members</td>
<td>44%</td>
</tr>
<tr>
<td>10 – 12 team members</td>
<td>34%</td>
</tr>
<tr>
<td>More than 12 team members</td>
<td>6%</td>
</tr>
<tr>
<td>Less than 4 teams in project</td>
<td>58%</td>
</tr>
<tr>
<td>4 – 6 teams in project</td>
<td>27%</td>
</tr>
<tr>
<td>7 – 9 teams in project</td>
<td>10%</td>
</tr>
<tr>
<td>More than 9 teams in project</td>
<td>5%</td>
</tr>
</tbody>
</table>

†Some teams use multiple technologies.

Table 1: Sample Characteristics

We used role specific questionnaires to collect insights from the different perspectives. The Scrum master and the developers provided their team-internal perspective, the project leader provided his or her perspective on the performance of the teams. We asked 120 randomly selected teams to participate, 81 responded, i.e. we had a response rate of 68%. The average response per team was 7.1 (including developers and Scrum master), i.e. a response rate of 79%, with a minimum of five responses and a maximum 12 response.
Measures

We used existing measurement instruments from previous quantitative studies in IS or social psychology wherever possible. However, prior literature and our initial empirical insights suggested that no adequate instruments exist to capture some of the constructs of interest. In these cases, we developed new scales based on our knowledge and interactions with professionals at our research site. To avoid measurement biases, we collected data from different roles of the team including developers, Scrum masters, and project leaders. The list of items used in our study is shown in the Appendix.

Team Performance

We measured team performance using four items which we developed based on field interviews with project leaders and the organization’s consultants for software development processes before conducting our study. The items are designed to cover different perspectives on teams’ performance including projects leaders, managers, and peer teams’ perspectives. We asked the project leaders to provide their assessment of the respective teams.

Use of Agile Practices

We asked developers to rate their personal adoption level of the studied agile development practices. In line with previous studies (Maruping et al. 2009), we asked the developers, for instance, to indicate how much of their coding time they programed with a programming partner (pair programming), how much of their code was reviewed by at least one other team member, or for how much of their newly developed code they wrote automated test cases. Face validity of the measurement items was pre-tested during interviews with senior software developers at the company and piloted in a quantitative pre-study to ensure construct validity. The specific questions are listed in the appendix of this paper. The developers rated their personal behavior on a 9-point scale that ranges from “0-10%” (coded 0.0) to “90-100%” (coded 0.9). A factor analysis with varimax rotation revealed a single factor that explains 75% of the variance of these items. Against this backdrop, we averaged the six questions to calculate an index with equal weights of agile practices for each developer in the study. The individual-level scores were averaged to the team level score.

Task Complexity

We used three items to measure the teams’ task complexity that were adapted to our research context from Nidumolu (1995). The three items ask if preexisting knowledge and work procedures could be applied to solve the team task during the last six months. The Scrum master of the team indicated her or his assessment for the team on a 7-point agreement Likert scale. We added the answers for the three questions to a single index of task complexity.

Shared Mental Models

Measuring shared mental models has been discussed as a very challenging endeavor (DeChurch and Mesmer-Magnus 2010). Existing literature offers no consistent methodology, mostly because of the context-dependent nature of shared mental models (Mohammed et al. 2010). Previous approaches addressed accuracy and sharedness of team members’ mental models. We are particularly interested in the sharedness of the mental models as it is at the core of the construct referring to the degree to which members’ mental model are consistent or converge with one another (Mohammed et al. 2010). In line with previous literature, we interpret “sharing” in the sense of “having in common” rather than “dividing up” (Cannon-Bowers et al. 1993).

Different elicitation techniques have been used to capture shared mental models, ranging from paired comparison ratings, concept maps, card sorts, to qualitative techniques (Mohammed et al. 2010). These measurement approaches require a profound understanding of the mental models specific to the team context and are very time-consuming to deploy. Given that we study software professionals that work on very diverse software products and contexts, we had to find a context-insensitive measurement approach.
We were interested in the degree of sharedness of relevant knowledge areas for software development teams. We draw on previous literature (He et al. 2007) that found four specific areas of knowledge relevant to software development: knowledge on the application domain of the software, on the underlying technology, the development procedure, and on the overall project vision. Based on He et al.’s work, we derived six statements on the sharedness of knowledge between two developers. For these statements, the developers indicated their level of agreement regarding their work relationship to other team members on a 7-point Likert scale, e.g. “we have a similar understanding of our software architecture”. All items were pretested and refined based on feedback from senior software developers to ensure face validity.

In our team-based study, we asked every participating team member to indicate her or his agreement with these items considering three members A, B, and C of his or her team (see Figure 2 for a screenshot of the used questionnaire). We followed a specific procedure to ensure the best possible coverage of bidirectional relations for each studied team. For every possible team size, we prepared a set of sign plates similar to the one depicted in Figure 2. All developers randomly drew such a sign and positioned it in front of them on the desk. As such, a number was assigned to every team member and every team member knew for which of his or colleagues A, B, and C he or she was asked to fill out the questionnaire. We designed the sign plates in such a way that the highest coverage of bidirectional relations in the team was collected. Due to this data collection approach, our dataset includes a team-specific graph of ‘3 x number of participating team members’ bidirectional relations with the answers as weights on the edges for every item in the questionnaire. To aggregate to the team level, we averaged the weights of all edges in the graph for every item.

![Figure 2: Questionnaire Extract for Measuring Shared Mental Models](image)

**Backup Behavior**

We measured the backup behavior of the team following the same procedure as described for the shared mental models. The items were newly developed and based on previous work on backup behavior (Burke et al. 2006; Den Hartog et al. 2007; Salas et al. 2005). All answers were averaged to the team level score.

**Controls**

As most other team-based studies, we controlled for the size of the team. The Scrum master provided that number.
Construct Validity and Reliability

The measurement items of agile development practices (AGILE), shared mental models (SHARED), backup behavior (BACKUP), and team performance (PERFORMANCE) are designed as reflective measures. Our exploratory factor analysis of these variables (principal component analysis with varimax rotation) helped us to find four distinct measurements. The loadings on the respective items are on average .78 and between .58 and .95. Table 2 displays the descriptive statistics and the correlation matrix. The Cronbach alphas for all variables were higher than .86 showing adequate construct reliability. Task complexity was conceptualized as a formative construct as it captures three independent sources of complexity that a team may face; thus it was measured as an additive variable.

Table 2: Descriptive Statistics and Correlations of the Model Variables

<table>
<thead>
<tr>
<th>Variable</th>
<th>Alpha</th>
<th>Mean</th>
<th>S.D.</th>
<th>Min</th>
<th>Max</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. AGILE</td>
<td>0.87</td>
<td>0.38</td>
<td>0.17</td>
<td>0.05</td>
<td>0.80</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>2. SHARED</td>
<td>0.86</td>
<td>5.42</td>
<td>0.42</td>
<td>4.2</td>
<td>6.39</td>
<td>0.23*</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>3. BACKUP</td>
<td>0.94</td>
<td>5.64</td>
<td>0.53</td>
<td>3.89</td>
<td>6.56</td>
<td>0.26** 0.40***</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>4. PERFORMANCE</td>
<td>0.95</td>
<td>5.07</td>
<td>1.28</td>
<td>2.25</td>
<td>7</td>
<td>0.03</td>
<td>0.12</td>
<td>-0.07</td>
<td></td>
<td></td>
</tr>
<tr>
<td>5. COMPLEX</td>
<td>-</td>
<td>9.47</td>
<td>3.98</td>
<td>3</td>
<td>21</td>
<td>-0.02</td>
<td>-0.20*</td>
<td>0.05</td>
<td>-0.17</td>
<td></td>
</tr>
</tbody>
</table>

** ***p<0.01, ** p<0.05, * p<0.1

Model Specification and Estimation Procedure

To test our hypotheses, we specified the following equations. We mean-centered backup behavior and task complexity for reasons of a better interpretability of the interaction effect (Aiken and West 1992). Parameters were estimated with ordinary least squares (OLS) regression.

\[
\text{SHARED} = \alpha_0 + \alpha_1 \text{TeamSize} + \alpha_2 \text{AGILE} + \varepsilon_1 \tag{1}
\]

\[
\text{BACKUP} = \beta_0 + \beta_1 \text{TeamSize} + \beta_2 \text{AGILE} + \beta_3 \text{SHARED} + \varepsilon_2 \tag{2}
\]

\[
\text{PERFORMANCE} = \gamma_0 + \gamma_1 \text{TeamSize} + \gamma_2 \text{BACKUP} + \gamma_3 (\text{BACKUP} \times \text{COMPLEX}) + \varepsilon_3 \tag{3}
\]

The performance of the studied teams was evaluated by the team’s project leader. As indicated in Table 1, most of the teams work in multi-team projects. Consequently, there are various teams from the same development project in our dataset. For these teams, the performance was simultaneously assessed by their common project leader. Therefore, we expect the error terms of his or her answers not to be independent from each other. To take this characteristic into consideration, we clustered those datasets which contain answers from the same project leader when we estimate the second model (Cameron et al. 2011). This procedure is not required for estimating the parameter of the first model as all variables are indicated by team-specific respondents. We checked for multicollinearity. The variance inflation factors for the independent variables in all four models (Table 3 & 4) are smaller than .98; hence multicollinearity is not a concern in our analyses.
Results

The results for the parameters for the first two equations of our model (i.e. backup behavior and shared mental models as dependent variables) are displayed in Table 3. The results show support for our hypothesis H1a, H1b, and H2. The use of agile development practices of a software development team positively influences the sharedness of team members’ mental models as well as how much backup behavior team members provide to each other (see Table 3). Column 3 of Table 3 shows that higher levels of team backup behavior are associated with a higher sharedness of team members’ mental models (beta = 0.45, p < 0.01). In total, 21% of the variance of team backup behavior can be explained with our model.

<table>
<thead>
<tr>
<th>Table 3: Parameter Estimates for Shared Mental Models and Backup Behavior</th>
</tr>
</thead>
<tbody>
<tr>
<td>(1) Shared Mental Models</td>
</tr>
<tr>
<td>Agile Practices Use</td>
</tr>
<tr>
<td>Shared Mental Models</td>
</tr>
<tr>
<td>Team Size</td>
</tr>
<tr>
<td>Constant</td>
</tr>
<tr>
<td>Observations</td>
</tr>
<tr>
<td>R-squared</td>
</tr>
<tr>
<td>F test</td>
</tr>
</tbody>
</table>

Standard errors in parentheses; *** p<0.01, ** p<0.05, * p<0.1

Next, we estimated the relationship between team backup behavior and team performance under varying levels of task complexity. Our analysis does not show any direct effect of backup behavior on team performance at the mean value of task complexity (see Table 4). However, there is a strong positive impact in case of high task complexity. Specifically, if task complexity is high the impact of backup behavior on team performance is positive and significant (beta = 0.19, p < 0.01).

Figure 3 displays this interaction effect at the mean and plus/minus one standard deviation level of task complexity with mean centered values of task complexity and backup behavior (Aiken and West 1992). As can be inferred from Figure 3, the prediction line is only positive at high levels of task complexity, whereas a negative effect can be observed in case of average or low task complexity.
Table 4: Results of the Team Performance Model

<table>
<thead>
<tr>
<th>Model</th>
<th>Team Performance</th>
</tr>
</thead>
<tbody>
<tr>
<td>(4)</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Backup Behavior: -0.16 $^{(0.268)}$</td>
</tr>
<tr>
<td></td>
<td>Task Complexity: -0.06* $^{(0.03)}$</td>
</tr>
<tr>
<td></td>
<td>Backup Behavior x Task Complexity: 0.19*** $^{(0.06)}$</td>
</tr>
<tr>
<td></td>
<td>Team Size: 0.02 $^{(0.07)}$</td>
</tr>
<tr>
<td></td>
<td>Constant: 4.95*** $^{(0.65)}$</td>
</tr>
</tbody>
</table>

Observations: 62
R-squared: 0.10
F test: 3.57**

Standard errors in parentheses; *** p<0.01, ** p<0.05, * p<0.1
Backup behavior and Task complexity values are mean-centered in this model.
The number of observations drops from 81 to 62 due to missing data.

Figure 3: Interaction Effect of Task Complexity on the Predicted Level of Team Performance Dependent on Team Backup (Mean Centered Values)
Discussion

The goal of this study was to better understand the theoretical relationship between applying agile software practices and team performance. In particular, we aimed at moving beyond direct impacts on code quality and individual performance, but instead theorize and empirically examine the effect of applying agile practices on software development team performance. Our empirical study of 81 software development teams within a large enterprise software company shows that agile behavior of IS developers has an influence on software development team performance. More specifically, our results suggest that teams which apply agile quality assurance practices such as pair programming, code reviews, and automated testing show a higher degree of shared mental models within the team and are more likely to give feedback to each other, assist each other, or shift workloads (i.e., show more backup behavior). Backup behavior was in turn found to lead to increases in software development team performance when the team faces high task complexity.

Before discussing contributions and implications, we point to some limitations that should be considered when interpreting the results of our study. Although our study was conducted at a single company which serves to control for any influence of corporate culture, we call for studies in other high-technology or R&D environments for further generalizability. To the extent teams in our setting work on very different software products across different business units, we would expect the findings to hold in other knowledge work situations that are characterized by high clock-speed and innovation. Second, our goal in this study was to understand the effect of using agile practices on overall team performance, we call for further research to focus on specific aspects of performance such as innovation or cycle-time that may be more salient in some settings and which may require considering a different set of contextual or mediating factors for a more complete understanding (Kude et al. 2014b).

This study makes several contributions to existing literature on software development and team adaptability theory. Our study extends prior work on the performance effects of agile software development practices (Dingsøyr et al. 2012; Dybå and Dingsøyr 2008) beyond individual effects of applying the practices in laboratory settings or in the context of student projects. Also, much of the existing knowledge on agile software development is derived from anecdotal evidence or practitioner reports. Our study responds to the calls for theory-based empirical studies in the context of agile software development teams (Dingsøyr et al. 2012; Dybå and Dingsøyr 2008; Maruping et al. 2009). By drawing on theories from social psychology and by rigorously studying agile software development practices within teams, we create new insights to contribute to a better understanding of the effects of applying agile practices within teams on the way how teams work together and on team cognition (Davern et al. 2012).

Our results provide empirical support for the theorized relationships between agile software development practices within teams and team performance. Whereas previous literature mostly focused on direct effects on software quality or individual performance (Harter and Slaughter 2003; Subramanyam et al. 2012), our theoretical model that draws on team adaptability theory provides a strong explanation for effects of agile software development on a team level. In particular, we theoretically link agile behavior within teams to shared mental models and backup behavior as key emergent states in team adaptability theory. By doing so, our study helps reconcile the so far disconnected views on agility either as a behavior (in terms of applying agile methods and practices) or as a capability (in terms of being able to react to changes). Our results suggest that agile behavior and agile capabilities are two distinct but related concepts, and that agile behavior leads to team adaptability as an agile capability within teams.

The results of our study also contribute to prior literature on team adaptability theory by linking shared mental models and backup behavior—two key components of team adaptability—to the idiosyncrasies of software development and software development teams. First, our study shows that in the context of software development teams, the use of agile practices is an important antecedent of both shared mental models and backup behavior. This is important because it shows how specific software development practices increase team adaptability. Such agile practices may be applicable beyond the context of software development. Thus, our findings may have wider implications for team behaviors that increase team adaptability in other knowledge-intensive contexts.
Second, our study adds to team adaptability literature by linking it to task complexity as an IS-specific factor. In particular, our results generally confirm the importance of backup behavior as a determinant of team performance. It is important to note, however, that in the context of software development teams, the effect of backup behavior on team performance can either be positive or negative. For simple tasks, backup behavior has a negative impact, for complex tasks, it is positive (see Figure 3). This finding suggests that while it may be fruitful to borrow from team effectiveness research, we need to further analyze and understand its applicability in the IS domain. Future research should develop IS-specific theoretical models by focusing on other context factors such as the influence of team task diversity (component teams vs. feature teams), team member role diversity (cross-functional teams vs. teams with specific roles as architects, testers, user-interface specialists, etc.), project-specific contingency factors (intensity of customer interaction, inter-team task dependency in multi-team projects, etc.), or technical contingency factors (e.g. role of software architecture, use of software development specific collaboration tools, etc.).

Third, although our research context studies agile practices in the context of software development, our findings provide an opportunity for further theorizing and developing notions of ambidexterity that can be studied at multiple levels. For example, one could view agile practices as an instantiation of a more general construct of disciplined autonomy in a software development context, to the extent it reflects a voluntary application of standardized work process templates (Mintzberg 1993). In other words, although teams have discretion and autonomy to apply specific practices, they are disciplined by implicit behavioral norms of agile templates. In that sense, disciplined autonomy may help to strike a balance between flexibility and quality at the same time. More generally, while work process autonomy may foster flexibility to react to novel situation or to adapt to new technologies; compliance to standardized work processes may help to meet company-wide quality goals. Further theorizing along these lines can be particularly valuable for extending the nascent literature on ambidextrous strategies in other contexts (Birkinshaw and Gibson 2004; Duncan 1976; Miles et al. 1978; O’Reilly III and Tushman 2004; Raisch and Birkinshaw 2008). For example, IS researchers have pointed to the need for managing trade-offs related to knowledge management and firm performance by developing ambidextrous capabilities (Im and Rai 2008; Tafti et al. 2007). However, the extent to which such ambidexterity can be enabled by IT investments or by changing IT development practices remains to be studied. Understanding these systems level or team level enablers of ambidexterity can be a valuable contribution to prior literature which has so far suggested structural (Duncan 1976), temporal (Adler et al. 1999; Cao et al. 2013) and contextual notions of ambidexterity (Gibson and Birkinshaw 2004).

The results of our study also provide valuable insights for practitioners. In contrast to other fields of engineering, software engineering experiences more frequent changes and is characterized by higher industry dynamism and turbulence (Boehm 2006). Therefore, new development methods, new technologies, or new management approaches frequently emerge and this trend is likely to continue in the coming years as the global economy becomes more information-intensive. Not every new direction is likely to become mainstream and many of the new “fashions” might just recycle existing concepts or ideas. This poses a challenge for managers to understand if and when they should deploy new software development methods. Frequently, many organizations adopt a trial-and-error approach or simply follow the herd.

Our study suggests that by understanding the underlying concepts and mechanisms that drive software development methodologies, decision makers will be in a better position to predict the impact and effectiveness of the methodologies in new contexts. By pointing to the impact of agile practices on shared mental models and backup behavior, our study provides decision makers with important factors to consider when evaluating the merits of new software development practices. However, our results also show that backup behavior is not a silver bullet for software development teams, despite the proposed positive effect found in team effectiveness research. Instead, the positive implications of backup behavior on team performance may depend on various context factors, task complexity as one such important context factor. This should help practitioners to decide when to apply agile practices, as using these practices may only be valuable when task complexity is high, but not in the context of simpler tasks.
### Appendix: Measurement Items

<table>
<thead>
<tr>
<th>Variable</th>
<th>Items</th>
<th>Scale</th>
<th>Respondents</th>
<th>Source</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Agile Practices Use AGILE</strong></td>
<td>How much of your code do you develop with a programming partner?</td>
<td></td>
<td></td>
<td>Self-developed based on Maruping et al. (2009)</td>
</tr>
<tr>
<td></td>
<td>How much of your coding time do you work with a programming partner?</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>How much of your new code is reviewed by at least one colleague?</td>
<td>0-10%</td>
<td>Developers</td>
<td></td>
</tr>
<tr>
<td></td>
<td>How much of your modified code is reviewed by at least one colleague?</td>
<td>90-100%</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>For how much of your new code do you write automated tests at all?</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>How much of your modified code is reviewed by at least one colleague?</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>How much of your new functionality is regularly tested with automated integration tests?</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td><strong>Shared Mental Models SHARED</strong></td>
<td>The two of us ...</td>
<td>7-point Likert</td>
<td>Developers</td>
<td>Self-developed based on He et al. (2007)</td>
</tr>
<tr>
<td></td>
<td>... we agree how well-crafted code looks like.</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>... we have a similar understanding of our software architecture.</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>... we agree what needs to be done before a task is considered 'done'.</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>... we have a similar understanding about the business needs of our software's users.</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>... we have a shared idea how our software will evolve.</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td><strong>Backup Behavior BACKUP</strong></td>
<td>The two of us ...</td>
<td>7-point Likert</td>
<td>Developers</td>
<td>Self-developed based on Burke et al. (2006); McIntyre and Salas (1995)</td>
</tr>
<tr>
<td></td>
<td>... we complete tasks for each other whenever necessary.</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>... we give each other suggestions how a task could be approached.</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>... we step in for the other person if he/she struggles to finish the current work.</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>... we assist each other in accomplishing our tasks.</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td><strong>Team Performance PERFORMANCE</strong></td>
<td>When asked for a high performance team, other teams would reference this team.</td>
<td>7-point Likert</td>
<td>Project Leader</td>
<td>Self-developed based on interviews with 15 project leaders</td>
</tr>
<tr>
<td></td>
<td>I consider this team a high performance team.</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Reports on the performance of this team are always favorable.</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Peer teams consider this team a great success.</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td><strong>Task Complexity COMPLEX</strong></td>
<td>Concerning the last six months, the team faced task ...</td>
<td>7-point Likert</td>
<td>Scrum Master</td>
<td>Nidumolu (1995)</td>
</tr>
<tr>
<td></td>
<td>... for which there was a clearly known way how to solve them.</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>... for which the team's preexisting knowledge was of great help to solve them.</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>... for which the team's preexisting work procedures and practices could be relied upon to solve them.</td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
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